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1 Introduction

The history of reinforcement learning (RL) is lengthy, and originated from behavioural psychology in the 1950's, where it was demonstrated that animals could be trained to perform certain tasks by providing them with positive rewards after task completion [1]. With such a concept in mind, the field began as a sub-discipline of artificial intelligence (AI) with the intention of synthesizing responsive AI systems in the early 2000's. However, many attempts at the time were only limited to simple low-dimensional problems, since the algorithms failed to handle high-dimensional problems [2]. Nevertheless, with the advent of technology, the computational power of computers have increased over the recent years. This indirectly contributed to the realization of deep learning in the form of neural networks, which allowed large high-dimensional datasets to be represented with small quantities of low-dimensional parameters [3].

One of the first ideas in reinforcement learning was to use it for defeating a wide variety of games. It first began by tackling simple conventional board games such as TD-Gammon in 1995 [cite(td-gammon)]. Next, the field progressed to playing Atari 2600 games in 2013 [4, 5, 6] and 3D world games, such as Doom [7]. Recently, the reinforcement learning community has also seen the defeat of the Chinese game Go by AlphaGo in 2015 [8], whose complexity is demonstrated by the enormous number of game states. Since reinforcement learning algorithms contain very little game-specific information, they can be easily used to play any game, albeit with performance differences in some cases. As a result, it is not uncommon to easily find open-source RL implementations of popular modern games from the community, eg. the first level of Super Mario World [9] and Flappy Bird [10].

One may question the significance of playing games using AI in general, as there are many existing computer game bots implementations already. However, the idea of playing games using reinforcement learning connotes a more important application, namely to develop human-like intelligence that is applicable to the physical world. In order to achieve this, reinforcement learning methods only accept visual inputs in the form of a series of images. In other words, no internal state variable is directly observed by the AI agent. One of the benefits of such an approach is that the AI agent receives the same information that a human would perceive when playing the game, thus encouraging RL methods to achieve human-like behaviours. In addition, games provide a medium to explore algorithms in a safe and cheap manner, in contrast to in the real world where training would become expensive. Lastly, most games were designed as a simplified simulation of the real world, thereby allowing direct application of RL methods to tasks of similar nature in the physical world, such as obstacle navigation.

In terms of computational power, deep learning in the form of neural networks enabled classifiers to become much more versatile in recent years. Since machine learning often deals with high dimensionality data with complex features, it is important to reduce the dimensionality in order to extract, process and visualize such nontrivial features. In particular, according to Hinton and Salakhutdinov (2006), neural networks in the form of deep auto-encoder networks outperform traditional principal component analysis in the ability to compress data [11]. Convolutional neural networks are robust in image pattern recognition, and recurrent neural networks, especially LSTMs [12], are useful for providing persistent memory to neural networks [13].
2 Background

2.1 Reinforcement Learning

In computer science, reinforcement learning can be broadly classified into two types, namely model-based and model-free RL. As the name suggests, model-based RL relies on learning in the presence of a pre-existing model of the agent’s controller, whereas model-free RL involves direct trial-and-error by the agent controller in order to achieve learning. Since the system dynamics in games are often convoluted and difficult to model, this project will adopt mostly the model-free approach.

In general, the problem statement solved by reinforcement learning can often be defined as follows: to learn an optimal policy $\pi^*$ based on the agent’s interaction with the environment by maximizing the expected sum of discounted rewards $R_t = \sum_{t'=t}^{T} \gamma^{t'-t} r_{t'}$, where a policy $\pi$ is a mapping of states to actions. In addition, the environment is usually modelled as a Markov Decision Process (MDP), which is described by a set of possible states $S$, a set of possible actions $A$, a transition matrix $T(s'|s,a)$, a reward function $R$, and a discount variable $\gamma \in [0, 1]$. In particular, $T(s'|s,a)$ denotes transition probabilities between states via actions, ie. is a function with mapping $S \times A \rightarrow A$, and $R$ is a function with mapping $S \times A \rightarrow R$.

Contrary to conventional techniques, agents in games often do not have direct access to the current state. Instead, they receive the current state’s observation, which embeds partial information of the current state. Since the series of observations do not form a MDP, a slightly modified process, namely Partially Observable Markov Decision Process (POMDP), is used to describe the agent’s interaction with the environment instead [14]. For example, since all state information can be inferred from the last four frames of the game for any Atari game [5], a MDP can be used to model the interaction [4]. On the contrary, the in-game player in the first-player shooting (FPS) game Doom only has a limited view of the map, and so playing this would require POMDP as an approximation to the interaction between the player and the map [7].

2.2 Q-Learning

A popular reinforcement learning technique for constructing an optimal policy is Q-learning. Q-learning is an online model-free method. It is also an off-policy learner, meaning that it can learn the optimal policy regardless of the agent’s actions. In terms of the algorithm, it uses a value-iterative approach that is based upon the Q function and Bellman equation. In particular, the Q function of a policy $\pi$ maps state-action tuples $(s,a)$ to a real number, and is used as an indication of the expected reward by taking action a from state s:

$$Q^\pi(s, a) = \mathbb{E}[R_t | s_t = s, a_t = a]$$

The higher the Q value, the more likely better results will be achieved in the long term. Moreover, a policy $\pi_i$ is said to be an optimal policy $\pi^*$ if the Bellman equation is satisfied:

$$Q^*(s_t, a_t) = \mathbb{E}[r_t + \gamma \max_{a'} Q^*(s_{t+1}, a') ]$$
Based on the above equations, a value iterative approach can be used to construct the following update equation in order to attain $Q^*$:

$$Q(s, a) \leftarrow Q(s, a) + \alpha (r + \gamma \max_{a'} Q(s', a') - Q(s, a))$$

However, in practice, using only the above update equation would not allow the agent to learn, as the update equation only exploits information that the agent knows. Furthermore, the update equation does not provide an opportunity for the agent to explore other potential states that would lead to an optimal policy. To mitigate this issue, an $\epsilon$-greedy algorithm is used in practice, where the agent performs a random action with probability $\epsilon$, and takes the action resulting in maximum Q with probability $1 - \epsilon$. Additionally, the parameter $\epsilon$ is usually set to 1 initially and decayed gradually to zero as more states are explored. This is because the agent has little information on which action to take in the initial iterations, thereby leading to the need to explore the environment by taking random actions. Conversely, taking random actions in late iterations would prevent the agent from achieving the optimal policy, as the average Q value of the next state after taking a random action is less than that of taking the optimal action as suggested by the policy [1].

### 2.3 Deep Q-Networks

In the context of games, it is often the case that the size of the state-action space is too large for a tabular Q function to be constructed, which renders traditional Q-learning impractical in such situations. To mitigate the issue, Deep Q-Networks (DQN), also known as deep Q-learning (DQL), approximates the Q function by using a neural network with parameters $\theta$ instead. For the neural network, $\theta$ is trained so that at time $t$ the loss

$$E_{s_t, a_t, r_t, s_{t+1}} ||Q_\theta(s_t, a_t) - y_t||$$

is minimized, where

$$y = \begin{cases} 
    r_t & \text{if } s_{t+1} \text{ is terminal} \\
    r_t + \gamma \max_{a'} Q^*_{\text{target}}(s_{t+1}, a') & \text{otherwise}
\end{cases}$$

[15]. The advantage to such an approach is that it greatly reduces the number of training parameters, and also allows the Q function to generalize training data to unknown scenarios [14].

Apart from functional approximation of the Q function by a neural network, Deep Q-Networks also utilize experience replay in order to facilitate training of the network. Specifically, the network is trained with previous memory tuples $(s_t, a_t, s_{t+1}, r_{t+1})$ in additional to the new state-action tuple obtained after performing an action in each step. Including experience replay in Deep Q-Networks confers more advantages as compared to vanilla Q-learning, with the main reason being that experience replay allows for higher data efficiency as well as reduced fluctuations in parameter values during training [1]. In practice, only the last N memory tuples are stored in the algorithm to reduce memory costs [4]. Additionally, only a subset of the stored tuples are used in backpropagation by stochastic gradient descent, thus ensuring that the computation is scalable to large datasets.
2.4 Deep Recurrent Q-Networks

Some games violate the Markov property of POMDP, i.e., the optimal action taken relies on information from multiple observations. For example, in the context of Atari 2600 games, if the game requires information from a previous state more than three frames away from the current frame, then the environment’s behaviour appears to be non-Markovian if only the most recent four frames are considered [16]. In order to better approximate the agent-environment interaction, Deep Recurrent Q-Networks (DRQN), also known as Deep Recurrent Q-Learning (DRQL), can be used, which add a Long Short Term Memory (LSTM) [12] on top of DQN’s neural network architecture in order to provide the agent with memory of previous states. With this modified architecture, the Q function being estimated would be $Q(h_t, a_t)$, where $h_t$ is the input obtained from the LSTM in the last step [16].

3 Related Works

Several games were played previously using a combination of reinforcement learning and deep learning techniques. The first game in which reinforcement learning was able to play was Backgammon. The algorithm that played the game, named TD-Gammon [2], involved a fully-connected multilayer perceptron architecture for its neural network and used a temporal difference algorithm similar to Q-learning to update the network edges. The results obtained from training TD-Gammon was quite substantial at the time, where it was able to learn basic techniques within the first few thousand training games, and could even learn to use sophisticated techniques after tens of thousands of training games. With success of TD-gammon, similar techniques were applied to other board games such as chess and checkers in an attempt for advancement in the field. Unfortunately, the results were not ideal, and as a result the next breakthrough was only after the development of Q-learning and its combination with a nonlinear function approximator [4].

In 2013, Google DeepMind developed the concept of Deep Q-Networks [4], and experimented with several Atari 2600 games, namely Beam Rider, Breakout, Enduro, Pong, Q*bert, Seaquest and Space Invaders. The experiment results showed that the DQN superseded human performance for Breakout, Enduro and Pong, and that it also exceeded the performance of other previous algorithms. To reduce the computational cost, the raw RGB image frames were first converted to grayscale, followed by downscaling from $210 \times 160$ pixels to $110 \times 84$ image. The DQN also utilizes the frame skip technique, where the program only receives a frame for every four frames. As mentioned previously, the neural network accepts the last four pre-processed frames as input in order to mitigate the partial observability of the problem, thus leading to the use of MDP as opposed to POMDP [4].

Shortly after, Deep Recurrent Q Networks [16] was developed in 2015, which allowed agents to maintain a LSTM memory, thus providing an opportunity to explore games such as Doom [7], a FPS game. In particular, the trained agent in Doom only focused on the deathmatch mode. In terms of algorithm design, a DRQN was used for combat with other players, and a DQN was used for map navigation. The idea of a divide-and-conquer approach by separating item collection and enemy targeting network training and combat network training was due to the deathmatch’s structure. Specifically, the deathmatch was split into two phases, namely the navigation and action phases. It was also noted that joint training of the DRQN’s partially
observed state as well as the presence of enemies and locations on the current frame on the same neural network greatly improved training performance [7]. In terms of image processing, a 16/9 color image resolution with size $455 \times 225$ was used to maximize the field of view in the game. Results showed that the agent had a high kill to death ratio, and outperformed human players.

Nevertheless, the next breakthrough in reinforcement learning was the creation of AlphaGo by Google DeepMind in early 2016 [8]. Unlike most of the previously described work, AlphaGo was a MCTS-based algorithm that relied on a policy network to evaluate board positions and a value network to determine move selections. Since Go is a board game, it does not use any image preprocessing to feed into a network. Similar to Q-Learning, MCTS converges to optimal play. Results showed that AlphaGo wins 99.9% of the time, and has even beaten a human Go expert [8].

There was a recent surge in the community to build deep reinforcement learning software with the objective of playing many other popular games that were unexplored by academia, such as Super Mario World [9] and Flappy Bird [10]. Apart from community implementations of game-playing deep reinforcement agents, there has also been efforts to open-source various games to promote development in the field of reinforcement learning. In particular, Project Malmo [17], an open-source API for AI implementations in Minecraft, was released by Microsoft in mid-2015. Furthermore, SC2LE [18], a similar API for StarCraft II, was released recently by Google DeepMind and Blizzard in mid-2017. Unlike the previous work, these games aim to solve many more difficult and unsolved problems, such as multi-task learning and how to encourage cooperation between RL agents [17]. Lastly, OpenAI has released OpenAI Gym [19] in mid-2016, thus providing an API for running the same RL implementations across different games with ease.

4 Prerequisites

4.1 Hardware Requirements

In general, the software used in this project does not require any special hardware configuration. A GPU on a Linux machine will be required for training neural networks for reinforcement learning if the training time is long. Otherwise, a Macbook with Intel GPU will be sufficient for training and testing preliminary implementations.

4.2 Software Requirements

Various reinforcement learning methods will be implemented in Python, and Keras with Tensorflow backend will be used in order to train neural networks. Moreover, this project will only deal with open-source games, as it requires direct control of in-game characters by either the game’s code or an API that can control the game’s in-game characters. In the case of the game Minecraft, Project Malmo [17] from Microsoft will be used. Similarly, OpenAI Gym [19] provides game APIs for many well studied games such as Pacman and Atari Games, and SC2LE [18] provides an API for Starcraft II. Lastly, University of California Berkeley CS170’s
course project also provides an API to control the Pacman game [20].

5 Scope and Objective

5.1 Scope

There are no strict limitations to which games this project will be dealing with. At the current state, however, the project will likely favor video games limited number of controller inputs, as this configuration resembles interaction between humans and the real world. At this stage, games that fall into this category include, but are not limited to Pacman, Atari 2600 games, Flappy Bird and Minecraft. In terms of algorithmic techniques, this project focuses on mainly using reinforcement learning and deep learning techniques. Despite of a heavy bias in existing reinforcement learning game implementations towards using Deep Q-Networks for playing games, this project will also try to explore other approaches, such as actor-critic methods, depending on the nature of the games examined.

5.2 Objective

The project’s main objective is to use reinforcement learning and deep learning in order to play a game. Specifically this can be attained by either defeating the game, if the game has a clear sequence of objectives like in Pacman, or by solving one or more pre-defined tasks in the game, if the game has no clear objectives like in Minecraft. The project will be broadly divided into two stages. Specifically, the first stage involves exploration of various reinforcement algorithms and neural network architectures by using Pacman as a benchmark. The second stage would then involve picking a particular game, defining clear goals and implementing an algorithm that uses both reinforcement learning and deep learning.

6 Methodology

Since this project focuses more on algorithms than specific games, the project will be separated into two stages. However, since this project is rather open-ended, stage two may be subject to change depending on the results of stage one.

6.1 Stage 1: Algorithm Exploration

In this stage, various reinforcement learning and deep-learning methods will be explored, including but not limited to DQN, DQRN, policy-gradient methods and MCTS-based methods. Additionally, this stage will only focus on Pacman as the game of interest. As a result, effects of changing the map and ghost behaviour on the above RL methods, such as ghosts with A* search, will also be examined. The goal of this stage is to compare and contrast between various
RL algorithms in terms of various evaluation metrics, such as average number of dots eaten per death and completion rate, and to better understand which algorithms to favor.

6.2 Stage 2: RL Implementation and Optimization

In this stage, one or more game of the same type is to be chosen, and the goal is to construct and optimize one or more RL implementations that can either defeat or complete certain tasks in the game with high accuracy. At this point, any produced results will be compared against random actions to determine whether training was successful. Such results will also be contrasted with existing published results, if any. In terms of testing, a series of environments will be systematically setup to measure the accuracy and/or time taken to complete the task. Once again, the details in this stage are subject to change depending on the game chosen, and should be refined in the Interim Report.

7 Risks and Mitigation

The main risk thus far in the project is risk of being unable to successfully construct a deep reinforcement learning agent that can complete the goals mentioned in this project. In order to mitigate this, the project is split into two stages. Since Pacman is likely to have been played by others previously using similar techniques, this stage is unlikely to fail with high probability, and thus guarantees a deliverable for this project.

Another risk is the possibility of falling behind schedule during the course of this project due to unexpected obstacles. This can be avoided by setting a firm timeline on completing small deliverables so as to ensure progress is made during the course of the year.

8 Deliverables

Documents

- Project Plan (this document)
- Interim Report
- Final Report
- Project Poster

Presentations

- First Presentation
- Final Presentation
Software Deliverables

- Pacman RL implementation
- RL implementation of another game

All of the aforementioned deliverables are to be completed before the deadlines as described in the section "Project Schedule and Milestones". Additionally, all created software will be placed on a public github link, which is to be made eventually.

9 Project Schedule and Milestones

The internal and official deadlines for tasks for the entire project are detailed in the table on the next page, where official deadlines are bolded.
<table>
<thead>
<tr>
<th>Date</th>
<th>Task</th>
</tr>
</thead>
</table>
| Early October 2017        | Preliminary Research  
• Perform preliminary literature research on existing games that use reinforcement learning and deep learning techniques.  
• Experiment with various classic RL methods, including policy iteration, value iteration and tabular Q-Learning |
| October 1, 2017           | **Phase 1 Deliverables (Inception): Project Scheme, Detailed Project Plan** |
| Mid October 2017          | Stage 1: Algorithmic Exploration  
• Implement and evaluate the performance of DQN in Pacman  
• Read up on policy-gradient methods and MCTS-based methods |
| October 31, 2017          | • Implement and evaluate the performance of DRQN in Pacman  
• Compare results between DQN and DRQN implementations |
| Mid November 2017         | • If applicable, Implement and evaluate the performances of policy-gradient methods and MCTS-based methods  
• Compare and contrast between the four implementations |
| January 8 – 12, 2018      | **First Presentation** |
| January 21, 2018          | **Phase 2 Deliverables (Elaboration): Pacman RL Implementations, Interim Report** |
| Jan – April 2018          | Stage 2: RL implementation and Optimization  
• Pick a game to play with  
• Implement several RL algorithms  
• Optimize RL algorithms as necessary |
| April 15, 2018            | **Phase 3 (Construction): Game RL Implementation, Final Report** |
| April 16 – 20, 2018       | **Final Presentation** |
| May 2, 2018               | **Project Exhibition** |
10 Conclusion

Despite of the long history of using reinforcement learning to play games, the recent surge in using deep learning as a tool led to the recent development of state-of-the-art techniques such as DQN and DRQNs, which can be applied to video games. This project aims to help further explore the application of deep RL techniques on video games, as well as to contribute to the field of reinforcement learning hopefully.
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