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## Relabel-to-front

#include <iostream>

#include <string>

#include <list>

using namespace std;

#define MAXV 100

// one-based

int c[MAXV+1][MAXV+1]; // capacity

int f[MAXV+1][MAXV+1]; // flow

int h[MAXV+1]; // height

int e[MAXV+1]; // excess

list<int> L;

list<int> N[MAXV+1];

list<int>::iterator u;

list<int>::iterator r[MAXV+1];

int main() {

memset(c, 0, sizeof(c));

memset(f, 0, sizeof(f));

memset(h, 0, sizeof(h));

memset(e, 0, sizeof(e));

int n,m; // number of V and E

cin >> n >> m;

L.clear();

for (int i=1; i<=n; ++i)

N[i].clear();

for (int i=0; i<m; ++i) {

int x,y,f;

cin >> x >> y >> f;

N[x].insert(N[x].begin(), y);

N[y].insert(N[y].begin(), x);

c[x][y] += f;

}

int s, t; // source and sink

cin >> s >> t;

for (int i=1; i<=n; ++i) {

r[i] = N[i].begin();

if (i != s && i != t) L.insert(L.begin(), i);

if (c[s][i]) // init preflow

e[s] += (f[i][s] = -(f[s][i] = e[i] = c[s][i]));

}

h[s] = n;

u = L.begin();

while (u != L.end()) {

int x = \*u, old = h[\*u];

int v, F;

while (e[x] > 0) { // discharge

if (r[x] == N[x].end()) {

int z = n\*3;

for (list<int>::iterator i = N[x].begin(); i != N[x].end(); ++i)

if ((F=c[x][v=\*i]-f[x][\*i])>0)

z = h[v]<z?h[v]:z;

h[x] = z+1;

r[x] = N[x].begin();

} else {

v = \*r[x];

if ((F=c[x][v]-f[x][v]) > 0 && h[x] == h[v]+1) {

F = e[x]<F?e[x]:F;

f[x][v] += F; e[v] += F;

f[v][x] -= F; e[x] -= F;

if (e[x] <= 0) break;

}

++r[x];

}

}

if (h[x] > old) {

L.erase(u);

L.insert(L.begin(), x);

u = L.begin();

}

++u;

}

cout << "max flow = " << e[t] << endl;

}

## Hopcroft-Karp + Konig Bipartite matching+bipartite vertex cover

//needs vertices to be 1..n and 1..m

// UVa 11419 – Sam I Am

#include <iostream>

#include <cstring>

#include <queue>

using namespace std;

#define maxn 1001

#define maxm 1001

bool g[maxn][maxm],

vx[maxn], // matched nodes in L

cx[maxn], cy[maxm]; // vertex cover

long n,m,k,f, // n -> L, m -> R, k = |E|, f = flow

my[maxm]; // mate of R

bool aug(long x) {

if (vx[x])

return false;

vx[x] = 1;

for (int y = 1; y <= m; ++y)

if (g[x][y] && (!my[y] || aug(my[y]))) {

my[y] = x;

return true;

}

return false;

}

void vc() { // only Konig

for (int y = 1; y <= m; ++y)

if (my[y])

cx[my[y]] = 1;

queue<int> Q;

for (int x = 1; x <= n; ++x)

if (!cx[x])

Q.push(x);

while (!Q.empty()) {

int x = Q.front();

Q.pop();

for (int y = 1; y <= m; ++y)

if (g[x][y] && !cy[y] && my[y] != x) {

cy[y] = 1;

cx[my[y]] = 0;

Q.push(my[y]);

}

}

}

int main() {

while (scanf("%d%d%d", &n, &m, &k), n) {

memset(g, 0, sizeof g);

memset(my, 0, sizeof my);

memset(cx, 0, sizeof cx);

memset(cy, 0, sizeof cy);

int x,y;

for (int i = 1; i <= k; ++i) {

scanf("%d%d", &x, &y);

g[x][y] = 1;

}

f = 0;

for (int i = 1; i <= n; ++i) {

memset(vx, 0, sizeof vx);

if (aug(i)) ++f;

}

vc();

printf("%d", f);

for (int x = 1; x <= n; ++x)

if (cx[x])

printf(" r%d", x);

for (int y = 1; y <= m; ++y)

if (cy[y])

printf(" c%d", y);

printf("\n");

}

return 0;

}

## Data Flow

// problem:

// Given a graph, cost of each edge,

// capacity of edges (all equal)

// Flow cost defined as sum of each unit’s path cost

// e.g. A-B=3, A-C=2, A-D=1, B-D=4, C-D=5

// capacity = 10

// to flow 20 units from A to D

// first 10 units: directly from A to D

// next 10 units: A-B-D

// cost: A-D: 1 x 10 + A-B-D: 7 x 10 = 80

#include <iostream>

#include <string>

#include <queue>

#include <stack>

#include <algorithm>

using namespace std;

struct rec {

long long n;

long long k;

rec(long long n, long long k): n(n),k(k) {};

};

bool operator< (const rec& a, const rec& b) {

return a.k>b.k;

}

priority\_queue<rec> x[100][100];

int xx[100][100];

long long y[100],z[100];

bool w[100];

int main() {

int n,m;

while (cin>>n>>m) {

for (int i=0; i<n; i++)

for (int j=0; j<n; j++)

while (x[i][j].size())

x[i][j].pop();

memset(xx,0,sizeof(xx));

while (m--) {

long long a,b,c;

cin >> a >> b >> c;

a--; b--;

xx[a][b]=xx[b][a]=c;

}

long long d,k;

cin >> d >> k;

for (int i=0; i<n; i++)

for (int j=0; j<n; j++)

if (xx[i][j]>0)

x[i][j].push(rec(k,xx[i][j]));

try {

long long ans=0;

while (d>0) {

memset(y,0x3f,sizeof(y));

y[0]=0;

memset(w,0,sizeof(w));

w[0]=true;

for (int k=0; k<n; k++) {

bool b=true;

for (int i=0; i<n; i++) {

if (w[i]) {

for (int j=0; j<n; j++)

if (x[i][j].size()>0) {

if (y[j]>y[i]+x[i][j].top().k) {

y[j]=y[i]+x[i][j].top().k;

z[j]=i;

w[j]=true;

b=false;

}

}

}

w[i]=false;

}

if (b) break;

}

if (y[n-1]==0x3f3f3f3f3f3f3f3fll)

throw 0;

stack<int> s;

long long l=d;

int a,b;

b=n-1;

while (b!=0) {

s.push(b);

a=z[b];

l=min(l,x[a][b].top().n);

b=a;

}

a=0;

while (!s.empty()) {

b=s.top();

s.pop();

rec r=x[a][b].top();

x[a][b].pop();

x[b][a].push(rec(l,-r.k));

r.n-=l;

if (r.n>0)

x[a][b].push(r);

ans+=r.k\*l;

a=b;

}

d-=l;

}

cout << ans << endl;

} catch (...) {

cout << "Impossible." << endl;

}

}

return 0;

}

## Gaussian Elimination

for (int i = nnmn; i < nn; ++i) {

int \*aa = a + (i >> 5);

int yy = 1 << (i & 31);

if (!get2(i)) { // Diagonal cell (i,i) not filled

for (int j = i + 1; j < nn; ++j)

if (get2(j)) { // Suitable row to xor with row i

xor(i,j,i);

break;

}

if (!get2(i)) continue; // Unsolvable row

}

for (int j = nnmn; j < nn; ++j)

if (j != i && get2(j))

xor(j,i,i);

}

## Degree (Graphic) Sequence

Let d\_1 >= d\_2 >= ... >= d\_n.

[Havel-Hakimi’s Theorem]

{d\_1, d\_2, ..., d\_n} is a degree sequence iff {d\_2-1, d\_3-1, ..., d\_{d1+1}-1, d\_{d1+2}, ..., d\_n} is a degree sequence.

Base case: {0, 0, 0, ..., 0} is a degree sequence.

## Max Flow

#include<iostream>

#include<algorithm>

using namespace std;

int n,m;

bool visit[101];

int map[101][101],f[101][101];

int s,t;

int dfs(int v,int k) {

if (v==t)

return k;

for (int i=1;i<=n;i++)

if (!visit[i]&&map[v][i]>0) {

visit[i]=true;

int delta =

dfs(i,min(k,map[v][i]));

if (delta>0) {

f[v][i]+=delta;

map[v][i]-=delta;

map[i][v]+=delta;

return delta;

}

}

return 0;

}

int main() {

int x,y,z,ans,tt,cntt=0;

cin>>n;

while (n!=0) {

ans = 0;

cin >> s >> t >> m;

memset(map,0,sizeof(map));

memset(visit,0,sizeof(visit));

memset(f,0,sizeof(f));

for(int i=0;i<m;i++) {

cin>>x>>y>>z;

map[x][y]+=z;

map[y][x]+=z;

}

while((tt=dfs(s,4000000))>0){

ans+=tt;

memset(visit,0,sizeof(visit));

visit[s]=true;

/\*

for(int i=1;i<=n;i++)

if (visit[i])

for(int j=2;j<=n;j++)

if (!visit[j]&&

f[i][j]>f[j][i]&&map[i][j]==0)

cout<<i<<" "<<j<<endl;

cout<<endl; \*/

}

cout << “Network “ << ++cntt <<”\nThe bandwidth is “ << ans <<”.\n”;

cin>>n;

}

return 0;

}

## Cut Vertex

// n = number of vertices

// a = adjacency list

// Cut vertices computed and stored in cut

int ttime,root;

vector<int> a[MAX];

int t[MAX],v[MAX];

int p[MAX],par[MAX],cut[MAX];

void dfs(int x) {

p[x] = t[x] = ttime++;

v[x] = 1;

int k = 0;

for (int i = 0; i < a[x].size(); ++i) {

int y = a[x][i];

if (!v[y]) {

++k;

par[y] = x; dfs(y);

p[x] = min(p[x], p[y]);

if (x != root && p[y] >= t[x])

cut[x] = 1;

} else if (par[x] != y)

p[x] = min(t[y], p[x]);

}

if (x == root && k > 1)

cut[x] = 1;

}

int main() {

// construct graph

memset(v, 0, sizeof(v));

memset(cut, 0, sizeof(cut));

ttime = 0;

for (int i=0; i<n; ++i)

if (!v[i])

dfs(root = i);

}

## Cut Edge

// n = number of vertices

// a = adjacency list

// Cut vertices computed and stored in bridge

int ttime;

vector<pair<int,int> > bridge;

vector<int> a[MAX];

int t[MAX],v[MAX];

int p[MAX],par[MAX];

void dfs(int x) {

p[x] = t[x] = ttime++;

v[x] = 1;

for (int i = 0; i < a[x].size(); ++i) {

int y = a[x][i];

if (!v[y]) {

par[y] = x; dfs(y);

p[x] = min(p[x], p[y]);

if (p[y] > t[x])

bridge.push\_back(

make\_pair(x,y));

} else if (par[x] != y)

p[x] = min(t[y], p[x]);

}

}

int main() {

// construct graph

memset(v, 0, sizeof(v));

ttime = 0;

for (int i=0; i<n; ++i)

if (!v[i])

dfs(i);

}

## Separable /\*Biconnected\*/ Component

// n = number of vertices

// a = adjacency list

// Vertices popped in line (\*\*\*)

// together with x forms a separable component

vector<int> a[MAX];

int t[MAX],v[MAX];

int p[MAX],par[MAX],ttime;

stack<int> S;

void dfs(int x) {

p[x] = t[x] = ttime++;

v[x] = 1;

S.push(x);

for (int i = 0; i < a[x].size(); ++i){

int y = a[x][i];

if (!v[y]) {

par[y] = x;

dfs(y);

p[x] = min(p[x], p[y]);

if (p[y] >= t[x]) {

while (S.top() != x)

S.pop(); // (\*\*\*)

}

}else if (par[x] != y)

p[x] = min(t[y], p[x]);

}

}

int main() {

// construct graph

memset(v, 0, sizeof(v));

ttime = 0;

for (int i=0; i<n; ++i)

if (!v[i])

dfs(i);

}

## Euler Path

void find\_path(int loc) {   
 int lv;   
      for (lv = 0; lv < nconn; lv++)     
          if (conn[loc][lv])     
            {     
              /\* delete edge \*/     
              /\* find path from new location \*/     
              find\_path(lv);     
            }     
          /\* add this node to the `end' of the path \*/

        path[plen++] = loc;     
    }

      for (lv = 0; lv < nconn; lv++)     
          if (deg[lv] % 2 == 1) break;     
      if (lv >= nconn)     
          for (lv = 0; lv < nconn; lv++)     
              if (deg[lv]) break;     
      /\* find the eulerian path \*/     
      find\_path(lv);       
      /\* the path is discovered in reverse order \*/     
      for (lv = plen-1; lv >= 0; lv--)     
          fprintf(fout, "%i\n", path[lv]+1);

## Maximum weighted Bipartite Matching

// n — number of vertices on each side

// 1 to n — A

// n + 1 to 2n — B

// Weights stored in g

#define r(x,y) (u[x]+u[y]-g[x][y])

#define MAX 100 // Max #vertices on each side

#define MAX2 MAX\*2+1

int g[MAX2][MAX2];

int m[MAX2], u[MAX2], d[MAX2], p[MAX2], v[MAX2];

int n, delta;

void D(int w, int x) { // DFS

if (v[x]) return;

v[x] = 1; p[x] = w;

if (x<=n) {

for (int i=n+1; i<=n+n; ++i) {

int fake\_slack = r(x,i) + delta;

if (!v[i] && fake\_slack < d[i])

d[i] = fake\_slack; p[i] = x;

}

for (int i=n+1; i<=n+n; ++i)

if (!r(x,i) && m[x]!=i)

D(x,i);

}else{

if (!m[x]) throw x;

for (int i=1; i<=n; ++i)

if (!r(i,x) && m[x]==i)

D(x,i);

}

}

void A(int x) { // augment

if (x==p[x]) return;

if (x>n)

m[m[x] = p[x]] = x;

A(p[x]);

}

int main() {

memset(m,0,sizeof(m));

memset(u,0,sizeof(u));

for (int i=1; i<=n; ++i)

for (int j=n+1; j<=n+n; ++j)

u[i] = g[i][j]>u[i] ? g[i][j] : u[i];

for (int phase=0; phase<n; ++phase) {

memset(v, 0, sizeof(v));

memset(d, 127, sizeof(d));

delta = 0;

try {

for (int i=1; i<=n; ++i)

if (!m[i]) D(i,i);

while (1) {

int z = 0;

for (int i=n+1; i<=n+n; ++i)

if (!v[i])

z = d[i]<d[z] ? i : z;

int real\_dz = d[z] - delta;

for (int i=1; i<=n; ++i)

if (v[i])

u[i] -= real\_dz;

for (int i=n+1; i<=n+n; ++i)

if (v[i])

u[i] += real\_dz;

delta = d[z];

D(p[z],z);

}

} catch (int x) {

A(x);

}

}

int S = 0;

for (int i=1; i<=n+n; ++i) S += u[i];

cout << "Total weight: " << S << endl;

// matching stored in m[]

}

## Unweighted General Matching – Blossom Shrinking

const int MAX = 100;

struct node {

int label, first, mate;

int l1, l2;

};

int n, m;

vector<int> edges[MAX+1];

node nodes[MAX+1];

queue<int> q;

int blossomCounter = -1;

void construct\_graph() {

cin >> n >> m;

for (int i=1; i<=n; ++i) {

edges[i].clear();

nodes[i].mate = 0;

}

for (int i=0; i<m; ++i) {

int x, y;

cin >> x >> y;

edges[x].push\_back(y);

edges[y].push\_back(x);

}

}

void alternate(int v, int w) {

int t = nodes[v].mate;

nodes[v].mate = w;

if (nodes[t].mate != v)

return;

if (nodes[v].label <= n) {

nodes[t].mate = nodes[v].label;

alternate(nodes[v].label, t);

} else {

alternate(nodes[v].l1, nodes[v].l2);

alternate(nodes[v].l2, nodes[v].l1);

}

}

void blossomize(int v, int w, int flag) {

int r = nodes[v].first;

int join;

do {

nodes[r].label = flag;

if (!r) break;

r = nodes[nodes[nodes[r].mate].label].first;

} while (1);

r = nodes[w].first;

do {

if (nodes[r].label == flag || !r) { join = r; break; }

r = nodes[nodes[nodes[r].mate].label].first;

} while (1);

int temp[2] = {v, w};

for (int i=0; i<2; ++i) {

r = nodes[temp[i]].first;

while (r != join) {

nodes[r].label = n+1;

nodes[r].l1 = v;

nodes[r].l2 = w;

nodes[r].first = join;

q.push(r);

r = nodes[nodes[nodes[r].mate].label].first;

}

}

for (int i=1; i<=n; ++i)

if (nodes[nodes[i].first].label >= 0)

nodes[i].first = join;

}

bool augment(int u) {

cout << "augment " << u;

while (!q.empty()) q.pop();

for (int i=1; i<=n; ++i)

nodes[i].label = -1;

nodes[u].label = 0;

nodes[u].first = 0;

q.push(u);

while (!q.empty()) {

int v = q.front(); q.pop();

for (int i=0; i<edges[v].size(); ++i) {

int w = edges[v][i];

if (!nodes[w].mate && w!=u) {

nodes[w].mate = v;

alternate(v, w);

return true;

}

if (nodes[w].label >= 0)

blossomize(v, w, --blossomCounter);

else {

int x = nodes[w].mate;

if (nodes[x].label < 0) {

nodes[x].label = v;

nodes[x].first = w;

q.push(x);

}}}}

return false;

}

int main() {

construct\_graph();

int matching\_size = 0;

for (int i=1; i<=n; ++i)

if (!nodes[i].mate)

if (augment(i))

matching\_size++;

for (int i=1; i<=n; ++i)

if (nodes[i].mate && i<nodes[i].mate)

cout << " " << i << " " << nodes[i].mate << endl;

return 0;

}

## Disjoint Set

#define MAX 105

int head[MAX];

int find(int i){

return head[i] = (i == head[i]? i : find(head[i]));

}

int merge(int i,int j){

head[find(i)] = find(j);

}

## Longest Increasing Subsequence

#include <cstdio>  
#include <vector>  
using namespace std;  
  
template<typename T> vector<T> find\_lis(vector<T> &a)  
{  
    vector<int> b, p(a.size());  
    int u, v;  
   
    if (a.size() < 1) return b;  
   
    b.push\_back(0);  
   
    for (size\_t i = 1; i < a.size(); i++) {  
        if (a[b.back()] < a[i]) {  
            p[i] = b.back();  
            b.push\_back(i);  
            continue;  
        }  
   
        for (u = 0, v = b.size()-1; u < v;) {  
            int c = (u + v) / 2;  
            if (a[b[c]] < a[i]) u=c+1; else v=c;  
        }  
   
        if (a[i] < a[b[u]]) {  
            if (u > 0) p[i] = b[u-1];  
            b[u] = i;  
        }      
    }  
   
    for (u = b.size(), v = b.back(); u--; v = p[v]) b[u] = v;  
    return b;  
}  
  
/\*  
  Usage: lis = find\_lis(seq)  
  Result: "Sequence" = seq[lis[i]], "Size" = lis.size()  
\*/  
   
int main()  
{  
    vector<int> seq;  
    int t;  
    while (scanf("%d", &t) != EOF) seq.push\_back(t);  
    vector<int> lis = find\_lis(seq);  
  
    printf("%d\n-\n", lis.size());  
    for (size\_t i = 0; i < lis.size(); i++)  
        printf("%d\n", seq[lis[i]]);  
   
    return 0;  
}

## Range Minimum Query

// O(nlog(n)) pre-processing time, O(1) query time

#include <iostream>

#include <algorithm>

using namespace std;

const int MAXN = 1000010;

int a[MAXN];

int m[MAXN][20];

int l2[MAXN];

int main(){

int p = 0;

for (int i = 1; i < MAXN; ++i)

if ((1 << (p+1)) == i) l2[i] = ++p;

else l2[i] = p;

int n, w, q, l, u, i1, i2;

while (scanf("%d", &n), n){

for (int i = 0; i < n; ++i){ scanf("%d", a+i); m[i][0] = i; }

w = 1;

for (int i = 1; w+w <= n; ++i){

for (int j = 0; j+w+w <= n; ++j)

if (a[i1 = m[j][i-1]] <= a[i2 = m[j+w][i-1]]) m[j][i] = i1;

else m[j][i] = i2;

w += w;

}

scanf("%d", &q);

while (q--){

scanf("%d%d", &l, &u);

w = l2[u - l + 1];

if (a[i1 = m[l][w]] <= a[i2 = m[u-(1<<w)+1][w]]) cout << i1 << '\n';

else cout << i2 << '\n';

}

}

}

## Knuth-Morris-Pratt Algorithm

// Strings are assumed to be 1-based

// P[1..m] - pattern

// T[1..n] - text

#define MAX 1000

int pi[MAX]; // MAX >= m

int m,n;

void COMPUTE\_PREFIX\_FUNCTION(const char \* P) {

m = strlen(P+1);

pi[1] = 0;

int k = 0;

for (int i=2;i<=m;++i) {

while (k && P[k+1]!=P[i])

k = pi[k];

if (P[k+1]==P[i]) ++k;

pi[i] = k;

}

}

void KMP\_MATCHER(const char \* T, const char \* P) {

n = strlen(T+1);

int q = 0;

for (int i=1;i<=n;++i) {

while (q && P[q+1]!=T[i])

q = pi[q];

if (P[q+1]==T[i]) ++q;

if (q==m) {

cout << i-m+1 << endl; // index of P occur in T

q = pi[q];

}

}

}

## Aho-Corasick Algorithm

#include <iostream>

#include <algorithm>

#include <utility>

#include <list>

#include <cstring>

#include <queue>

using namespace std;

const char ter\_char = (char) 52;

struct node{

node\* v[52]; // a-z A-Z

node \* link;

int a[52]; // all valid links

int n; // no. of elements in a

list<int> val; // the pattern that matched

node(){

memset(v,0,sizeof(v));

link = 0; n = 0;

}

};

typedef pair<node \*, node \*> pr1;

// parent node, cur node

typedef pair<char,pr1> pr;

// char of the edge, edge

typedef list<int>::iterator si;

node \* root;

bool vis[1005] = {0};

// true if the pattern is matched

void insert(char \* s, int k){ // pattern and pattern index

node \* p = root;

for (int i = 0; s[i]!=ter\_char; ++i){

if (!(p->v[(int)s[i]])){

p->v[(int)s[i]] = new node;

p->a[(p->n)++] = s[i];

}

p = p->v[(int)s[i]];

}

p->val.push\_back(k);

}

void removeAll(node \* cur){

for (int i = 0; i < cur->n; ++i)

removeAll(cur->v[cur->a[i]]);

delete cur;

}

void createLink(){

queue<pr> q;

for (int i = 0; i < 52; ++i)

if (!(root->v[i]))

root->v[i] = root;

else q.push(pr(i,pr1(root,root->v[i])));

while (!q.empty()){

pr tt = q.front();

node \* prev = tt.second.first;

node \* cur = tt.second.second;

int c = tt.first;

int & n = cur->n;

q.pop();

for (int i = 0; i < n; ++i)

q.push(pr(cur->a[i],pr1(cur,cur->v[cur->a[i]])));

if (prev == root){

cur->link = root;

}

else{

prev = prev->link;

while (!(prev->v[c]))

prev = prev->link;

prev = prev->v[c];

cur->link = prev;

list<int> temp = prev->val;

cur->val.merge(temp);

}

}

}

void match(char \* s){

memset(vis,0,sizeof(vis));

node \* p = root;

for (int i = 0; s[i]!=ter\_char; ++i){

while (!(p->v[(int)s[i]])) p = p->link;

p = p->v[(int)s[i]];

for (si i = p->val.begin(); i != p->val.end(); ++i)

vis[\*i] = true;

}

}

/\*\*\* USE METHOD \*\*\*

root = new node();

Map all character in {Pi} from a-z A-Z to 0..25 26..51

and terminating null character to 52

for each patterm Pi, insert(P,i);

createLink();

match(T); where T is the target string

result stored in vis

removeAll(root);

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/

char s[100010];

char t[1010][1010];

int main(){

long tt,i,j,n,z;

cin>>tt;

gets(s);

for (z=0; z<tt; ++z){

root=new node();

gets(s);

j=0;

while (s[j]){

if (s[j]>='a')

s[j]= s[j]-'a';

else

s[j]= s[j]+26-'A';

if (!s[j+1]){

s[j+1] = ter\_char;

break;

}

j+=1;

}

cin>>n;

gets(t[0]);

for (i=0; i<n; ++i){

gets(t[i]);

j=0;

while (t[i][j]){

if (t[i][j]>='a')

t[i][j]= t[i][j]-'a';

else

t[i][j]= t[i][j]+26-'A';

if (!t[i][j+1]){

t[i][j+1]= ter\_char;

break;

}

j+=1;

}

insert(t[i],i);

}

createLink();

match(s);

for (i=0; i<n; ++i)

if (vis[i])

cout<<'y'<<endl;

else

cout<<'n'<<endl;

removeAll(root);

}

return 0;

}

## 2-D Interval Tree

#include<iostream>

using namespace std;

struct ynode{

int num;

ynode \*left,\*right;

ynode():num(0),left(NULL),right(NULL){}

};

struct xnode{

ynode \*y;

xnode \*left,\*right;

xnode():left(NULL),right(NULL),y(NULL){}

};

int maxy;

void inserty(ynode\* &now,int left,int right, int targety, int k){

if(now==NULL)

now=new ynode;

now->num+=k;

if(left==right) return;

int m=(left+right)/2;

if(targety<=m)

inserty(now->left,left,m,targety,k);

else

inserty(now->right,m+1,right,targety,k);

}

void insertx(xnode\* &now,int left, int right, int targetx, int targety, int k){

if(now==NULL)

now=new xnode;

inserty(now->y,0,maxy,targety,k);

if(left==right) return;

int m=(left+right)/2;

if(targetx<=m)

insertx(now->left,left,m,targetx,targety,k);

else

insertx(now->right,m+1,right,targetx,targety,k);

}

int queryy(ynode\* now,int left, int right,int targety){

if(now==NULL) return 0;

if(left==right) return now->num;

int m=(left+right)/2;

if(targety<=m)

return queryy(now->left,left,m,targety);

else {

int c=0;

if(now->left!=NULL)

c=now->left->num;

return c+queryy(now->right,m+1,right,targety);

}

}

int queryx(xnode\* now,int left, int right,int targetx, int targety){

if(now==NULL)

return 0;

if(left==right) return; queryy(now->y,0,maxy,targety);

int m=(left+right)/2;

if(targetx<=m)

return queryx(now->left,left,m,targetx,targety);

else {

int c=0;

if(now->left!=NULL)

c=queryy(now->left->y,0,maxy,targety);

return c+queryx(now->right,m+1,right,targetx,targety);

}

}

int main(){

int n,k,x1,x2,y1,y2;

cin>>n;

xnode \*root;

while(n!=3){

if(n==0) {root=NULL;cin>>maxy;maxy++;}

if(n==1) {cin>>x1>>y1>>k;insertx(root,0,maxy,x1+1,y1+1,k);}

if(n==2) {

cin>>x1>>y1>>x2>>y2;

int ans=queryx(root,0,maxy,x2+1,y2+1)-queryx(root,0,maxy,x1,y2+1)-queryx(root,0,maxy,x2+1,y1)+queryx(root,0,maxy,x1,y1);

cout<<ans<<endl;}

cin>>n;

}

return 0;

}

// Likyau’s version

#include <iostream>

using namespace std;

const long dim=2,MAX=(1<<28),MIN=-(1<<28);

long e[dim][1025][2];

long vmin[1025][1025],vmax[1025][1025];

long n,m,p,q,r,s,maxi,mini,size[dim];

long con[dim];

long list[2][1002];

bool bottom;

struct node{

long l[dim];

};

void build(long lv,long a,long b,long k){

if (k>size[lv])

size[lv]=k;

e[lv][k][0]=a;

e[lv][k][1]=b;

if (a!=b){

build(lv,a,(a+b) /2,2\*k+1);

build(lv,(a+b) /2+1,b,2\*k+2);

}

}

void retrieve(long lv,long a,long b,long k){

long x=(e[lv][k][0]+e[lv][k][1]) / 2;

if (a<=b){

if ((a==e[lv][k][0]) && (b==e[lv][k][1]) ){

list[lv][con[lv]]=k;

con[lv]+=1;

}

else if (b<=x){

retrieve(lv,a,b,2\*k+1);

}

else if (a>x){

retrieve(lv,a,b,2\*k+2);

}

else{

retrieve(lv,a,x,2\*k+1);

retrieve(lv,x+1,b,2\*k+2);

}

}

}

void retrieve\_batch(long a,long b,long c,long d){

con[0]=0;

con[1]=0;

retrieve(0,a,c,0);

retrieve(1,b,d,0);

maxi=MIN;

mini=MAX;

for (long i=0; i<con[0]; ++i)

for (long j=0; j<con[1]; ++j){

long x=list[0][i];

long y=list[1][j];

if (vmax[x][y]>maxi)

maxi=vmax[x][y];

if (vmin[x][y]<mini)

mini=vmin[x][y];

}

}

void compare(node tr){

long temp=MIN;

long x=tr.l[0];

long y=tr.l[1];

if (e[0][x][0]!=e[0][x][1]){

if (vmax[2\*x+1][y]>temp)

temp=vmax[2\*x+1][y];

if (vmax[2\*x+2][y]>temp)

temp=vmax[2\*x+2][y];

}

if (e[1][y][0]!=e[1][y][1]){

if (vmax[x][2\*y+1]>temp)

temp=vmax[x][2\*y+1];

if (vmax[x][2\*y+2]>temp)

temp=vmax[x][2\*y+2];

}

vmax[x][y]=temp;

temp=MAX;

if (e[0][x][0]!=e[0][x][1]){

if (vmin[2\*x+1][y]<temp)

temp=vmin[2\*x+1][y];

if (vmin[2\*x+2][y]<temp)

temp=vmin[2\*x+2][y];

}

if (e[1][y][0]!=e[1][y][1]){

if (vmin[x][2\*y+1]<temp)

temp=vmin[x][2\*y+1];

if (vmin[x][2\*y+2]<temp)

temp=vmin[x][2\*y+2];

}

vmin[x][y]=temp;

}

void insert(long lv,node pt,node tr,long va){

long k=tr.l[lv],x;

long i=tr.l[0]; long j=tr.l[1];

node temp=tr;

if (e[lv][k][0]==e[lv][k][1] && lv==dim-1 && bottom) {//when bottom is reached

vmax[tr.l[0]][tr.l[1]]=va;

vmin[tr.l[0]][tr.l[1]]=va;

bottom=false;

}

else{

if (e[lv][k][0]!=e[lv][k][1]){

x=(e[lv][k][0]+e[lv][k][1]) / 2;

if (pt.l[lv]<=x)

temp.l[lv]=2\*k+1;

else

temp.l[lv]=2\*k+2;

insert(lv,pt,temp,va);

}

if (lv!=dim-1)

insert(lv+1,pt,tr,va); //for loop if more lvl

compare(tr);

}

}

int main(){

char c;

long i,j;

node t1,t2;

t2.l[0]=0; t2.l[1]=0;

cin>>n>>n;

size[0]=0; size[1]=0;

build(0,1,n,0); build(1,1,n,0);

for (i=0; i<=size[0]; ++i)

for (j=0; j<=size[1]; ++j){

vmin[i][j]=MAX;

vmax[i][j]=MIN;

}

for (i=1; i<=n; ++i)

for (j=1; j<=n; ++j){

cin>>r;

t1.l[0]=i; t1.l[1]=j;

bottom=true;

insert(0,t1,t2,r);

}

cin>>m;

for (long i=0; i<m; ++i){

cin>>c;

if (c=='c'){

cin>>p>>q>>r;

t1.l[0]=p; t1.l[1]=q;

bottom=true;

insert(0,t1,t2,r);

}

else{

cin>>p>>q>>r>>s;

retrieve\_batch(p,q,r,s);

cout<<maxi<<" "<<mini<<endl;

}

}

return 0;

}

## Tree Isomorphism

#include <iostream>

#include <string>

#include <map>

#include <set>

using namespace std;

const int MAX\_N = 10010;

int e[2][MAX\_N][MAX\_N];

int ec[2][MAX\_N];

int tec[2][MAX\_N];

int temp[2][MAX\_N];

int p[2][MAX\_N];

int d[2][MAX\_N][MAX\_N];

int dc[2][MAX\_N];

int l[2][MAX\_N];

int m[2], n[2], height[2], root[2][2], rc[2];

void find\_depth(int root, int depth, int tree, int parent){

p[tree][root] = parent;

d[tree][depth][dc[tree][depth]++] = root;

height[tree] >?= depth;

++depth;

for (int i = 0; i < ec[tree][root]; ++i)

if (e[tree][root][i] != parent)

find\_depth(e[tree][root][i], depth, tree, root);

}

int main(){

int z, u, v;

cin >> z;

while (z--){

// read input

for (int i = 0; i < 2; ++i){

cin >> n[i] >> m[i];

memset(ec[i], 0, 4\*n[i]);

while (m[i]--){

cin >> u >> v;

e[i][u][ec[i][u]++] = v;

e[i][v][ec[i][v]++] = u;

}

}

if (n[0] != n[1]) goto fail;

if (n[0] == 1) goto pass;

// find centre(s)

for (int i = 0; i < 2; ++i){

int tc[2]; tc[0] = 0;

int nodes = n[0];

for (int j = 0; j < n[0]; ++j){

tec[i][j] = ec[i][j];

if (ec[i][j] == 1){

temp[0][tc[0]++] = j;

--nodes;

}

}

int row = 0;

while (nodes > 0){

tc[1 - row] = 0;

for (int j = 0; j < tc[row]; ++j)

for (int k = 0; k < ec[i][temp[row][j]]; ++k)

if (--tec[i][e[i][temp[row][j]][k]] == 1){

temp[1 - row][tc[1 - row]++] = e[i][temp[row][j]][k];

--nodes;

}

row = 1 - row;

}

root[i][0] = temp[row][0];

rc[i] = 1;

if (tc[row] == 2){

root[i][1] = temp[row][1];

rc[i] = 2;

}

}

if (rc[0] != rc[1]) goto fail;

// find depth

int r[2];

r[0] = root[0][0];

height[0] = 0;

memset(dc[0], 0, 4\*n[0]);

find\_depth(r[0], 0, 0, -1);

for (int i = 0; i < rc[1]; ++i){

r[1] = root[1][i];

height[1] = 0;

memset(dc[1], 0, 4\*n[1]);

find\_depth(r[1], 0, 1, -1);

if (height[0] != height[1]) continue;

// label leaves

for (int j = 0; j < 2; ++j)

for (int k = 0; k < dc[j][height[j]]; ++k)

l[j][d[j][height[0]][k]] = 0;

// label subtrees

for (int j = height[0] - 1; j >= 0; --j){

map<multiset<int>, int> labels;

for (int k = 0; k < 2; ++k){

for (int kk = 0; kk < dc[k][j]; ++kk){

int node = d[k][j][kk];

multiset<int> ss;

for (int kkk = 0; kkk < ec[k][node]; ++kkk)

if (e[k][node][kkk] != p[k][node])

ss.insert(l[k][e[k][node][kkk]]);

labels[ss] = 0;

}

}

int count = 0;

for (map<multiset<int>, int>::iterator itr = labels.begin();

itr != labels.end(); ++itr)

itr->second = count++;

for (int k = 0; k < 2; ++k){

for (int kk = 0; kk < dc[k][j]; ++kk){

int node = d[k][j][kk];

multiset<int> ss;

for (int kkk = 0; kkk < ec[k][node]; ++kkk)

if (e[k][node][kkk] != p[k][node])

ss.insert(l[k][e[k][node][kkk]]);

l[k][node] = labels[ss];

}

}

}

if (l[0][r[0]] == l[1][r[1]]) goto pass;

}

fail:

cout << "Different patterns\n";

continue;

pass:

cout << "Same pattern\n";

}

}

## Unrooted Tree DP

// NOI 2003 Hookey

#include<iostream>

#include<vector>

#include<algorithm>

using namespace std;

#define maxn 200001

struct node{

int to;

long long cost;

node \*next;

node(int a,long long b,node \*c):to(a),cost(b),next(c){}

};

node \*path[maxn];

long long dp[maxn][3];

long long ans;

int maxroot[maxn];

int m,n;

bool change(int u, int k, long long vc)

{

if(vc>dp[u][k])

{

for(int i=2;i>k;i--)

dp[u][i]=dp[u][i-1];

dp[u][k]=vc;

return true;

}

return false;

}

void dfs(int f,int u)

{

for(node \*cur=path[u];cur!=NULL;cur=cur->next)

if(cur->to != f)

{

int v=cur->to;

dfs(u,v);

long long vc=cur->cost+dp[v][0];

if(change(u,0,vc)) maxroot[u]=v;

else if(change(u,1,vc));

else dp[u][2]=max(dp[u][2],vc);

}

}

void dfs2(int f,int u,long long vc)

{

if(maxroot[f]==u)

vc+=dp[f][1];

else

vc+=dp[f][0];

if(change(u,0,vc)) maxroot[u]=f;

else if(change(u,1,vc));

else dp[u][2]=max(dp[u][2],vc);

for(node \*cur=path[u];cur!=NULL;cur=cur->next)

if(cur->to!=f)

dfs2(u,cur->to,cur->cost);

}

int main()

{

int x,y,z;

cin>>n>>m;

memset(dp,0,sizeof(dp));

for(int i=1;i<=n;i++) path[i]=NULL;

for(int i=0;i<m;i++)

{

cin>>x>>y>>z;

path[x]=new node(y,z,path[x]);

path[y]=new node(x,z,path[y]);

}

dfs(0,1);

for(node \*cur=path[1];cur!=NULL;cur=cur->next)

dfs2(1,cur->to,cur->cost);

ans=0;

for(int i=1;i<=n;i++)

ans=max(ans,dp[i][0]+2\*dp[i][1]+dp[i][2]);

cout<<ans<<endl;

return 0;

}

## Big Int //cmath, cstring

const int base=1000000000;

const int width=9;

const int size=100;

typedef struct BigInt {

int len;

int d[size];

BigInt(int n=0) {

len=1;

d[0]=n%base;

if (n>=base) {

d[1]=n/base;

len=2;

}

}

BigInt(string s) {

len=0;

int i=int(s.length());

while (i>0) {

if (i<width) {

d[len++]=atoi(s.substr(0,i).c\_str());

i=0;

} else {

i-=width;

d[len++] = atoi(s.substr(i,width).c\_str());

}

}

while (len>1 && d[len-1]==0)

len--;

} // End of BigInt(string)

};

BigInt operator+ (const BigInt& a, const BigInt& b) {

BigInt c;

int i,k=0;

for (i=0; i<a.len || i<b.len ||

k; i++) {

c.d[i]=k+(i<a.len? a.d[i]:0)+

(i<b.len? b.d[i]:0);

k=c.d[i]/base;

c.d[i]%=base;

}

c.len=i;

return c;

}

BigInt operator- (const BigInt& a, const BigInt& b) {

BigInt c;

int i,k=0;

for (i=0; i<a.len; i++){

c.d[i] = a.d[i] -

(i<b.len? b.d[i]:0)-k;

if (c.d[i]<0){

c.d[i]+=base;

k=1;

} else k=0;

}

c.len=a.len;

while (c.len>1 &&

c.d[c.len-1]==0)

c.len--;

return c;

}

BigInt operator\* (const BigInt& a, const BigInt& b){

if (a.len==1 && a.d[0]==0 ||

b.len==1 && b.d[0]==0)

return 0;

BigInt c;

memset(c.d,0,sizeof(c.d));

int i,j,k=0;

long long l;

for (i=0; i<a.len; i++) {

for (j=0; j<b.len|| k;j++){

l=static\_cast<long long>(a.d[i])\*

(j<b.len? b.d[j]:0)+k+c.d[i+j];

c.d[i+j]=l%base;

k=l/base;

}

}

c.len=i+j-1;

return c;

}

bool operator< (const BigInt &a,const BigInt &b){

if (a.len!=b.len)

return a.len<b.len;

for (int i = a.len-1; i >=0; --i)

if (a.d[i]!=b.d[i])

return (a.d[i]<b.d[i]);

return false;

}

bool operator== (const BigInt &a,const BigInt &b){

if (a.len!=b.len)

return false;

for (int i = a.len-1; i >=0; --i)

if (a.d[i]!=b.d[i])

return false;

return true;

}

// need <,+,-,\* operator

// c = a/b, k = a%b

void bdiv(const BigInt& a, const BigInt& b, BigInt& c, BigInt& k) {

int i,p,q,m;

k=0;

BigInt l,t;

for (i=a.len-1; i>=0; i--){

l=k\*base+a.d[i];

p=0; q=base-1;

while (p<q) {

m=(p+q+1)/2;

t=b\*m;

if (l<t) q=m-1;

else p=m;

}

c.d[i]=p;

k=l-b\*p;

}

c.len=a.len;

while (c.len>1 &&

c.d[c.len-1]==0)

c.len--;

}

// need <,+,-,\* operator

// return square root of s

BigInt Sqrt(string s){

if (s=="0") return 0;

if (s.length()%2)

s='0'+s;

BigInt ans(0),A(0);

for (unsigned i=0; i<s.length();

i+=2){

A = A\*100+

((s[i]-'0')\*10+(s[i+1]-'0'));

BigInt F=ans\*20,M(0),N;

int k;

for (k=0; k<10; k++) {

N=M+F+(2\*k+1);

if (N>A) break;

M=N;

}

A=A-M;

ans=ans\*10+k;

}

return ans;

}

BigInt powx(int x,int y){

if (y==0)

return BigInt(1);

if (y==1)

return BigInt(x);

BigInt temp = powx(x,y/2);

if (y%2==1)

return temp\*temp\*BigInt(x);

return temp\*temp;

}

string output(BigInt b){ //iomanip,sstream

ostringstream oss;

oss << b.d[b.len-1];

for (int i = b.len-2;i>=0; --i)

oss <<setw(width)<<setfill('0') << b.d[i];

return oss.str();

}

## STL

Assume S = start, E = end,

M = middle, ITR = iterator

### List functions

// move all elements from x to before pos

void splice(ITR pos,list& x);

void splice(ITR pos, list& x, ITR p);

void splice(ITR pos,list& x,ITR S,ITR E);

void merge(list&);

void sort();

### Set functions

//pre: set1, set2 are sorted

// result is big enough

set\_difference

set\_intersection

set\_union

(ITR S1, ITR E1, ITR S2, ITR E2,

ITR result[, comp])

### General STL

lower\_bound(ITR S, ITR E, val,[comp]);

next\_permutation(ITR S,ITR E,[comp]);

// Rearrange array, [S,M) are smallest elements and sorted

partial\_sort( ITR S, ITR M, ITR E);

// Post: [S, nth) <= nth <= [nth+1,E)

nth\_element(ITR S, ITR nth, ITR E);

sort( ITR S,ITR E, [comp]);

stable\_sort( ITR S, ITR E, [comp]);

random\_shuffle(ITR S, ITR E);

### I/O Formatting

cin.get() <=> getchar()

cin.getline(buf,size,delim)

cin.peek()

cin.unget()

cout.setf(ios::fixed);

setprecision(n)

setw(n), setfill(c)

setiosflags(flag)

ios::fixed, ios::left, ios::right

ios::scientific

## Number Theory

### Extended Euclidean Algorithm

int EX\_EUCLID(a,b,&x,&y) {

// returns d = gcd(a,b) = ax + by

if (!b) {

x=1; y=0; return a;

}

int d,x2,y2;

d = EX\_EUCLID(b, a%b, x2, y2);

x = y2; y = x2 - a / b \* y2;

return d;

}

### Linear congruence *ax* ≡ *b* (mod *n*)

• Requires Extended Euclidean Algorithm.

• Prints solutions of *ax* ≡ *b* (mod *n*) less than *n*

d = EX\_EUCLID(a,n,x,y);

if (d%b) { no solution; }

else {

int x0 = b/d\*x%n;

for (int i=0;i<d;++i)

output (x0 + n/d\*i)%n;

}

### Modular Inverse

// pre: a must be in range 1..m-1

// post: returns i in range 1..m-1 such that i\*a = 1(mod m)

long modinv(const long &a, const long &m) {

// modular inverse

long j = 1, i = 0u, b = m, c = a, x, y;

while (c != 0u) {

x = b / c;

y = b - x \* c;

b = c;

c = y;

y = j;

j = i - j \* x;

i = y; }

if (i < 0u) i += m;

return i;

}

## Mathematics

### Formulae 12 + 22 + ... + *n*2 =

13 + 23 + ... + *n*3 = ![](data:image/x-wmf;base64,183GmgAAAAAAAMAGIAQACQAAAADxXAEACQAAA18BAAADABwAAAAAAAUAAAAJAgAAAAAFAAAAAgEBAAAABQAAAAEC////AAUAAAAuARgAAAAFAAAACwIAAAAABQAAAAwCIATABhIAAAAmBg8AGgD/////AAAQAAAAwP///6n///+ABgAAyQMAAAsAAAAmBg8ADABNYXRoVHlwZQAAwAAIAAAA+gIAABAAAAAAAAAABAAAAC0BAAAFAAAAFAJAAkAABQAAABMCQAJsBhwAAAD7AoD+AAAAAAAAkAEAAAAABAIAEFRpbWVzIE5ldyBSb21hbgC4pPF3waTxdyAw83d4EGYUBAAAAC0BAQAIAAAAMgrMA/wCAQAAADR5CAAAADIKrgEYBQEAAAApeQgAAAAyCq4BdgQBAAAAMXkIAAAAMgquAeIBAQAAACh5HAAAAPsCIP8AAAAAAACQAQAAAAAEAgAQVGltZXMgTmV3IFJvbWFuALik8XfBpPF3IDDzd3gQZhQEAAAALQECAAQAAADwAQEACAAAADIKAgG3BQEAAAAyeQgAAAAyCgIBOwEBAAAAMnkcAAAA+wKA/gAAAAAAAJABAAAAAgQCABBTeW1ib2wAADoQCiFA8RMAuKTxd8Gk8XcgMPN3eBBmFAQAAAAtAQEABAAAAPABAgAIAAAAMgquAXoDAQAAACt5HAAAAPsCgP4AAAAAAACQAQEAAAAEAgAQVGltZXMgTmV3IFJvbWFuALik8XfBpPF3IDDzd3gQZhQEAAAALQECAAQAAADwAQEACAAAADIKrgFsAgEAAABueQgAAAAyCq4BWgABAAAAbnkKAAAAJgYPAAoA/////wEAAAAAABwAAAD7AhAABwAAAAAAvAIAAACIAQICIlN5c3RlbQAUeBBmFAAACgAhAIoBAAAAAAEAAABc8xMABAAAAC0BAQAEAAAA8AECAAMAAAAAAA==)

**![](data:image/x-wmf;base64,183GmgAAAAAAACAIQAQACQAAAABxUgEACQAAA+MBAAADABwAAAAAAAUAAAAJAgAAAAAFAAAAAgEBAAAABQAAAAEC////AAUAAAAuARgAAAAFAAAACwIAAAAABQAAAAwCQAQgCBIAAAAmBg8AGgD/////AAAQAAAAwP///7H////gBwAA8QMAAAsAAAAmBg8ADABNYXRoVHlwZQAA4AAIAAAA+gIAABAAAAAAAAAABAAAAC0BAAAFAAAAFAIgAvkEBQAAABMCIALHBxwAAAD7AoD+AAAAAAAAkAEBAAAABAIAEFRpbWVzIE5ldyBSb21hbgC4pPN3waTzdyAw9XcfC2b4BAAAAC0BAQAIAAAAMgqoAwUHAQAAAHh5CAAAADIKgAIOAgEAAAB4eRwAAAD7AiD/AAAAAAAAkAEBAAAABAIAEFRpbWVzIE5ldyBSb21hbgC4pPN3waTzdyAw9XcfC2b4BAAAAC0BAgAEAAAA8AEBAAgAAAAyCu8DQwABAAAAa3kIAAAAMgrUAc0CAQAAAGt5HAAAAPsCgP4AAAAAAACQAQAAAAIEAgAQU3ltYm9sAACqDwpXQPESALik83fBpPN3IDD1dx8LZvgEAAAALQEBAAQAAADwAQIACAAAADIKqAPTBQEAAAAteQgAAAAyCoACwwMBAAAAPXkcAAAA+wLA/QAAAAAAAJABAAAAAgQCABBTeW1ib2wAAL4PCo5A8RIAuKTzd8Gk83cgMPV3Hwtm+AQAAAAtAQIABAAAAPABAQAIAAAAMgrZAjcAAQAAAOV5HAAAAPsCIP8AAAAAAACQAQAAAAIEAgAQU3ltYm9sAACqDwpYQPESALik83fBpPN3IDD1dx8LZvgEAAAALQEBAAQAAADwAQIACAAAADIK+gCxAAEAAACleQgAAAAyCu8DzAABAAAAPXkcAAAA+wKA/gAAAAAAAJABAAAAAAQCABBUaW1lcyBOZXcgUm9tYW4AuKTzd8Gk83cgMPV3Hwtm+AQAAAAtAQIABAAAAPABAQAIAAAAMgqoA+kEAQAAADF5CAAAADIKkgEABgEAAAAxeRwAAAD7AiD/AAAAAAAAkAEAAAAABAIAEFRpbWVzIE5ldyBSb21hbgC4pPN3waTzdyAw9XcfC2b4BAAAAC0BAQAEAAAA8AECAAgAAAAyCu8DWAEBAAAAMHkKAAAAJgYPAAoA/////wEAAAAAABwAAAD7AhAABwAAAAAAvAIAAAAAAQICIlN5c3RlbQD4Hwtm+AAACgAhAIoBAAAAAAIAAABc8xIABAAAAC0BAgAEAAAA8AEBAAMAAAAAAA==)**

**![](data:image/x-wmf;base64,183GmgAAAAAAAIALYAQBCQAAAADwUQEACQAAAwsCAAADABwAAAAAAAUAAAAJAgAAAAAFAAAAAgEBAAAABQAAAAEC////AAUAAAAuARgAAAAFAAAACwIAAAAABQAAAAwCYASACxIAAAAmBg8AGgD/////AAAQAAAAwP///7H///9ACwAAEQQAAAsAAAAmBg8ADABNYXRoVHlwZQAA8AAIAAAA+gIAABAAAAAAAAAABAAAAC0BAAAFAAAAFAIgAqAGBQAAABMCIAI4CxwAAAD7AiD/AAAAAAAAkAEAAAAABAIAEFRpbWVzIE5ldyBSb21hbgC4pPN3waTzdyAw9XeWD2YfBAAAAC0BAQAIAAAAMgoHA4MKAQAAADJ5CAAAADIK7wNQAQEAAAAweQgAAAAyCtQBbAQBAAAAMXkcAAAA+wKA/gAAAAAAAJABAAAAAAQCABBUaW1lcyBOZXcgUm9tYW4AuKTzd8Gk83cgMPV3lg9mHwQAAAAtAQIABAAAAPABAQAIAAAAMgqzA+QJAQAAACl5CAAAADIKswMUBwEAAAAxeQgAAAAyCrMDtAYBAAAAKHkIAAAAMgqOAYwIAQAAADF5HAAAAPsCgP4AAAAAAACQAQEAAAAEAgAQVGltZXMgTmV3IFJvbWFuALik83fBpPN3IDD1d5YPZh8EAAAALQEBAAQAAADwAQIACAAAADIKswMwCQEAAAB4eQgAAAAyCoACBQICAAAAa3gcAAAA+wIg/wAAAAAAAJABAQAAAAQCABBUaW1lcyBOZXcgUm9tYW4AuKTzd8Gk83cgMPV3lg9mHwQAAAAtAQIABAAAAPABAQAIAAAAMgrvA0sAAQAAAGt4CAAAADIK1AF8AwEAAABreBwAAAD7AoD+AAAAAAAAkAEAAAACBAIAEFN5bWJvbAAAqg8KTkDxEgC4pPN3waTzdyAw9XeWD2YfBAAAAC0BAQAEAAAA8AECAAgAAAAyCrMD/gcBAAAALXgIAAAAMgqAAmIFAQAAAD14HAAAAPsCwP0AAAAAAACQAQAAAAIEAgAQU3ltYm9sAABoDwr+QPESALik83fBpPN3IDD1d5YPZh8EAAAALQECAAQAAADwAQEACAAAADIK2QI3AAEAAADleBwAAAD7AiD/AAAAAAAAkAEAAAACBAIAEFN5bWJvbAAAqg8KT0DxEgC4pPN3waTzdyAw9XeWD2YfBAAAAC0BAQAEAAAA8AECAAgAAAAyCvoAsQABAAAApXgIAAAAMgrvA8wAAQAAAD14CAAAADIK1AH9AwEAAAAteAoAAAAmBg8ACgD/////AQAAAAAAHAAAAPsCEAAHAAAAAAC8AgAAAAABAgIiU3lzdGVtAB+WD2YfAAAKACEAigEAAAAAAgAAAFzzEgAEAAAALQECAAQAAADwAQEAAwAAAAAA)**

**![](data:image/x-wmf;base64,183GmgAAAAAAAIAMQAQBCQAAAADQVgEACQAAAwQCAAADABwAAAAAAAUAAAAJAgAAAAAFAAAAAgEBAAAABQAAAAEC////AAUAAAAuARgAAAAFAAAACwIAAAAABQAAAAwCQASADBIAAAAmBg8AGgD/////AAAQAAAAwP///7H///9ADAAA8QMAAAsAAAAmBg8ADABNYXRoVHlwZQAA4AAIAAAA+gIAABAAAAAAAAAABAAAAC0BAAAFAAAAFAIgAgsCBQAAABMCIAL/AhwAAAD7AoD+AAAAAAAAkAEAAAAABAIAEFRpbWVzIE5ldyBSb21hbgC4pPN3waTzdyAw9XdyCWY5BAAAAC0BAQAIAAAAMgqAAsALAQAAACl5CAAAADIKgALwCAEAAAAxeQkAAAAyCoACagcDAAAAbG4oZQgAAAAyCo4BJQIBAAAAMW4cAAAA+wIg/wAAAAAAAJABAAAAAAQCABBUaW1lcyBOZXcgUm9tYW4AuKTzd8Gk83cgMPV3cglmOQQAAAAtAQIABAAAAPABAQAIAAAAMgrvA04BAQAAADFuHAAAAPsCgP4AAAAAAACQAQEAAAAEAgAQVGltZXMgTmV3IFJvbWFuALik83fBpPN3IDD1d3IJZjkEAAAALQEBAAQAAADwAQIACAAAADIKgAIMCwEAAAB4bggAAAAyCoACUwMBAAAAeG4IAAAAMgqsAyUCAQAAAGtuHAAAAPsCIP8AAAAAAACQAQEAAAAEAgAQVGltZXMgTmV3IFJvbWFuALik83fBpPN3IDD1d3IJZjkEAAAALQECAAQAAADwAQEACAAAADIK7wNeAAEAAABrbggAAAAyCtQBIgQBAAAAa24cAAAA+wKA/gAAAAAAAJABAAAAAgQCABBTeW1ib2wAAF4JCgmg8RIAuKTzd8Gk83cgMPV3cglmOQQAAAAtAQEABAAAAPABAgAIAAAAMgqAAtoJAQAAAC1uCAAAADIKgAJoBgEAAAAtbggAAAAyCoACMAUBAAAAPW4cAAAA+wLA/QAAAAAAAJABAAAAAgQCABBTeW1ib2wAAGMJCrWg8RIAuKTzd8Gk83cgMPV3cglmOQQAAAAtAQIABAAAAPABAQAIAAAAMgrZAjcAAQAAAOVuHAAAAPsCIP8AAAAAAACQAQAAAAIEAgAQU3ltYm9sAABeCQoKoPESALik83fBpPN3IDD1d3IJZjkEAAAALQEBAAQAAADwAQIACAAAADIK+gCxAAEAAAClbggAAAAyCu8D3wABAAAAPW4KAAAAJgYPAAoA/////wEAAAAAABwAAAD7AhAABwAAAAAAvAIAAAAAAQICIlN5c3RlbQA5cglmOQAACgAhAIoBAAAAAAIAAAC88xIABAAAAC0BAgAEAAAA8AEBAAMAAAAAAA==)**

**![](data:image/x-wmf;base64,183GmgAAAAAAAIAJQAQACQAAAADRUwEACQAAA90BAAACABwAAAAAAAUAAAAJAgAAAAAFAAAAAgEBAAAABQAAAAEC////AAUAAAAuARgAAAAFAAAACwIAAAAABQAAAAwCQASACRIAAAAmBg8AGgD/////AAAQAAAAwP///7H///9ACQAA8QMAAAsAAAAmBg8ADABNYXRoVHlwZQAA4AAcAAAA+wLA/QAAAAAAAJABAAAAAgQCABBTeW1ib2wAAKcPCuNA8RIAuKTzd8Gk83cgMPV3SwlmxQQAAAAtAQAACAAAADIK2QI3AAEAAADleRwAAAD7AiD/AAAAAAAAkAEAAAACBAIAEFN5bWJvbAAAgg8KzkDxEgC4pPN3waTzdyAw9XdLCWbFBAAAAC0BAQAEAAAA8AEAAAgAAAAyCu8DwwABAAAAPXkIAAAAMgrUATgIAQAAAC15HAAAAPsCgP4AAAAAAACQAQAAAAIEAgAQU3ltYm9sAACnDwrkQPESALik83fBpPN3IDD1d0sJZsUEAAAALQEAAAQAAADwAQEACAAAADIKgALbBAEAAAA9eRwAAAD7AiD/AAAAAAAAkAEBAAAABAIAEFRpbWVzIE5ldyBSb21hbgC4pPN3waTzdyAw9XdLCWbFBAAAAC0BAQAEAAAA8AEAAAgAAAAyCvoAywABAAAAbnkIAAAAMgrvA1MAAQAAAHJ5CAAAADIK1AG6BwEAAABueQgAAAAyCtQB0AMBAAAAbnkIAAAAMgrgAq8DAQAAAHJ5HAAAAPsCgP4AAAAAAACQAQEAAAAEAgAQVGltZXMgTmV3IFJvbWFuALik83fBpPN3IDD1d0sJZsUEAAAALQEAAAQAAADwAQEACAAAADIKgAITBgEAAABueQgAAAAyCoACBQICAAAAckMcAAAA+wIg/wAAAAAAAJABAAAAAAQCABBUaW1lcyBOZXcgUm9tYW4AuKTzd8Gk83cgMPV3SwlmxQQAAAAtAQEABAAAAPABAAAIAAAAMgrvA0cBAQAAADBDCAAAADIK1AGnCAEAAAAxQxwAAAD7AoD+AAAAAAAAkAEAAAAABAIAEFRpbWVzIE5ldyBSb21hbgC4pPN3waTzdyAw9XdLCWbFBAAAAC0BAAAEAAAA8AEBAAgAAAAyCoAC3wYBAAAAMkMKAAAAJgYPAAoA/////wEAAAAAABwAAAD7AhAABwAAAAAAvAIAAAAAAQICIlN5c3RlbQDFSwlmxQAACgAhAIoBAAAAAAEAAABc8xIABAAAAC0BAQAEAAAA8AEAAAMAAAAAAA==)**

For random variable X>0,

![](data:image/x-wmf;base64,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)

### Taylor Expansion

![](data:image/x-wmf;base64,183GmgAAAAAAAOAQYAQACQAAAACRSgEACQAAAzsCAAADABwAAAAAAAUAAAAJAgAAAAAFAAAAAgEBAAAABQAAAAEC////AAUAAAAuARgAAAAFAAAACwIAAAAABQAAAAwCYATgEBIAAAAmBg8AGgD/////AAAQAAAAwP///6n///+gEAAACQQAAAsAAAAmBg8ADABNYXRoVHlwZQAA4AAIAAAA+gIAABAAAAAAAAAABAAAAC0BAAAFAAAAFAJAAoUGBQAAABMCQAJbChwAAAD7AsD9AAAAAAAAkAEAAAACBAIAEFN5bWJvbAAAcg8KSEDxEgC4pPN3waTzdyAw9Xc7DmZtBAAAAC0BAQAIAAAAMgr5ArEEAQAAAOV5HAAAAPsCIP8AAAAAAACQAQAAAAIEAgAQU3ltYm9sAAA0CwouQPESALik83fBpPN3IDD1dzsOZm0EAAAALQECAAQAAADwAQEACAAAADIKGgErBQEAAACleQgAAAAyCg8ERAUBAAAAPXkcAAAA+wKA/gAAAAAAAJABAAAAAgQCABBTeW1ib2wAAHIPCklA8RIAuKTzd8Gk83cgMPV3Ow5mbQQAAAAtAQEABAAAAPABAgAIAAAAMgqgAmcNAQAAAC15CAAAADIKoAJ8AwEAAAA9eRwAAAD7AiD/AAAAAAAAkAEAAAAABAIAEFRpbWVzIE5ldyBSb21hbgC4pPN3waTzdyAw9Xc7DmZtBAAAAC0BAgAEAAAA8AEBAAgAAAAyCg8EyAUBAAAAMHkcAAAA+wKA/gAAAAAAAJABAAAAAAQCABBUaW1lcyBOZXcgUm9tYW4AuKTzd8Gk83cgMPV3Ow5mbQQAAAAtAQEABAAAAPABAgAIAAAAMgqgAlMPAQAAACl5CAAAADIKoALPCwEAAAAoeQgAAAAyCswDnQgBAAAAIXkIAAAAMgquAckJAQAAACl5CAAAADIKrgFzCAEAAAAoeQgAAAAyCqACmAIBAAAAKXkIAAAAMgqgAkgBAQAAACh5HAAAAPsCIP8AAAAAAACQAQEAAAAEAgAQVGltZXMgTmV3IFJvbWFuALik83fBpPN3IDD1dzsOZm0EAAAALQECAAQAAADwAQEACAAAADIKDwTGBAEAAABueQgAAAAyCvQB8g8BAAAAbnkIAAAAMgoCAcgHAQAAAG55HAAAAPsCgP4AAAAAAACQAQEAAAAEAgAQVGltZXMgTmV3IFJvbWFuALik83fBpPN3IDD1dzsOZm0EAAAALQEBAAQAAADwAQIACAAAADIKoAKHDgEAAABheQgAAAAyCqACawwBAAAAeHkIAAAAMgrMA/UHAQAAAG55CAAAADIKrgH9CAEAAABheQgAAAAyCq4B5wYBAAAAZnkIAAAAMgqgAuQBAQAAAHh5CAAAADIKoAKCAAEAAABmeQoAAAAmBg8ACgD/////AQAAAAAAHAAAAPsCEAAHAAAAAAC8AgAAAAABAgIiU3lzdGVtAG07DmZtAAAKACEAigEAAAAAAgAAAFzzEgAEAAAALQECAAQAAADwAQEAAwAAAAAA)

sin *x* = ![](data:image/x-wmf;base64,183GmgAAAAAAACANIAQACQAAAAARVwEACQAAA7wBAAADABwAAAAAAAUAAAAJAgAAAAAFAAAAAgEBAAAABQAAAAEC////AAUAAAAuARgAAAAFAAAACwIAAAAABQAAAAwCIAQgDRIAAAAmBg8AGgD/////AAAQAAAAwP///6n////gDAAAyQMAAAsAAAAmBg8ADABNYXRoVHlwZQAAwAAIAAAA+gIAABAAAAAAAAAABAAAAC0BAAAFAAAAFAJAAm4CBQAAABMCQAIQBAUAAAAUAkAClgUFAAAAEwJAAjwHBQAAABQCQAK8CAUAAAATAkACbAocAAAA+wKA/gAAAAAAAJABAAAAAAQCABBUaW1lcyBOZXcgUm9tYW4AuKTzd8Gk83cgMPV3IA5mCAQAAAAtAQEACQAAADIKoALUCwMAAAAuLi5lCAAAADIKzAO+CQEAAAAhLggAAAAyCswDFgkBAAAANy4IAAAAMgrMA4oGAQAAACEuCAAAADIKzAPuBQEAAAA1LggAAAAyCswDXQMBAAAAIS4IAAAAMgrMA8cCAQAAADMuHAAAAPsCIP8AAAAAAACQAQAAAAAEAgAQVGltZXMgTmV3IFJvbWFuALik83fBpPN3IDD1dyAOZggEAAAALQECAAQAAADwAQEACAAAADIKAgGzCQEAAAA3LggAAAAyCgIBigYBAAAANS4IAAAAMgoCAWIDAQAAADMuHAAAAPsCgP4AAAAAAACQAQAAAAIEAgAQU3ltYm9sAAC0DwoaQPESALik83fBpPN3IDD1dyAOZggEAAAALQEBAAQAAADwAQIACAAAADIKoALGCgEAAAArLggAAAAyCqAClgcBAAAALS4IAAAAMgqgAmoEAQAAACsuCAAAADIKoAJIAQEAAAAtLhwAAAD7AoD+AAAAAAAAkAEBAAAABAIAEFRpbWVzIE5ldyBSb21hbgC4pPN3waTzdyAw9XcgDmYIBAAAAC0BAgAEAAAA8AEBAAgAAAAyCq4B6AgBAAAAeC4IAAAAMgquAcIFAQAAAHguCAAAADIKrgGaAgEAAAB4LggAAAAyCqACTAABAAAAeC4KAAAAJgYPAAoA/////wEAAAAAABwAAAD7AhAABwAAAAAAvAIAAAAAAQICIlN5c3RlbQAIIA5mCAAACgAhAIoBAAAAAAEAAABc8xIABAAAAC0BAQAEAAAA8AECAAMAAAAAAA==)

cos *x* = ![](data:image/x-wmf;base64,183GmgAAAAAAAOAMIAQACQAAAADRVgEACQAAA7wBAAADABwAAAAAAAUAAAAJAgAAAAAFAAAAAgEBAAAABQAAAAEC////AAUAAAAuARgAAAAFAAAACwIAAAAABQAAAAwCIATgDBIAAAAmBg8AGgD/////AAAQAAAAwP///6f///+gDAAAxwMAAAsAAAAmBg8ADABNYXRoVHlwZQAAwAAIAAAA+gIAABAAAAAAAAAABAAAAC0BAAAFAAAAFAJAAigCBQAAABMCQALIAwUAAAAUAkACVgUFAAAAEwJAAvYGBQAAABQCQAJ+CAUAAAATAkACGgocAAAA+wKA/gAAAAAAAJABAAAAAAQCABBUaW1lcyBOZXcgUm9tYW4AuKTzd8Gk83cgMPV3Eg9mlAQAAAAtAQEACQAAADIKoAKKCwMAAAAuLi5lCAAAADIKygNzCQEAAAAhLggAAAAyCsoD0QgBAAAANi4IAAAAMgrKA1AGAQAAACEuCAAAADIKygOuBQEAAAA0LggAAAAyCsoDIgMBAAAAIS4IAAAAMgrKA4ACAQAAADIuCAAAADIKoAIQAAEAAAAxLhwAAAD7AiD/AAAAAAAAkAEAAAAABAIAEFRpbWVzIE5ldyBSb21hbgC4pPN3waTzdyAw9XcSD2aUBAAAAC0BAgAEAAAA8AEBAAgAAAAyCgQBbQkBAAAANi4IAAAAMgoEAUkGAQAAADQuCAAAADIKBAEbAwEAAAAyLhwAAAD7AoD+AAAAAAAAkAEAAAACBAIAEFN5bWJvbAAAZQ0K+UDxEgC4pPN3waTzdyAw9XcSD2aUBAAAAC0BAQAEAAAA8AECAAgAAAAyCqACeAoBAAAAKy4IAAAAMgqgAlQHAQAAAC0uCAAAADIKoAImBAEAAAArLggAAAAyCqAC/gABAAAALS4cAAAA+wKA/gAAAAAAAJABAQAAAAQCABBUaW1lcyBOZXcgUm9tYW4AuKTzd8Gk83cgMPV3Eg9mlAQAAAAtAQIABAAAAPABAQAIAAAAMgqwAaoIAQAAAHguCAAAADIKsAGCBQEAAAB4LggAAAAyCrABVAIBAAAAeC4KAAAAJgYPAAoA/////wEAAAAAABwAAAD7AhAABwAAAAAAvAIAAAAAAQICIlN5c3RlbQCUEg9mlAAACgAhAIoBAAAAAAEAAABc8xIABAAAAC0BAQAEAAAA8AECAAMAAAAAAA==)

e*x* = ![](data:image/x-wmf;base64,183GmgAAAAAAACAMIAQBCQAAAAAQVgEACQAAA7QBAAADABwAAAAAAAUAAAAJAgAAAAAFAAAAAgEBAAAABQAAAAEC////AAUAAAAuARgAAAAFAAAACwIAAAAABQAAAAwCIAQgDBIAAAAmBg8AGgD/////AAAQAAAAwP///6f////gCwAAxwMAAAsAAAAmBg8ADABNYXRoVHlwZQAAwAAIAAAA+gIAABAAAAAAAAAABAAAAC0BAAAFAAAAFAJAAi4CBQAAABMCQAIcAwUAAAAUAkACqgQFAAAAEwJAAkoGBQAAABQCQALYBwUAAAATAkACagkcAAAA+wKA/gAAAAAAAJABAAAAAAQCABBUaW1lcyBOZXcgUm9tYW4AuKTzd8Gk83cgMPV3aQxmcAQAAAAtAQEACQAAADIKoALaCgMAAAAuLi5lCAAAADIKygO/CAEAAAAhLggAAAAyCsoDKQgBAAAAMy4IAAAAMgrKA6QFAQAAACEuCAAAADIKygMCBQEAAAAyLggAAAAyCsoDqwIBAAAAIS4IAAAAMgrKAycCAQAAADEuCAAAADIKoAIQAAEAAAAxLhwAAAD7AiD/AAAAAAAAkAEAAAAABAIAEFRpbWVzIE5ldyBSb21hbgC4pPN3waTzdyAw9XdpDGZwBAAAAC0BAgAEAAAA8AEBAAgAAAAyCgQBxAgBAAAAMy4IAAAAMgoEAZ0FAQAAADIuHAAAAPsCgP4AAAAAAACQAQAAAAIEAgAQU3ltYm9sAABYAAoBQPESALik83fBpPN3IDD1d2kMZnAEAAAALQEBAAQAAADwAQIACAAAADIKoALICQEAAAArLggAAAAyCqACqAYBAAAAKy4IAAAAMgqgAnoDAQAAACsuCAAAADIKoAL+AAEAAAArLhwAAAD7AoD+AAAAAAAAkAEBAAAABAIAEFRpbWVzIE5ldyBSb21hbgC4pPN3waTzdyAw9XdpDGZwBAAAAC0BAgAEAAAA8AEBAAgAAAAyCrABBAgBAAAAeC4IAAAAMgqwAdYEAQAAAHguCAAAADIKsAFaAgEAAAB4LgoAAAAmBg8ACgD/////AQAAAAAAHAAAAPsCEAAHAAAAAAC8AgAAAAABAgIiU3lzdGVtAHBpDGZwAAAKACEAigEAAAAAAQAAAFzzEgAEAAAALQEBAAQAAADwAQIAAwAAAAAA)

### Lagrange Interpolation

**![](data:image/x-wmf;base64,183GmgAAAAAAAOAJYAQBCQAAAACQUwEACQAAA+UBAAACABwAAAAAAAUAAAAJAgAAAAAFAAAAAgEBAAAABQAAAAEC////AAUAAAAuARgAAAAFAAAACwIAAAAABQAAAAwCYATgCRIAAAAmBg8AGgD/////AAAQAAAAwP///7H///+gCQAAEQQAAAsAAAAmBg8ADABNYXRoVHlwZQAA8AAcAAAA+wLA/QAAAAAAAJABAAAAAgQCABBTeW1ib2wAAHoOCpYM+hIAuKTzd8Gk83cgMPV3Fg1mUgQAAAAtAQAACAAAADIK2QKWBAEAAADleRwAAAD7AiD/AAAAAAAAkAEAAAACBAIAEFN5bWJvbAAAQAkKUwz6EgC4pPN3waTzdyAw9XcWDWZSBAAAAC0BAQAEAAAA8AEAAAgAAAAyCu8DPAUBAAAAPXkcAAAA+wKA/gAAAAAAAJABAAAAAgQCABBTeW1ib2wAAHoOCpcM+hIAuKTzd8Gk83cgMPV3Fg1mUgQAAAAtAQAABAAAAPABAQAIAAAAMgqAAmgDAQAAAD15HAAAAPsCIP8AAAAAAACQAQEAAAAEAgAQVGltZXMgTmV3IFJvbWFuALik83fBpPN3IDD1dxYNZlIEAAAALQEBAAQAAADwAQAACAAAADIK+gAqBQEAAABueQgAAAAyCu8D7QQBAAAAankIAAAAMgrgAlIHAQAAAGp5HAAAAPsCgP4AAAAAAACQAQEAAAAEAgAQVGltZXMgTmV3IFJvbWFuALik83fBpPN3IDD1dxYNZlIEAAAALQEAAAQAAADwAQEACAAAADIKgAJlCAEAAAB4eQgAAAAyCoACcwYBAAAAUHkIAAAAMgqAAtcBAQAAAHh5CAAAADIKgAJGAAEAAABQeRwAAAD7AiD/AAAAAAAAkAEAAAAABAIAEFRpbWVzIE5ldyBSb21hbgC4pPN3waTzdyAw9XcWDWZSBAAAAC0BAQAEAAAA8AEAAAgAAAAyCu8DpgUBAAAAMXkcAAAA+wKA/gAAAAAAAJABAAAAAAQCABBUaW1lcyBOZXcgUm9tYW4AuKTzd8Gk83cgMPV3Fg1mUgQAAAAtAQAABAAAAPABAQAIAAAAMgqAAhgJAQAAACl5CAAAADIKgALJBwEAAAAoeQgAAAAyCoACigIBAAAAKXkIAAAAMgqAAjsBAQAAACh5CgAAACYGDwAKAP////8BAAAAAAAcAAAA+wIQAAcAAAAAALwCAAAAAAECAiJTeXN0ZW0AUhYNZlIAAAoAIQCKAQAAAAABAAAAKPwSAAQAAAAtAQEABAAAAPABAAADAAAAAAA=)**

**![](data:image/x-wmf;base64,183GmgAAAAAAACAOgAQACQAAAACxVAEACQAAA0sCAAADABwAAAAAAAUAAAAJAgAAAAAFAAAAAgEBAAAABQAAAAEC////AAUAAAAuARgAAAAFAAAACwIAAAAABQAAAAwCgAQgDhIAAAAmBg8AGgD/////AAAQAAAAwP///7b////gDQAANgQAAAsAAAAmBg8ADABNYXRoVHlwZQAAAAEIAAAA+gIAABAAAAAAAAAABAAAAC0BAAAFAAAAFAIgAokJBQAAABMCIALdDRwAAAD7AsD9AAAAAAAAkAEAAAACBAIAEFN5bWJvbAAAvgwKKEDxEgC4pPN3waTzdyAw9XffC2Z2BAAAAC0BAQAIAAAAMgrdAvEGAQAAANV5HAAAAPsCIP8AAAAAAACQAQAAAAIEAgAQU3ltYm9sAADHCgrVQPESALik83fBpPN3IDD1d98LZnYEAAAALQECAAQAAADwAQEACAAAADIK8wNPCAEAAAC5eQgAAAAyCvMD+gYBAAAAPXkcAAAA+wKA/gAAAAAAAJABAAAAAgQCABBTeW1ib2wAAL4MCilA8RIAuKTzd8Gk83cgMPV33wtmdgQAAAAtAQEABAAAAPABAgAIAAAAMgqqA0sLAQAAAC15CAAAADIKjgH+CgEAAAAteQgAAAAyCoACywMBAAAAPXkcAAAA+wIg/wAAAAAAAJABAQAAAAQCABBUaW1lcyBOZXcgUm9tYW4AuKTzd8Gk83cgMPV33wtmdgQAAAAtAQIABAAAAPABAQAIAAAAMgr1AKkHAQAAAG55CAAAADIK8wP+CAEAAABqeQgAAAAyCvMD0wcBAAAAa3kIAAAAMgrzA34GAQAAAGt5CAAAADIKCgQrDQEAAABreQgAAAAyCgoEjQoBAAAAankIAAAAMgruAd4MAQAAAGt5CAAAADIK4AL+BQEAAABqeQgAAAAyCuACJgEBAAAAankcAAAA+wKA/gAAAAAAAJABAQAAAAQCABBUaW1lcyBOZXcgUm9tYW4AuKTzd8Gk83cgMPV33wtmdgQAAAAtAQEABAAAAPABAgAIAAAAMgqqA3wMAQAAAHh5CAAAADIKqgO1CQEAAAB4eQgAAAAyCo4BLwwBAAAAeHkIAAAAMgqOAQMKAQAAAHh5CAAAADIKgAIhBQEAAAB5eQgAAAAyCoACOQIBAAAAeHkIAAAAMgqAAkYAAQAAAFB5HAAAAPsCIP8AAAAAAACQAQAAAAAEAgAQVGltZXMgTmV3IFJvbWFuALik83fBpPN3IDD1d98LZnYEAAAALQECAAQAAADwAQEACAAAADIK8wNkBwEAAAAxeRwAAAD7AoD+AAAAAAAAkAEAAAAABAIAEFRpbWVzIE5ldyBSb21hbgC4pPN3waTzdyAw9XffC2Z2BAAAAC0BAQAEAAAA8AECAAgAAAAyCoAC7QIBAAAAKXkIAAAAMgqAAp0BAQAAACh5CgAAACYGDwAKAP////8BAAAAAAAcAAAA+wIQAAcAAAAAALwCAAAAAAECAiJTeXN0ZW0Adt8LZnYAAAoAIQCKAQAAAAACAAAAXPMSAAQAAAAtAQIABAAAAPABAQADAAAAAAA=)**

### Day of Week

// caution: modifies d and y

(d+=m<3?y--:y-2,23\*m/9+d+4+

y/4-y/100+y/400)%7

### Combinatorics

**![](data:image/x-wmf;base64,183GmgAAAAAAAGAF4AIBCQAAAACQWQEACQAAAzkBAAACABwAAAAAAAUAAAAJAgAAAAAFAAAAAgEBAAAABQAAAAEC////AAUAAAAuARgAAAAFAAAACwIAAAAABQAAAAwC4AJgBRIAAAAmBg8AGgD/////AAAQAAAAwP///7v///8gBQAAmwIAAAsAAAAmBg8ADABNYXRoVHlwZQAAYAAcAAAA+wLA/gAAAAAAAJABAAAAAAQCABBUaW1lcyBOZXcgUm9tYW4AuKTzd8Gk83cgMPV3vw9mEgQAAAAtAQAACAAAADIKOgGjBAEAAAAxeRwAAAD7AsD+AAAAAAAAkAEAAAACBAIAEFN5bWJvbAAAkw8KhKDxEgC4pPN3waTzdyAw9Xe/D2YSBAAAAC0BAQAEAAAA8AEAAAgAAAAyCjoB9gMBAAAALXkIAAAAMgo6AXQCAQAAACt5HAAAAPsCwP4AAAAAAACQAQEAAAAEAgAQVGltZXMgTmV3IFJvbWFuALik83fBpPN3IDD1d78PZhIEAAAALQEAAAQAAADwAQEACAAAADIKOgFJAwEAAAByeQgAAAAyCjoBswEBAAAAbnkIAAAAMgqgAoYBAQAAAHJ5HAAAAPsCAP4AAAAAAACQAQEAAAAEAgAQVGltZXMgTmV3IFJvbWFuALik83fBpPN3IDD1d78PZhIEAAAALQEBAAQAAADwAQAACAAAADIKIAIoAAEAAABDeQoAAAAmBg8ACgD/////AQAAAAAAHAAAAPsCEAAHAAAAAAC8AgAAAAABAgIiU3lzdGVtABK/D2YSAAAKACEAigEAAAAAAAAAALzzEgAEAAAALQEAAAQAAADwAQEAAwAAAAAA) =**

No. of ways to choose ***r*** objects from ***n*** choices where each choice can be chosen any times (≥0) and where the order does not matter

OR

Number of ways to partition ***r*** objects into ***n*** partitions, which can possibly be empty

### Stirling Number of the Second Kind

Number of ways a set of N elements can be partitioned in to K non-empty sets.

Formula:

![](data:image/x-wmf;base64,183GmgAAAAAAAAAUQAQACQAAAABRTgEACQAAA3sCAAADABwAAAAAAAUAAAAJAgAAAAAFAAAAAgEBAAAABQAAAAEC////AAUAAAAuARgAAAAFAAAACwIAAAAABQAAAAwCQAQAFBIAAAAmBg8AGgD/////AAAQAAAAwP///8D////AEwAAAAQAAAsAAAAmBg8ADABNYXRoVHlwZQAA4AAIAAAA+gIAABAAAAAAAAAABAAAAC0BAAAFAAAAFAIgAuwFBQAAABMCIAIcBxwAAAD7AsD9AAAAAAAAkAEAAAACBAIAEFN5bWJvbAAAaAoKGkDxEgC4pPN3waTzdyAw9Xe/D2YQBAAAAC0BAQAIAAAAMgrZApMIAQAAAOV5HAAAAPsCIP8AAAAAAACQAQAAAAIEAgAQU3ltYm9sAAAhDQpAQPESALik83fBpPN3IDD1d78PZhAEAAAALQECAAQAAADwAQEACAAAADIK+gA7CQEAAAAteQgAAAAyCu8DDAkBAAAAPXkcAAAA+wKA/gAAAAAAAJABAAAAAgQCABBTeW1ib2wAAGgKChtA8RIAuKTzd8Gk83cgMPV3vw9mEAQAAAAtAQEABAAAAPABAgAIAAAAMgqAAuAQAQAAAC15CAAAADIKgALlCgEAAAAteQgAAAAyCoACrgQBAAAAPXkcAAAA+wIg/wAAAAAAAJABAAAAAAQCABBUaW1lcyBOZXcgUm9tYW4AuKTzd8Gk83cgMPV3vw9mEAQAAAAtAQIABAAAAPABAQAIAAAAMgr6AKoJAQAAADF5CAAAADIK7wOQCQEAAAAweRwAAAD7AoD+AAAAAAAAkAEAAAAABAIAEFRpbWVzIE5ldyBSb21hbgC4pPN3waTzdyAw9Xe/D2YQBAAAAC0BAQAEAAAA8AECAAgAAAAyCoACbBIBAAAAKXkIAAAAMgqAAsQOAgAAACkoCAAAADIKgAJuDQEAAAAoKAgAAAAyCoACWQwBAAAAKSgIAAAAMgqAArcLAQAAADEoCAAAADIKgAJbCgEAAAAoKAgAAAAyCqwDtAYBAAAAISgIAAAAMgqOASQGAQAAADEoCAAAADIKgALKAwEAAAApKAgAAAAyCoACbgIBAAAALCgIAAAAMgqAAiQBAQAAACgoHAAAAPsCIP8AAAAAAACQAQEAAAAEAgAQVGltZXMgTmV3IFJvbWFuALik83fBpPN3IDD1d78PZhAEAAAALQECAAQAAADwAQEACAAAADIK+gC6CAEAAABrKAgAAAAyCu8DvAgBAAAAaSgIAAAAMgrUAQsTAQAAAG4oCAAAADIK1AHxDAEAAABpKBwAAAD7AoD+AAAAAAAAkAEBAAAABAIAEFRpbWVzIE5ldyBSb21hbgC4pPN3waTzdyAw9Xe/D2YQBAAAAC0BAQAEAAAA8AECAAgAAAAyCoAC9BEBAAAAaSgIAAAAMgqAAswPAQAAAGsoCAAAADIKpgMcDgEAAABpKAgAAAAyCmYB+A0BAAAAaygIAAAAMgqsAwYGAQAAAGsoCAAAADIKgAL+AgEAAABrKAgAAAAyCoACrgEBAAAAbigIAAAAMgqAAkAAAQAAAFMoCgAAACYGDwAKAP////8BAAAAAAAcAAAA+wIQAAcAAAAAALwCAAAAAAECAiJTeXN0ZW0AEL8PZhAAAAoAIQCKAQAAAAACAAAAXPMSAAQAAAAtAQIABAAAAPABAQADAAAAAAA=)

Recurrences:

![](data:image/x-wmf;base64,183GmgAAAAAAAMASQAQACQAAAACRSAEACQAAAxkCAAACABwAAAAAAAUAAAAJAgAAAAAFAAAAAgEBAAAABQAAAAEC////AAUAAAAuARgAAAAFAAAACwIAAAAABQAAAAwCQATAEhIAAAAmBg8AGgD/////AAAQAAAAwP///7H///+AEgAA8QMAAAsAAAAmBg8ADABNYXRoVHlwZQAA4AAcAAAA+wLA/QAAAAAAAJABAAAAAgQCABBTeW1ib2wAALoMCi9A8RIAuKTzd8Gk83cgMPV3cg1mJgQAAAAtAQAACAAAADIK2QLyBQEAAADleRwAAAD7AiD/AAAAAAAAkAEAAAACBAIAEFN5bWJvbAAA8g8K1EDxEgC4pPN3waTzdyAw9XdyDWYmBAAAAC0BAQAEAAAA8AEAAAgAAAAyCu8DmAYBAAAAPXkIAAAAMgrgAgMJAQAAAC15HAAAAPsCgP4AAAAAAACQAQAAAAIEAgAQU3ltYm9sAAC6DAowQPESALik83fBpPN3IDD1d3INZiYEAAAALQEAAAQAAADwAQEACAAAADIKgAJbEAEAAAAteQgAAAAyCoACJQ0BAAAALXkIAAAAMgqAAq4EAQAAAD15HAAAAPsCIP8AAAAAAACQAQEAAAAEAgAQVGltZXMgTmV3IFJvbWFuALik83fBpPN3IDD1d3INZiYEAAAALQEBAAQAAADwAQAACAAAADIK+gCGBgEAAABueQgAAAAyCu8DIAcBAAAAa3kIAAAAMgrvA+kFAQAAAG15CAAAADIK4AKLCQEAAABteQgAAAAyCuAChQgBAAAAbnkcAAAA+wKA/gAAAAAAAJABAQAAAAQCABBUaW1lcyBOZXcgUm9tYW4AuKTzd8Gk83cgMPV3cg1mJgQAAAAtAQAABAAAAPABAQAIAAAAMgqAAkcPAQAAAGt5CAAAADIKgALDCwEAAABteQgAAAAyCoACVQoBAAAAU3kIAAAAMgqAAsAHAQAAAGt5CAAAADIKgAL+AgEAAABreQgAAAAyCoACrgEBAAAAbnkIAAAAMgqAAkAAAQAAAFN5HAAAAPsCgP4AAAAAAACQAQAAAAAEAgAQVGltZXMgTmV3IFJvbWFuALik83fBpPN3IDD1d3INZiYEAAAALQEBAAQAAADwAQAACAAAADIKgALzEQEAAAApeQgAAAAyCoACUREBAAAAMXkIAAAAMgqAArcOAQAAACx5CAAAADIKgAIbDgEAAAAxeQgAAAAyCoACOQsBAAAAKHkIAAAAMgqAAsoDAQAAACl5CAAAADIKgAJuAgEAAAAseQgAAAAyCoACJAEBAAAAKHkKAAAAJgYPAAoA/////wEAAAAAABwAAAD7AhAABwAAAAAAvAIAAAAAAQICIlN5c3RlbQAmcg1mJgAACgAhAIoBAAAAAAAAAABc8xIABAAAAC0BAAAEAAAA8AEBAAMAAAAAAA==)

### Bell Numbers

Number of way N objects can be partitioned into non-empty groups.

1, 1, 2, 5, 15, …

Formula:

**![](data:image/x-wmf;base64,183GmgAAAAAAAKAJQAQACQAAAADxUwEACQAAA90BAAACABwAAAAAAAUAAAAJAgAAAAAFAAAAAgEBAAAABQAAAAEC////AAUAAAAuARgAAAAFAAAACwIAAAAABQAAAAwCQASgCRIAAAAmBg8AGgD/////AAAQAAAAwP///7H///9gCQAA8QMAAAsAAAAmBg8ADABNYXRoVHlwZQAA4AAcAAAA+wLA/QAAAAAAAJABAAAAAgQCABBTeW1ib2wAAH0PCjRA8RIAuKTzd8Gk83cgMPV3dgtmLgQAAAAtAQAACAAAADIK2QJ2AwEAAADleRwAAAD7AiD/AAAAAAAAkAEAAAACBAIAEFN5bWJvbAAAhQ4KcUDxEgC4pPN3waTzdyAw9Xd2C2YuBAAAAC0BAQAEAAAA8AEAAAgAAAAyCu8DCwQBAAAAPXkcAAAA+wKA/gAAAAAAAJABAAAAAgQCABBTeW1ib2wAAH0PCjVA8RIAuKTzd8Gk83cgMPV3dgtmLgQAAAAtAQAABAAAAPABAQAIAAAAMgqAAkECAQAAAD15HAAAAPsCIP8AAAAAAACQAQEAAAAEAgAQVGltZXMgTmV3IFJvbWFuALik83fBpPN3IDD1d3YLZi4EAAAALQEBAAQAAADwAQAACAAAADIK+gAKBAEAAABueQgAAAAyCu8DigMBAAAAa3kIAAAAMgrgAjYBAQAAAG55HAAAAPsCgP4AAAAAAACQAQEAAAAEAgAQVGltZXMgTmV3IFJvbWFuALik83fBpPN3IDD1d3YLZi4EAAAALQEAAAQAAADwAQEACAAAADIKgAIICAEAAABreQgAAAAyCoACuAYBAAAAbnkIAAAAMgqAAkoFAQAAAFN5CAAAADIKgAJGAAEAAABCeRwAAAD7AiD/AAAAAAAAkAEAAAAABAIAEFRpbWVzIE5ldyBSb21hbgC4pPN3waTzdyAw9Xd2C2YuBAAAAC0BAQAEAAAA8AEAAAgAAAAyCu8DjwQBAAAAMHkcAAAA+wKA/gAAAAAAAJABAAAAAAQCABBUaW1lcyBOZXcgUm9tYW4AuKTzd8Gk83cgMPV3dgtmLgQAAAAtAQAABAAAAPABAQAIAAAAMgqAAtQIAQAAACl5CAAAADIKgAJ4BwEAAAAseQgAAAAyCoACLgYBAAAAKHkKAAAAJgYPAAoA/////wEAAAAAABwAAAD7AhAABwAAAAAAvAIAAAAAAQICIlN5c3RlbQAudgtmLgAACgAhAIoBAAAAAAEAAABc8xIABAAAAC0BAQAEAAAA8AEAAAMAAAAAAA==)**

Bell’s Triangle for generating Bell Number in O(n2)

**1**

**1** 2

**2** 3 5

**5** 7 10 15

**15** 20 27 37 52

Catalan number – the number of ways n edges can be arranged as a binary tree
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## Plane Geometry

### Area of Triangle

ha is height of a

* + base \* height / 2
  + a\*b\*sinC / 2
  + sqrt(s\*(s-a)\*(s-b)\*(s-c))

where s = (a+b+c)/2
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### Area of Ellipse

PI \* semimajor \* semiminor

### Area of Sector

r \* r \* angle\_radian / 2

### Vieta’s Formulae

*f*(*x*) = *anxn*+*an-1xn-1*+...+*a1x*+*a0*
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### Centers

Inradius *r*, circumradius *R*, area ∆, semiperimeter *s*
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= ∆/*s*

= 4*R* sin(*A*/2) sin(*B*/2) sin(*C*/2)

Incenter: (*xaa*+*xbb*+*xcc*) / (*a*+*b*+*c*)

Circumcenter:

(*xa*sin2*A*+*xb*sin2*B*+*xc*sin2*C*) /

(sin2*A*+sin2*B*+sin2*C*)

Orthocenter:

(*xa*tan*A*+ *xb*tan*B*+*xc*tan*C*) /

(tan*A*+tan*B*+tan*C*)

Excenter:

(-*xaa*+ *xbb*+*xcc*) / (-*a*+*b*+*c*)

Centroid:

(*xa*+*xb*+*xc*) / 3

Distance between incenter and circumcenter =![](data:image/x-wmf;base64,183GmgAAAAAAAIAHgAIBCQAAAAAQWwEACQAAA1kBAAAEABwAAAAAAAUAAAAJAgAAAAAFAAAAAgEBAAAABQAAAAEC////AAUAAAAuARgAAAAFAAAACwIAAAAABQAAAAwCgAKABxIAAAAmBg8AGgD/////AAAQAAAAwP///7b///9ABwAANgIAAAsAAAAmBg8ADABNYXRoVHlwZQAAYAAIAAAA+gIAABAAAAAAAAAABAAAAC0BAAAFAAAAFAKXAUgABQAAABMCewF5AAgAAAD6AgAAIAAAAAAAAAAEAAAALQEBAAUAAAAUAoMBeQAFAAAAEwIkAsAABAAAAC0BAAAFAAAAFAIkAsgABQAAABMCUgAmAQUAAAAUAlIAJgEFAAAAEwJSADoHHAAAAPsCgP4AAAAAAACQAQAAAAAEAgAQVGltZXMgTmV3IFJvbWFuALik83fBpPN3IDD1d5IMZuYEAAAALQECAAgAAAAyCsABqAYBAAAAKXkIAAAAMgrAATQFAQAAADJ5CAAAADIKwAFAAgEAAAAoeRwAAAD7AoD+AAAAAAAAkAEBAAAABAIAEFRpbWVzIE5ldyBSb21hbgC4pPN3waTzdyAw9XeSDGbmBAAAAC0BAwAEAAAA8AECAAgAAAAyCsAB+gUBAAAAcnkIAAAAMgrAAdYCAQAAAFJ5CAAAADIKwAFKAQEAAABSeRwAAAD7AoD+AAAAAAAAkAEAAAACBAIAEFN5bWJvbAAAtwoKF0DxEgC4pPN3waTzdyAw9XeSDGbmBAAAAC0BAgAEAAAA8AEDAAgAAAAyCsABFAQBAAAALXkKAAAAJgYPAAoA/////wEAAAAAABwAAAD7AhAABwAAAAAAvAIAAAAAAQICIlN5c3RlbQDmkgxm5gAACgAhAIoBAAAAAAMAAABc8xIABAAAAC0BAwAEAAAA8AECAAMAAAAAAA==)

### Trigonometry

sin (*A* + *B*) = sin *A* cos *B* + cos *A* sin *B*

cos (*A* + *B*) = cos *A* cos *B* – sin *A* sin *B*

tan (*A* + *B*) = ![](data:image/x-wmf;base64,183GmgAAAAAAAAAJ4AMACQAAAADxVAEACQAAA08BAAADABwAAAAAAAUAAAAJAgAAAAAFAAAAAgEBAAAABQAAAAEC////AAUAAAAuARgAAAAFAAAACwIAAAAABQAAAAwC4AMACRIAAAAmBg8AGgD/////AAAQAAAAwP///7j////ACAAAmAMAAAsAAAAmBg8ADABNYXRoVHlwZQAAwAAIAAAA+gIAABAAAAAAAAAABAAAAC0BAAAFAAAAFAIAAkAABQAAABMCAAK0CBwAAAD7AoD+AAAAAAAAkAEBAAAABAIAEFRpbWVzIE5ldyBSb21hbgC4pPN3waTzdyAw9XdFD2b4BAAAAC0BAQAIAAAAMgqMA7AHAQAAAEJ5CAAAADIKjAN0BAEAAABBeQgAAAAyCm4BXwcBAAAAQnkIAAAAMgpuAeYCAQAAAEF5HAAAAPsCgP4AAAAAAACQAQAAAAAEAgAQVGltZXMgTmV3IFJvbWFuALik83fBpPN3IDD1d0UPZvgEAAAALQECAAQAAADwAQEACQAAADIKjAOOBQMAAAB0YW5lCQAAADIKjANAAgMAAAB0YW5lCAAAADIKjAMwAAEAAAAxYQkAAAAyCm4BPQUDAAAAdGFuZQkAAAAyCm4BsgADAAAAdGFuZRwAAAD7AoD+AAAAAAAAkAEAAAACBAIAEFN5bWJvbAAARw8Kz1zqEgC4pPN3waTzdyAw9XdFD2b4BAAAAC0BAQAEAAAA8AECAAgAAAAyCowDGgEBAAAALWEIAAAAMgpuARIEAQAAACthCgAAACYGDwAKAP////8BAAAAAAAcAAAA+wIQAAcAAAAAALwCAAAAAAECAiJTeXN0ZW0A+EUPZvgAAAoAIQCKAQAAAAACAAAAeOwSAAQAAAAtAQIABAAAAPABAQADAAAAAAA=)

sin 2*A* = 2 sin *A* cos *A*

cos 2*A* = 2cos2*A*-1

= 1 – 2sin2*A*

= cos2*A* – sin2*A*

tan 2*A* = ![](data:image/x-wmf;base64,183GmgAAAAAAAEAG4AMBCQAAAACwWwEACQAAA1kBAAADABwAAAAAAAUAAAAJAgAAAAAFAAAAAgEBAAAABQAAAAEC////AAUAAAAuARgAAAAFAAAACwIAAAAABQAAAAwC4ANABhIAAAAmBg8AGgD/////AAAQAAAAwP///7j///8ABgAAmAMAAAsAAAAmBg8ADABNYXRoVHlwZQAAwAAIAAAA+gIAABAAAAAAAAAABAAAAC0BAAAFAAAAFAIAAkAABQAAABMCAALyBRwAAAD7AoD+AAAAAAAAkAEBAAAABAIAEFRpbWVzIE5ldyBSb21hbgC4pPN3waTzdyAw9XfzCWbsBAAAAC0BAQAIAAAAMgqTAxgFAQAAAGF5CAAAADIKbgFCBAEAAABBeRwAAAD7AiD/AAAAAAAAkAEAAAAABAIAEFRpbWVzIE5ldyBSb21hbgC4pPN3waTzdyAw9XfzCWbsBAAAAC0BAgAEAAAA8AEBAAgAAAAyCucCQQQBAAAAMnkcAAAA+wKA/gAAAAAAAJABAAAAAAQCABBUaW1lcyBOZXcgUm9tYW4AuKTzd8Gk83cgMPV38wlm7AQAAAAtAQEABAAAAPABAgAJAAAAMgqTA0ACAwAAAHRhbmUIAAAAMgqTAzAAAQAAADFhCQAAADIKbgEOAgMAAAB0YW5lCAAAADIKbgEYAQEAAAAyYRwAAAD7AoD+AAAAAAAAkAEAAAACBAIAEFN5bWJvbAAAPw4KokDxEgC4pPN3waTzdyAw9XfzCWbsBAAAAC0BAgAEAAAA8AEBAAgAAAAyCpMDGgEBAAAALWEKAAAAJgYPAAoA/////wEAAAAAABwAAAD7AhAABwAAAAAAvAIAAAAAAQICIlN5c3RlbQDs8wlm7AAACgAhAIoBAAAAAAEAAABc8xIABAAAAC0BAQAEAAAA8AECAAMAAAAAAA==)

sin2*A* = ![](data:image/x-wmf;base64,183GmgAAAAAAAIAG4AMBCQAAAABwWwEACQAAAyQBAAADABwAAAAAAAUAAAAJAgAAAAAFAAAAAgEBAAAABQAAAAEC////AAUAAAAuARgAAAAFAAAACwIAAAAABQAAAAwC4AOABhIAAAAmBg8AGgD/////AAAQAAAAwP///7j///9ABgAAmAMAAAsAAAAmBg8ADABNYXRoVHlwZQAAwAAIAAAA+gIAABAAAAAAAAAABAAAAC0BAAAFAAAAFAIAAkAABQAAABMCAAI+BhwAAAD7AoD+AAAAAAAAkAEAAAAABAIAEFRpbWVzIE5ldyBSb21hbgC4pPN3waTzdyAw9XdYC2bABAAAAC0BAQAIAAAAMgqMA+UCAQAAADJ5CAAAADIKbgFoBAEAAAAyeQkAAAAyCm4BNAIDAAAAY29zZQgAAAAyCm4BMAABAAAAMW8cAAAA+wKA/gAAAAAAAJABAQAAAAQCABBUaW1lcyBOZXcgUm9tYW4AuKTzd8Gk83cgMPV3WAtmwAQAAAAtAQIABAAAAPABAQAIAAAAMgpuAUwFAQAAAEFvHAAAAPsCgP4AAAAAAACQAQAAAAIEAgAQU3ltYm9sAABIDgpmQPESALik83fBpPN3IDD1d1gLZsAEAAAALQEBAAQAAADwAQIACAAAADIKbgEaAQEAAAAtbwoAAAAmBg8ACgD/////AQAAAAAAHAAAAPsCEAAHAAAAAAC8AgAAAAABAgIiU3lzdGVtAMBYC2bAAAAKACEAigEAAAAAAgAAAFzzEgAEAAAALQECAAQAAADwAQEAAwAAAAAA), cos2*A* = ![](data:image/x-wmf;base64,183GmgAAAAAAAKAG4AMBCQAAAABQWwEACQAAAyQBAAADABwAAAAAAAUAAAAJAgAAAAAFAAAAAgEBAAAABQAAAAEC////AAUAAAAuARgAAAAFAAAACwIAAAAABQAAAAwC4AOgBhIAAAAmBg8AGgD/////AAAQAAAAwP///7j///9gBgAAmAMAAAsAAAAmBg8ADABNYXRoVHlwZQAAwAAIAAAA+gIAABAAAAAAAAAABAAAAC0BAAAFAAAAFAIAAkAABQAAABMCAAJEBhwAAAD7AoD+AAAAAAAAkAEAAAAABAIAEFRpbWVzIE5ldyBSb21hbgC4pPN3waTzdyAw9Xd0D2bbBAAAAC0BAQAIAAAAMgqMA+gCAQAAADJ5CAAAADIKbgFuBAEAAAAyeQkAAAAyCm4BOgIDAAAAY29zZQgAAAAyCm4BMAABAAAAMW8cAAAA+wKA/gAAAAAAAJABAQAAAAQCABBUaW1lcyBOZXcgUm9tYW4AuKTzd8Gk83cgMPV3dA9m2wQAAAAtAQIABAAAAPABAQAIAAAAMgpuAVIFAQAAAEFvHAAAAPsCgP4AAAAAAACQAQAAAAIEAgAQU3ltYm9sAAAjDgrnQPESALik83fBpPN3IDD1d3QPZtsEAAAALQEBAAQAAADwAQIACAAAADIKbgEaAQEAAAArbwoAAAAmBg8ACgD/////AQAAAAAAHAAAAPsCEAAHAAAAAAC8AgAAAAABAgIiU3lzdGVtANt0D2bbAAAKACEAigEAAAAAAgAAAFzzEgAEAAAALQECAAQAAADwAQEAAwAAAAAA)

|  |  |  |  |
| --- | --- | --- | --- |
|  | **-x** | **π-x** | **π/2+x** |
| **sin** | -sin x | sin x | cos x |
| **cos** | cos x | -cos x | -sin x |
| **tan** | -tan x | -tan x | -cot x |

## 3-D Geometry

### Rotations in Space

About x-axis, from Y to Z

![](data:image/x-wmf;base64,183GmgAAAAAAAEAMAAcACQAAAABRVQEACQAAA6EBAAACABwAAAAAAAUAAAAJAgAAAAAFAAAAAgEBAAAABQAAAAEC////AAUAAAAuARgAAAAFAAAACwIAAAAABQAAAAwCAAdADBIAAAAmBg8AGgD/////AAAQAAAAwP///6b///8ADAAApgYAAAsAAAAmBg8ADABNYXRoVHlwZQAAkAEcAAAA+wKA/gAAAAAAAJABAAAAAgQCABBTeW1ib2wAAEINCgNA8RIAuKTzd8Gk83cgMPV3fA5mHQQAAAAtAQAACAAAADIKDAZiCwEAAAD6eQgAAAAyCpwEYgsBAAAA+nkIAAAAMgosA2ILAQAAAPp5CAAAADIKiAZiCwEAAAD7eQgAAAAyCrwBYgsBAAAA+XkIAAAAMgoMBkAAAQAAAOp5CAAAADIKnARAAAEAAADqeQgAAAAyCiwDQAABAAAA6nkIAAAAMgqIBkAAAQAAAOt5CAAAADIKvAFAAAEAAADpeQgAAAAyCiAG/gIBAAAALXkcAAAA+wKA/gAAAAAAAJABAQAAAgQCABBTeW1ib2wAANEKCqJA8RIAuKTzd8Gk83cgMPV3fA5mHQQAAAAtAQEABAAAAPABAAAIAAAAMgogBmAKAQAAAHF5CAAAADIKIAbyBQEAAABxeQgAAAAyCuADRQoBAAAAcXkIAAAAMgrgA30FAQAAAHF5HAAAAPsCgP4AAAAAAACQAQAAAAAEAgAQVGltZXMgTmV3IFJvbWFuALik83fBpPN3IDD1d3wOZh0EAAAALQEAAAQAAADwAQEACQAAADIKIAZQCAMAAABjb3NlCQAAADIKIAYSBAMAAABzaW5lCAAAADIKIAbWAAEAAAAwaQkAAAAyCuADZQgDAAAAc2luZQkAAAAyCuADbQMDAAAAY29zZQgAAAAyCuAD1gABAAAAMG8IAAAAMgqgAXYJAQAAADBvCAAAADIKoAGTBAEAAAAwbwgAAAAyCqAB0wABAAAAMW8KAAAAJgYPAAoA/////wEAAAAAABwAAAD7AhAABwAAAAAAvAIAAAAAAQICIlN5c3RlbQAdfA5mHQAACgAhAIoBAAAAAAEAAABc8xIABAAAAC0BAQAEAAAA8AEAAAMAAAAAAA==)

About y-axis, from Z to X

![](data:image/x-wmf;base64,183GmgAAAAAAAEAMAAcACQAAAABRVQEACQAAA6EBAAACABwAAAAAAAUAAAAJAgAAAAAFAAAAAgEBAAAABQAAAAEC////AAUAAAAuARgAAAAFAAAACwIAAAAABQAAAAwCAAdADBIAAAAmBg8AGgD/////AAAQAAAAwP///6b///8ADAAApgYAAAsAAAAmBg8ADABNYXRoVHlwZQAAkAEcAAAA+wKA/gAAAAAAAJABAAAAAgQCABBTeW1ib2wAAAsQCp9A8RIAuKTzd8Gk83cgMPV3PQtmUgQAAAAtAQAACAAAADIKDAZiCwEAAAD6eQgAAAAyCpwEYgsBAAAA+nkIAAAAMgosA2ILAQAAAPp5CAAAADIKiAZiCwEAAAD7eQgAAAAyCrwBYgsBAAAA+XkIAAAAMgoMBkAAAQAAAOp5CAAAADIKnARAAAEAAADqeQgAAAAyCiwDQAABAAAA6nkIAAAAMgqIBkAAAQAAAOt5CAAAADIKvAFAAAEAAADpeQgAAAAyCqABbAcBAAAALXkcAAAA+wKA/gAAAAAAAJABAQAAAgQCABBTeW1ib2wAADkLCn1A8RIAuKTzd8Gk83cgMPV3PQtmUgQAAAAtAQEABAAAAPABAAAIAAAAMgogBusJAQAAAHF5CAAAADIKIAbLAgEAAABxeQgAAAAyCqABYAoBAAAAcXkIAAAAMgqgAeYCAQAAAHF5HAAAAPsCgP4AAAAAAACQAQAAAAAEAgAQVGltZXMgTmV3IFJvbWFuALik83fBpPN3IDD1dz0LZlIEAAAALQEAAAQAAADwAQEACQAAADIKIAbbBwMAAABjb3NlCAAAADIKIAZEBQEAAAAwbwkAAAAyCiAG6wADAAAAc2luZQgAAAAyCuADAQkBAAAAMGkIAAAAMgrgA0EFAQAAADFpCAAAADIK4AP8AQEAAAAwaQkAAAAyCqABgAgDAAAAc2luZQgAAAAyCqABRAUBAAAAMGkJAAAAMgqgAdYAAwAAAGNvc2UKAAAAJgYPAAoA/////wEAAAAAABwAAAD7AhAABwAAAAAAvAIAAAAAAQICIlN5c3RlbQBSPQtmUgAACgAhAIoBAAAAAAEAAABc8xIABAAAAC0BAQAEAAAA8AEAAAMAAAAAAA==)

About z-axis, from X to Y

![](data:image/x-wmf;base64,183GmgAAAAAAAEAMAAcACQAAAABRVQEACQAAA6EBAAACABwAAAAAAAUAAAAJAgAAAAAFAAAAAgEBAAAABQAAAAEC////AAUAAAAuARgAAAAFAAAACwIAAAAABQAAAAwCAAdADBIAAAAmBg8AGgD/////AAAQAAAAwP///6b///8ADAAApgYAAAsAAAAmBg8ADABNYXRoVHlwZQAAkAEcAAAA+wKA/gAAAAAAAJABAAAAAgQCABBTeW1ib2wAAJcLCntA8RIAuKTzd8Gk83cgMPV3RwVmDgQAAAAtAQAACAAAADIKDAZiCwEAAAD6eQgAAAAyCpwEYgsBAAAA+nkIAAAAMgosA2ILAQAAAPp5CAAAADIKiAZiCwEAAAD7eQgAAAAyCrwBYgsBAAAA+XkIAAAAMgoMBkAAAQAAAOp5CAAAADIKnARAAAEAAADqeQgAAAAyCiwDQAABAAAA6nkIAAAAMgqIBkAAAQAAAOt5CAAAADIKvAFAAAEAAADpeQgAAAAyCuAD3AABAAAALXkcAAAA+wKA/gAAAAAAAJABAAAAAAQCABBUaW1lcyBOZXcgUm9tYW4AuKTzd8Gk83cgMPV3RwVmDgQAAAAtAQEABAAAAPABAAAIAAAAMgogBpkKAQAAADF5CAAAADIKIAZUBwEAAAAweQgAAAAyCiAGcQIBAAAAMHkIAAAAMgrgA5wKAQAAADB5CQAAADIK4AMuBgMAAABjb3NlCQAAADIK4APwAQMAAABzaW5lCAAAADIKoAGcCgEAAAAwaQkAAAAyCqABQwYDAAAAc2luZQkAAAAyCqABSwEDAAAAY29zZRwAAAD7AoD+AAAAAAAAkAEBAAACBAIAEFN5bWJvbAAAlwsKfEDxEgC4pPN3waTzdyAw9XdHBWYOBAAAAC0BAAAEAAAA8AEBAAgAAAAyCuADPggBAAAAcW8IAAAAMgrgA9ADAQAAAHFvCAAAADIKoAEjCAEAAABxbwgAAAAyCqABWwMBAAAAcW8KAAAAJgYPAAoA/////wEAAAAAABwAAAD7AhAABwAAAAAAvAIAAAAAAQICIlN5c3RlbQAORwVmDgAACgAhAIoBAAAAAAEAAABc8xIABAAAAC0BAQAEAAAA8AEAAAMAAAAAAA==)

### Rotate the point to (k,0,0)

![](data:image/x-wmf;base64,183GmgAAAAAAAEAVAAcACQAAAABRTAEACQAAAxECAAACABwAAAAAAAUAAAAJAgAAAAAFAAAAAgEBAAAABQAAAAEC////AAUAAAAuARgAAAAFAAAACwIAAAAABQAAAAwCAAdAFRIAAAAmBg8AGgD/////AAAQAAAAwP///6b///8AFQAApgYAAAsAAAAmBg8ADABNYXRoVHlwZQAAkAEcAAAA+wKA/gAAAAAAAJABAAAAAgQCABBTeW1ib2wAACINCthA8RIAuKTzd8Gk83cgMPV3Kg1miAQAAAAtAQAACAAAADIKDAZiFAEAAAD6eQgAAAAyCpwEYhQBAAAA+nkIAAAAMgosA2IUAQAAAPp5CAAAADIKiAZiFAEAAAD7eQgAAAAyCrwBYhQBAAAA+XkIAAAAMgoMBkAAAQAAAOp5CAAAADIKnARAAAEAAADqeQgAAAAyCiwDQAABAAAA6nkIAAAAMgqIBkAAAQAAAOt5CAAAADIKvAFAAAEAAADpeQgAAAAyCiAGmQcBAAAALXkIAAAAMgrgA9wAAQAAAC15HAAAAPsCgP4AAAAAAACQAQEAAAIEAgAQU3ltYm9sAADMDgroQPESALik83fBpPN3IDD1dyoNZogEAAAALQEBAAQAAADwAQAACAAAADIKIAbLEQEAAABxeQgAAAAyCiAGjQoBAAAAcXkIAAAAMgrgA2ATAQAAAHF5CAAAADIK4AM8EAEAAABheQgAAAAyCuADyAsBAAAAcXkIAAAAMgrgA24IAQAAAGF5CAAAADIK4APWAwEAAABheQgAAAAyCqABRRMBAAAAcXkIAAAAMgqgASEQAQAAAGF5CAAAADIKoAGtCwEAAABxeQgAAAAyCqABUwgBAAAAYXkIAAAAMgqgAWEDAQAAAGF5HAAAAPsCgP4AAAAAAACQAQAAAAAEAgAQVGltZXMgTmV3IFJvbWFuALik83fBpPN3IDD1dyoNZogEAAAALQEAAAQAAADwAQEACQAAADIKIAa7DwMAAABjb3NlCQAAADIKIAatCAMAAABzaW5lCAAAADIKIAaGAgEAAAAwaQkAAAAyCuADgBEDAAAAc2luZQkAAAAyCuADJg4DAAAAY29zZQkAAAAyCuADuAkDAAAAY29zZQkAAAAyCuADWAYDAAAAY29zZQkAAAAyCuAD8AEDAAAAc2luZQkAAAAyCqABZREDAAAAc2luZQkAAAAyCqABOw4DAAAAc2luZQkAAAAyCqABnQkDAAAAY29zZQkAAAAyCqABbQYDAAAAc2luZQkAAAAyCqABSwEDAAAAY29zZQoAAAAmBg8ACgD/////AQAAAAAAHAAAAPsCEAAHAAAAAAC8AgAAAAABAgIiU3lzdGVtAIgqDWaIAAAKACEAigEAAAAAAQAAAFzzEgAEAAAALQEBAAQAAADwAQAAAwAAAAAA)

where ![](data:image/x-wmf;base64,183GmgAAAAAAAOANgAYBCQAAAABwVQEACQAAA3kCAAAEABwAAAAAAAUAAAAJAgAAAAAFAAAAAgEBAAAABQAAAAEC////AAUAAAAuARgAAAAFAAAACwIAAAAABQAAAAwCgAbgDRIAAAAmBg8AGgD/////AAAQAAAAwP///7D///+gDQAAMAYAAAsAAAAmBg8ADABNYXRoVHlwZQAAcAEIAAAA+gIAABAAAAAAAAAABAAAAC0BAAAFAAAAFAKSA1gHBQAAABMCdgOJBwgAAAD6AgAAIAAAAAAAAAAEAAAALQEBAAUAAAAUAn4DiQcFAAAAEwIyBNAHBAAAAC0BAAAFAAAAFAIyBNgHBQAAABMCLwI2CAUAAAAUAi8CNggFAAAAEwIvAuYMBQAAABQCfgQwBwUAAAATAn4EBg0cAAAA+wKA/gAAAAAAAJABAAAAAgQCABBTeW1ib2wAAB8NCpVA8RIAuKTzd8Gk83cgMPV3Ig5mBQQAAAAtAQIACAAAADIKUgU6AAEAAADveQgAAAAyChIGOgABAAAA7nkIAAAAMgrCAjoAAQAAAO95CAAAADIK4gM6AAEAAADteQgAAAAyCrIBOgABAAAA7HkIAAAAMgrOAzYKAQAAACt5CAAAADIK3gRcAgEAAAA9eQgAAAAyCpcB6wYBAAAALXkIAAAAMgqXAcEDAQAAAD15HAAAAPsCIP8AAAAAAACQAQAAAAIEAgAQU3ltYm9sAAAUDAqhQPESALik83fBpPN3IDD1dyIOZgUEAAAALQEDAAQAAADwAQIACAAAADIKMgSbBQEAAAAteRwAAAD7AoD+AAAAAAAAkAEAAAAABAIAEFRpbWVzIE5ldyBSb21hbgC4pPN3waTzdyAw9XciDmYFBAAAAC0BAgAEAAAA8AEDAAgAAAAyCt4EGA0BAAAAKXkIAAAAMgreBKAGAQAAACh5CQAAADIK3gSaAwMAAAB0YW5lCAAAADIKlwGJCwEAAAApYQgAAAAyCpcB/QkBAAAAL2EIAAAAMgqXAYMIAQAAAChhCAAAADIKlwHhBwEAAAAxYQkAAAAyCpcB/wQDAAAAdGFuZRwAAAD7AiD/AAAAAAAAkAEAAAAABAIAEFRpbWVzIE5ldyBSb21hbgC4pPN3waTzdyAw9XciDmYFBAAAAC0BAwAEAAAA8AECAAgAAAAyCiIDMQwBAAAAMmEIAAAAMgoiA0cJAQAAADJhCAAAADIKMgQKBgEAAAAxYRwAAAD7AoD+AAAAAAAAkAEBAAAABAIAEFRpbWVzIE5ldyBSb21hbgC4pPN3waTzdyAw9XciDmYFBAAAAC0BAgAEAAAA8AEDAAgAAAAyCgoG0AkBAAAAeGEIAAAAMgrOA24LAQAAAHphCAAAADIKzgNyCAEAAAB5YQgAAAAyCpcBzwoBAAAAeWEIAAAAMgqXAR8JAQAAAHphHAAAAPsCgP4AAAAAAACQAQEAAAIEAgAQU3ltYm9sAAAUDAqjQPESALik83fBpPN3IDD1dyIOZgUEAAAALQEDAAQAAADwAQIACAAAADIK3gTcAAEAAABhYQgAAAAyCpcBZQIBAAAAcWEKAAAAJgYPAAoA/////wEAAAAAABwAAAD7AhAABwAAAAAAvAIAAAAAAQICIlN5c3RlbQAFIg5mBQAACgAhAIoBAAAAAAIAAABc8xIABAAAAC0BAgAEAAAA8AEDAAMAAAAAAA==)

### Spherical Coordinate (r,Φ,θ)

![](data:image/x-wmf;base64,183GmgAAAAAAAGAKAAcACQAAAABxUwEACQAAA8YBAAACABwAAAAAAAUAAAAJAgAAAAAFAAAAAgEBAAAABQAAAAEC////AAUAAAAuARgAAAAFAAAACwIAAAAABQAAAAwCAAdgChIAAAAmBg8AGgD/////AAAQAAAAwP///6b///8gCgAApgYAAAsAAAAmBg8ADABNYXRoVHlwZQAAkAEcAAAA+wKA/gAAAAAAAJABAAAAAgQCABBTeW1ib2wAADgLCr9A8RIAuKTzd8Gk83cgMPV3cAtmJQQAAAAtAQAACAAAADIKkgU6AAEAAADveQgAAAAyCogGOgABAAAA7nkIAAAAMgoCAzoAAQAAAO95CAAAADIKIgQ6AAEAAADteQgAAAAyCrwBOgABAAAA7HkIAAAAMgogBpoDAQAAAD15CAAAADIK4ANHAgEAAAA9eQgAAAAyCqABIAIBAAAAPXkcAAAA+wKA/gAAAAAAAJABAQAAAgQCABBTeW1ib2wAADsFCo5A8RIAuKTzd8Gk83cgMPV3cAtmJQQAAAAtAQEABAAAAPABAAAIAAAAMgogBsAHAQAAAGZ5CAAAADIK4AMlCQEAAABxeQgAAAAyCuADNwYBAAAAZnkIAAAAMgqgATQJAQAAAHF5CAAAADIKoAEQBgEAAABmeRwAAAD7AoD+AAAAAAAAkAEAAAAABAIAEFRpbWVzIE5ldyBSb21hbgC4pPN3waTzdyAw9XdwC2YlBAAAAC0BAAAEAAAA8AEBAAkAAAAyCiAGqgUDAAAAY29zZQkAAAAyCuADRQcDAAAAc2luZQkAAAAyCuADUQQDAAAAc2luZQkAAAAyCqABJAcDAAAAY29zZQkAAAAyCqABKgQDAAAAc2luZRwAAAD7AoD+AAAAAAAAkAEBAAAABAIAEFRpbWVzIE5ldyBSb21hbgC4pPN3waTzdyAw9XdwC2YlBAAAAC0BAQAEAAAA8AEAAAgAAAAyCiAG0gQBAAAAcmkIAAAAMgogBpICAQAAAHppCAAAADIK4AN/AwEAAAByaQgAAAAyCuADLQEBAAAAeWkIAAAAMgqgAVgDAQAAAHJpCAAAADIKoAEMAQEAAAB4aQoAAAAmBg8ACgD/////AQAAAAAAHAAAAPsCEAAHAAAAAAC8AgAAAAABAgIiU3lzdGVtACVwC2YlAAAKACEAigEAAAAAAAAAAFzzEgAEAAAALQEAAAQAAADwAQEAAwAAAAAA)

![](data:image/x-wmf;base64,183GmgAAAAAAAEAMAAgACQAAAABRWgEACQAAA7cCAAAEABwAAAAAAAUAAAAJAgAAAAAFAAAAAgEBAAAABQAAAAEC////AAUAAAAuARgAAAAFAAAACwIAAAAABQAAAAwCAAhADBIAAAAmBg8AGgD/////AAAQAAAAwP///6f///8ADAAApwcAAAsAAAAmBg8ADABNYXRoVHlwZQAA0AEIAAAA+gIAABAAAAAAAAAABAAAAC0BAAAFAAAAFALkAWYDBQAAABMCyAGXAwgAAAD6AgAAIAAAAAAAAAAEAAAALQEBAAUAAAAUAtABlwMFAAAAEwKEAt4DBAAAAC0BAAAFAAAAFAKEAuYDBQAAABMCgQBEBAUAAAAUAoEARAQFAAAAEwKBAOgLHAAAAPsCgP4AAAAAAACQAQAAAAIEAgAQU3ltYm9sAABwCwodQPESALik83fBpPN3IDD1d0cFZlwEAAAALQECAAgAAAAyChkHOgABAAAA73kIAAAAMgoSBjoAAQAAAO95CAAAADIKiQc6AAEAAADueQgAAAAyCoIDOgABAAAA73kIAAAAMgorAzoAAQAAAO95CAAAADIKogQ6AAEAAADteQgAAAAyCrsBOgABAAAA7HkIAAAAMgqgBikDAQAAAD15CAAAADIKYAQ4AwEAAAA9eQgAAAAyCiACOQkBAAAAK3kIAAAAMgogAiwGAQAAACt5CAAAADIKIAIgAgEAAAA9eRwAAAD7AiD/AAAAAAAAkAEAAAACBAIAEFN5bWJvbAAA1Q8K+UDxEgC4pPN3waTzdyAw9XdHBWZcBAAAAC0BAwAEAAAA8AECAAgAAAAyCvQFaAYBAAAALXkIAAAAMgq0A4kGAQAAAC15HAAAAPsCgP4AAAAAAACQAQAAAAAEAgAQVGltZXMgTmV3IFJvbWFuALik83fBpPN3IDD1d0cFZlwEAAAALQECAAQAAADwAQMACAAAADIKoAZ/CgEAAAApeQgAAAAyCqAGCwkBAAAAL3kIAAAAMgqgBm0HAQAAACh5CQAAADIKoAZnBAMAAAB0YW5lCAAAADIKYARkCgEAAAApYQgAAAAyCmAECAkBAAAAL2EIAAAAMgpgBI4HAQAAAChhCQAAADIKYARqBAMAAABjb3NlHAAAAPsCIP8AAAAAAACQAQAAAAAEAgAQVGltZXMgTmV3IFJvbWFuALik83fBpPN3IDD1d0cFZlwEAAAALQEDAAQAAADwAQIACAAAADIK9AXXBgEAAAAxbwgAAAAyCrQD+AYBAAAAMW8IAAAAMgp0ATMLAQAAADJvCAAAADIKdAFKCAEAAAAybwgAAAAyCnQBPQUBAAAAMm8cAAAA+wKA/gAAAAAAAJABAQAAAAQCABBUaW1lcyBOZXcgUm9tYW4AuKTzd8Gk83cgMPV3RwVmXAQAAAAtAQIABAAAAPABAwAIAAAAMgqgBssJAQAAAHhvCAAAADIKoAYbCAEAAAB5bwgAAAAyCmAEtgkBAAAAcm8IAAAAMgpgBCoIAQAAAHpvCAAAADIKIAJwCgEAAAB6bwgAAAAyCiACdQcBAAAAeW8IAAAAMgogAm4EAQAAAHhvCAAAADIKIAIMAQEAAAB4bxwAAAD7AoD+AAAAAAAAkAEBAAACBAIAEFN5bWJvbAAA1Q8K+0DxEgC4pPN3waTzdyAw9XdHBWZcBAAAAC0BAwAEAAAA8AECAAgAAAAyCqAGzQEBAAAAcW8IAAAAMgpgBO4BAQAAAGZvCgAAACYGDwAKAP////8BAAAAAAAcAAAA+wIQAAcAAAAAALwCAAAAAAECAiJTeXN0ZW0AXEcFZlwAAAoAIQCKAQAAAAACAAAAXPMSAAQAAAAtAQIABAAAAPABAwADAAAAAAA=)

### Plane (ax+by+cz+d=0)

![](data:image/x-wmf;base64,183GmgAAAAAAAKAIAAIACQAAAACxVAEACQAAA2EBAAACABwAAAAAAAUAAAAJAgAAAAAFAAAAAgEBAAAABQAAAAEC////AAUAAAAuARgAAAAFAAAACwIAAAAABQAAAAwCAAKgCBIAAAAmBg8AGgD/////AAAQAAAAwP///8b///9gCAAAxgEAAAsAAAAmBg8ADABNYXRoVHlwZQAAUAAcAAAA+wKA/gAAAAAAAJABAAAAAAQCABBUaW1lcyBOZXcgUm9tYW4AuKTzd8Gk83cgMPV3wwhmOQQAAAAtAQAACAAAADIKYAGkBwEAAAAweQgAAAAyCmABjgUBAAAAKXkIAAAAMgpgAdkBAQAAACh5HAAAAPsCgP4AAAAAAACQAQAAAAIEAgAQU3ltYm9sAABzDAqWoPESALik83fBpPN3IDD1d8MIZjkEAAAALQEBAAQAAADwAQAACAAAADIKYAFyBgEAAAA9eQgAAAAyCmABcgMBAAAALXkIAAAAMgpgAUMBAQAAANd5HAAAAPsCgP4AAAAAAACQAQEAAAAEAgAQVGltZXMgTmV3IFJvbWFuALik83fBpPN3IDD1d8MIZjkEAAAALQEAAAQAAADwAQEACAAAADIKYAHCBAEAAABweQgAAAAyCmABYwIBAAAAcnkIAAAAMgpgAToAAQAAAG55HAAAAPsCgP4AAAAAAACQAQAAAAIEAgAQTVQgRXh0cmEADAqXoPESALik83fBpPN3IDD1d8MIZjkEAAAALQEBAAQAAADwAQAACAAAADIKagDSBAEAAAByeQgAAAAyCmoAfAIBAAAAcnkIAAAAMgpqAF8AAQAAAHJ5CgAAACYGDwAKAP////8BAAAAAAAcAAAA+wIQAAcAAAAAALwCAAAAAAECAiJTeXN0ZW0AOcMIZjkAAAoAIQCKAQAAAAAAAAAAvPMSAAQAAAAtAQAABAAAAPABAQADAAAAAAA=)

![](data:image/x-wmf;base64,183GmgAAAAAAAAAIgAQBCQAAAACQUgEACQAAA6kBAAACABwAAAAAAAUAAAAJAgAAAAAFAAAAAgEBAAAABQAAAAEC////AAUAAAAuARgAAAAFAAAACwIAAAAABQAAAAwCgAQACBIAAAAmBg8AGgD/////AAAQAAAAwP///8D////ABwAAQAQAAAsAAAAmBg8ADABNYXRoVHlwZQAA8AAcAAAA+wKA/gAAAAAAAJABAAAAAgQCABBTeW1ib2wAAKoLCllA8RIAuKTzd8Gk83cgMPV3QQ5m7QQAAAAtAQAACAAAADIKIgQ6AAEAAADueQgAAAAyCuICOgABAAAA7XkIAAAAMgqiAToAAQAAAOx5CAAAADIKxgPABQEAAADXeQgAAAAyCsYD2QMBAAAALXkIAAAAMgrGA6ECAQAAAD15CAAAADIKhgEtAgEAAAA9eRwAAAD7AoD+AAAAAAAAkAEBAAAABAIAEFRpbWVzIE5ldyBSb21hbgC4pPN3waTzdyAw9XdBDmbtBAAAAC0BAQAEAAAA8AEAAAgAAAAyCsYDjAYBAAAAcHkIAAAAMgrGA7cEAQAAAG55CAAAADIKxgNXAQEAAABkeQgAAAAyCoYBfQYBAAAAY3kIAAAAMgqGATMFAQAAAGJ5CAAAADIKhgHpAwEAAABheQgAAAAyCoYB+gABAAAAbnkcAAAA+wKA/gAAAAAAAJABAAAAAgQCABBNVCBFeHRyYQALClpA8RIAuKTzd8Gk83cgMPV3QQ5m7QQAAAAtAQAABAAAAPABAQAIAAAAMgrQApwGAQAAAHJ5CAAAADIK0ALcBAEAAAByeQgAAAAyCpAAHwEBAAAAcnkcAAAA+wKA/gAAAAAAAJABAAAAAAQCABBUaW1lcyBOZXcgUm9tYW4AuKTzd8Gk83cgMPV3QQ5m7QQAAAAtAQEABAAAAPABAAAIAAAAMgqGATEHAQAAACl5CAAAADIKhgHzBQEAAAAseQgAAAAyCoYBrwQBAAAALHkIAAAAMgqGAV8DAQAAACh5CgAAACYGDwAKAP////8BAAAAAAAcAAAA+wIQAAcAAAAAALwCAAAAAAECAiJTeXN0ZW0A7UEOZu0AAAoAIQCKAQAAAAAAAAAAXPMSAAQAAAAtAQAABAAAAPABAQADAAAAAAA=)

### Great-circle Distance

d(p,q) = r cos-1(sinplatsinqlat+

cosplatcosqlatcos(plong-qlong))

## Computational Geometry

Point and Line

const double E=1e-8;

struct **pt**{

double x,y;

};

struct **line**{

double a,b,c;

};

line **makeline**(pt a,pt b){

line l;

l.a=a.y-b.y;

l.b=b.x-a.x;

l.c=-1\*l.b\*a.y-l.a\*a.x;

return l;

}

bool **inlinerange**(

const pt& a,const pt& b,const pt& c)

{

if (min(a.x,b.x)-E<c.x &&

c.x<max(a.x,b.x)+E &&

min(a.y,b.y)-E<c.y &&

c.y<max(a.y,b.y)+E )

return true;

else

return false;

}

bool **ontheline**(line l,pt p){

return (fabs(l.a\*p.x+l.b\*p.y+l.c)<E);

}

bool InsidePolygon(const vector<pt> polygon,pt p)

{

int N = polygon.size();

int counter = 0;

int i;

double xinters;

pt p1,p2;

p1 = polygon[0];

for (i=1;i<=N;i++) {

p2 = polygon[i % N];

if (p.y > min(p1.y,p2.y)) {

if (p.y <= max(p1.y,p2.y)) {

if (p.x <= max(p1.x,p2.x)) {

if (p1.y != p2.y) {

xinters = (p.y-p1.y)\*(p2.x-p1.x)/(p2.y-p1.y)+p1.x;

if (p1.x == p2.x || p.x <= xinters)

counter++;

}

}

}

}

p1 = p2;

}

if (counter % 2 == 0)

return(0);

else

return(1);

}

bool **parallel**(const pt& a,const pt& b,const pt& c,const pt& d)

{

if ((b.x==a.x)&&(d.x==c.x)) return true;

if ((b.x==a.x)||(d.x==c.x)) return false;

if ((a.y-b.y)\*(c.x-d.x)==

(c.y-d.y)\*(a.x-b.x)) return true;

return false;

}

bool **nparallel**(line x,line y)

{

return (fabs(x.a\*y.b-y.a\*x.b)<E);

}

pt **intersection**(const pt& a,const pt& b,const pt& c,const pt& d)

{

double A=a.y-b.y,B=b.x-a.x,

C=b.x\*a.y-a.x\*b.y;

double D=c.y-d.y,E=d.x-c.x,

F=d.x\*c.y-c.x\*d.y;

pt e;

e.y=(A\*F-C\*D)/(A\*E-B\*D);

e.x=(C\*E-B\*F)/(A\*E-B\*D);

return e;

}

pt **nintersection**(line x,line y)

{

pt p;

p.x=(y.b\*x.c-x.b\*y.c)/(y.a\*x.b-x.a\*y.b);

p.y=(x.a\*y.c-y.a\*x.c)/(y.a\*x.b-x.a\*y.b);

return p;

}

double **dist2**(const pt& a,const pt& b)

{

return ((b.x-a.x)\*(b.x-a.x)+

(b.y-a.y)\*(b.y-a.y));

}

// point line distance, not yet tested

double **pldist**(pt p, line l)

{

double t1 = l.a\*p.x+l.b\*p.y+l.c;

double t2 = sqrt(l.a\*l.a+l.b\*l.b);

return fabs(t1/t2);

}

// it's true when ac is on the left of ab

double **isleft**(const pt& a,const pt& b,const pt& c)

{

return (b.x-a.x)\*(c.y-a.y)-

(b.y-a.y)\*(c.x-a.x);

}

bool **operator<**(

const pt& a,const pt &b)

{

return

(isleft(P[0],b,a)>0||

(isleft(P[0],b,a)==0&&

dist2(P[0],a)<dist2(P[0],b)));

}

vector<pt> P; //need isleft,operator<,dist2,pt

vector<pt>

**convexhull**(const vector<pt>& p)

{

P=p;

vector<pt>S;

double x=P[0].x,y=P[0].y;

int z=0;

for(int i=1;i<P.size();++i)

if (P[i].y<y||

y==P[i].y&&P[i].x<x){

x=P[i].x;

y=P[i].y;

z=i;

}

swap(P[0],P[z]);

sort(P.begin()+1,P.end());

S.push\_back(P[0]);

S.push\_back(P[1]);

for(int i=2;i<P.size();++i){

while (S.size()>=2 &&

isleft(S[S.size()-2],

P[i],S[S.size()-1])<=0)

S.pop\_back();

S.push\_back(P[i]);

}

return S;

}

// remember to add the first element to the back!!!

double **area**(vector<pt> a)

{

double t=0.0;

for(int i=0;i<a.size()-1;i++)

t+=a[i].x\*a[i+1].y-a[i+1].x\*a[i].y;

return abs(t)/2;

}

struct **circle**{

double g,f,e;

};

circle **makecircle**(pt center,double r){

circle c;

c.g=-1\*center.x;

c.f=-1\*center.y;

c.e=c.f\*c.f+c.g\*c.g-r\*r;

return c;

}

pt **lcintersection**(line l,circle cc)

{

double a,b,c,d;

pt p;

a=l.a\*l.a+l.b\*l.b;

b=2\*(l.a\*l.c-l.a\*l.b\*cc.f+cc.g\*l.b\*l.b);

c=l.c\*l.c-2\*cc.f\*l.b\*l.c+cc.e\*l.b\*l.b;

d=b\*b-4\*a\*c;

if (d<0) return p;

p.x=(sqrt(d)-b)/(2\*a);

if (fabs(l.b)<E){

a=l.a\*l.a+l.b\*l.b;

b=2\*(l.b\*l.c-l.a\*l.b\*cc.g+cc.f\*l.a\*l.a);

c=l.c\*l.c-2\*cc.g\*l.a\*l.c+cc.e\*l.a\*l.a;

d=b\*b-4\*a\*c;

p.y=(sqrt(d)-b)/(2\*a);

}

else

p.y=(p.x\*l.a+l.c)/(-1\*l.b);

return p;

}

Distance Between Two Line Segments

1. If the two lines segments L1(A,B) and L2(C,D) intersect, return 0
2. 2. d min{dist(A,C), dist(B,C), dist(A,D), dist(B,D)}
3. If isAcute(6 ACD) and isAcute(6 ADC) then d min{d, dist(A,L2)}
4. If isAcute(6 BCD) and isAcute(6 BDC) then d min{d, dist(B,L2)}
5. If isAcute(6 CAB) and isAcute(6 CBA) then d min{d, dist(C,L1)}
6. If isAcute(6 DAB) and isAcute(6 DBA) then d min{d, dist(D,L1)}
7. Return d

Acute Angle

• Requires Squared Distance

• Returns a postive number if 6 abc is acute, a negative number if obtuse, and 0 if right-angled

int isAcute(Pt &a, Pt &b, Pt &c) {

return distSqr(a,b) + distSqr(b,c) - distSqr(a,c);

}

Closest Pair Problem

#include<iostream>

#include<algorithm>

#include<vector>

#include<cmath>

#include<iomanip>

using namespace std;

#define maxd 10001

struct pt{

double x,y;

};

typedef vector<pt> vp;

double **dist**(const pt& a, const pt & b){

return sqrt((a.x-b.x)\*(a.x-b.x)+(a.y-b.y)\*(a.y-b.y));

}

bool **xcomp**(const pt &a,const pt &b){

if(a.x==b.x) return (a.y<b.y);

return (a.x<b.x);

}

bool **ycomp**(const pt &a,const pt &b){

if(a.y==b.y) return (a.x<b.x);

return (a.y<b.y);

}

double **closest**(vp &vx, vp &vy){

int n=vx.size();

if(n==1)

{

vy[0]=vx[0];

return maxd;

}

int n1=n/2,n2=n-n/2;

vp vx1(n1), vx2(n2), vy1(n1), vy2(n2);

vp::iterator middle = vx.begin();

advance(middle, n1);

copy(vx.begin(), middle, vx1.begin());

copy(middle, vx.end(), vx2.begin());

double delta = min(closest(vx1,vy1),closest(vx2,vy2));

double mind = delta;

merge(vy1.begin(), vy1.end(), vy2.begin(), vy2.end(), vy.begin(), ycomp);

vp v;

for(int i=0;i<n;i++)

if(fabs(vy[i].x-middle->x)<delta)

v.push\_back(vy[i]);

for(int i=0;i<v.size();i++)

for(int j=i+1;j<v.size();j++)

{

double d=fabs(v[i].y-v[j].y);

if(d>=delta) break;

mind=min(dist(v[i],v[j]),mind);

}

return mind;

}

[Before calling:

vp vx( n ),vy( n );

read points into vx

sort(vx.begin(),vx.end(),xcomp); ]

## Polygon Intersection

// Problem 137: Polygons

//

// One of my early co-geom problem

//

// Find area of "xor" of two polygons

// involves finding intersection of two polygons

//

// algorithm: probably find all intersection points

// then find convex hull. looks stupid

#include <iostream>

#include <vector>

#include <algorithm>

#include <cmath>

#include <iomanip>

using namespace std;

const double E=1e-8;

const double pi=atan(1)\*4;

const double OUTX=1001, OUTY=5009;

typedef struct Coordinate {

double x,y;

};

const Coordinate outside={x:OUTX,y:OUTY};

typedef struct Equation {

double a,b,c;

Equation(const Coordinate& a, const Coordinate& b):

a(a.y-b.y), b(b.x-a.x), c(a.x\*b.y-b.x\*a.y) {};

double evaluate(const Coordinate& p) {

return a\*p.x+b\*p.y+c;

}

};

istream& operator>> (istream& is, Coordinate& a) {

return is >> a.x >> a.y;

}

bool operator== (const Coordinate& a, const Coordinate& b) {

return a.x==b.x && a.y==b.y;

}

bool inpoly(const Coordinate& p, const vector<Coordinate>& a) {

int cnt=0;

for (unsigned i=0; i<a.size()-1; i++)

if (a[i].y<p.y+E && p.y<a[i+1].y-E ||

a[i+1].y<p.y+E && p.y<a[i].y-E) {

double v=(p.y-a[i].y)/(a[i+1].y-a[i].y);

if (p.x<a[i].x+v\*(a[i+1].x-a[i].x)-E)

cnt++;

}

return cnt%2;

}

double ang(const Coordinate& a, const Coordinate& b) {

double t=atan2(b.y-a.y,b.x-a.x);

if (t<0) t+=2\*pi;

return t;

}

double dist(const Coordinate& a, const Coordinate& b) {

return (a.x-b.x)\*(a.x-b.x)+(a.y-b.y)\*(a.y-b.y);

}

double area(const vector<Coordinate>& a) {

double t=0.0;

for (unsigned i=0; i<a.size()-1; i++)

t+=a[i].x\*a[i+1].y-a[i+1].x\*a[i].y;

return abs(t)/2;

}

int main() {

for (;;) {

int n;

cin >> n;

if (n==0) break;

vector<Coordinate> a(n+1);

for (int i=0; i<n; i++)

cin >> a[i];

a[n]=a[0];

cin >> n;

vector<Coordinate> b(n+1);

for (int i=0; i<n; i++)

cin >> b[i];

b[n]=b[0];

vector<Coordinate> v;

for (unsigned i=0; i<a.size()-1; i++)

if (inpoly(a[i],b)) {

// cout << '$' << a[i].x << ' ' << a[i].y << endl;

v.push\_back(a[i]);

}

for (unsigned i=0; i<b.size()-1; i++)

if (inpoly(b[i],a)) {

// cout << '$' << b[i].x << ' ' << b[i].y << endl;

v.push\_back(b[i]);

}

for (unsigned i=0; i<a.size()-1; i++) {

Equation e1(a[i],a[i+1]);

for (unsigned j=0; j<b.size()-1; j++) {

Equation e2(b[j],b[j+1]);

double dx=e1.b\*e2.c-e1.c\*e2.b;

double dy=e1.c\*e2.a-e1.a\*e2.c;

double dd=e1.a\*e2.b-e1.b\*e2.a;

if (abs(dd)<E) continue;

double xx=dx\*1.0/dd;

double yy=dy\*1.0/dd;

if (min(a[i].x,a[i+1].x)-E<xx && xx<max(a[i].x,a[i+1].x)+E &&

min(a[i].y,a[i+1].y)-E<yy && yy<max(a[i].y,a[i+1].y)+E &&

min(b[j].x,b[j+1].x)-E<xx && xx<max(b[j].x,b[j+1].x)+E &&

min(b[j].y,b[j+1].y)-E<yy && yy<max(b[j].y,b[j+1].y)+E) {

v.push\_back();

v.back().x=xx;

v.back().y=yy;

// cout << '#' << xx << ' ' << yy << endl;

}

}

}

// for (unsigned i=0; i<v.size(); i++)

// cout << '$' << v[i].x << ' ' << v[i].y << endl;

// cout << endl;

// find convex hull

vector<Coordinate> w(1);

if (v.size()>0) {

w[0].y=1e38;

for (unsigned i=0; i<v.size(); i++)

if (v[i].y<w[0].y-E || (abs(v[i].y-w[0].y)<E && v[i].x<w[0].x-E))

w[0]=v[i];

int m=0;

double angle=-1.0;

do {

double minangle=101;

double d;

int mi;

for (unsigned i=0; i<v.size(); i++) {

if (v[i]==w[m]) continue;

double a=ang(w[m],v[i]);

double dd=dist(w[m],v[i]);

if (angle<a && (a<minangle-E || abs(a-minangle)<E && d<dd)) {

minangle=a;

d=dd;

mi=i;

}

}

w.push\_back(v[mi]);

m++;

angle=minangle;

} while (!(w[0]==w[m]));

}

//for (unsigned i=0; i<w.size(); i++)

// cout << '$' << w[i].x << ' ' << w[i].y << endl;

// cout << endl;

double a1=area(a);

double a2=area(b);

double a3;

if (v.size()>0)

a3=area(w);

else

a3=0.0;

double ans=a1+a2-2\*a3;

cout << setiosflags(ios::fixed) << setw(8) << setprecision(2) << ans;

// cout << endl;

}

cout << endl;

return 0;

}

## Point inside polygon

// algorithm: count intersection with polygon

// odd means inside, otherwise not

#include <iostream>

#include <vector>

#include <algorithm>

using namespace std;

const double EE=1e-7;

typedef struct Coordinate {

int x,y;

};

istream& operator>> (istream& is, Coordinate& a) {

return is >> a.x >> a.y;

}

typedef struct Line {

Coordinate a,b;

Line(const Coordinate& a, const Coordinate& b):

a(a),b(b) {};

};

bool intersect(const Line& a, const Line& b) {

int A=a.a.y-a.b.y;

int B=a.b.x-a.a.x;

int C=a.a.x\*a.b.y-a.b.x\*a.a.y;

int D=b.a.y-b.b.y;

int E=b.b.x-b.a.x;

int F=b.a.x\*b.b.y-b.b.x\*b.a.y;

int dd=A\*E-B\*D;

int dx=B\*F-C\*E;

int dy=C\*D-A\*F;

if (dd==0) return false;

double x=dx\*1.0/dd;

double y=dy\*1.0/dd;

return (min(a.a.x,a.b.x)<x+EE && x-EE<max(a.a.x,a.b.x) &&

min(a.a.y,a.b.y)<y+EE && y-EE<max(a.a.y,a.b.y) &&

min(b.a.x,b.b.x)<x+EE && x-EE<max(b.a.x,b.b.x) &&

min(b.a.y,b.b.y)<y+EE && y-EE<max(b.a.y,b.b.y));

}

bool inpolygon(const vector<Coordinate>& x, const Coordinate& p) {

Coordinate q;

q.x=1001; q.y=10001;

Line l1(p,q);

int cnt=0;

for (unsigned i=0; i<x.size()-1; i++) {

Line l2(x[i],x[i+1]);

if (intersect(l1,l2))

cnt++;

}

return cnt&1;

}

int main() {

int n;

cin >> n;

vector<Line> submarine;

for (int i=0; i<n; i++) {

Coordinate head,tail;

cin >> head >> tail;

submarine.push\_back(Line(head,tail));

}

int m;

cin >> m;

vector<vector<Coordinate> > island(m);

for (int i=0; i<m; i++) {

int k;

cin >> k;

for (int j=0; j<k; j++) {

Coordinate p;

cin >> p;

island[i].push\_back(p);

}

island[i].push\_back(island[i][0]);

}

for (int i=0; i<n; i++) {

for (int j=0; j<m; j++)

for (unsigned k=0; k<island[j].size()-1; k++) {

Line l(island[j][k],island[j][k+1]);

if (intersect(l,submarine[i]))

goto hell;

}

for (int j=0; j<m; j++)

if (inpolygon(island[j],submarine[i].a))

goto heaven;

cout << "Submarine " << i+1 << " is still in water." << endl;

continue;

heaven:

cout << "Submarine " << i+1 << " is completely on land." << endl;

continue;

hell:

cout << "Submarine " << i+1 << " is partially on land." << endl;

}

return 0;

}

## Distance between two polygons

#include <iostream>

#include <cmath>

#include <vector>

#include <algorithm>

#include <iomanip>

using namespace std;

typedef struct Point {

int x,y;

Point(int x, int y): x(x),y(y) {};

};

typedef vector<Point> Polygon;

long double dist(const Point& a, const Point& b) {

// distance between points A and B

return sqrt((a.x-b.x)\*(a.x-b.x)+(a.y-b.y)\*(a.y-b.y));

}

long double dist(const Point& a, const Point& b, const Point& c) {

// distance between line segment AB and point C

const int &x1=a.x, &y1=a.y, &x2=b.x, &y2=b.y, &x=c.x, &y=c.y;

long double A=y1-y2,B=x2-x1,C=x1\*y2-x2\*y1;

long double aa=dist(c,a),bb=dist(c,b),cc=dist(a,b);

if (bb\*bb+cc\*cc-aa\*aa>-1e-10 && aa\*aa+cc\*cc-bb\*bb>-1e-10)

return abs(A\*x+B\*y+C)/sqrt(A\*A+B\*B);

return min(aa,bb);

}

long double dist(const Polygon& a, const Polygon& b) {

long double ans=1e10;

for (unsigned i=0; i<a.size(); i++)

for (unsigned j=0; j<b.size(); j++) {

long double d1=dist(a[i],a[(i+1)%a.size()],b[j]);

long double d2=dist(a[i],a[(i+1)%a.size()],b[(j+1)%b.size()]);

long double d3=dist(b[j],b[(j+1)%b.size()],a[i]);

long double d4=dist(b[j],b[(j+1)%b.size()],a[(i+1)%a.size()]);

if (ans>d1)

ans=d1;

if (ans>d2)

ans=d2;

if (ans>d3)

ans=d3;

if (ans>d4)

ans=d4;

}

return ans;

}

int main() {

int T;

cin >> T;

while (T--) {

int r1,r2,n;

cin >> r1 >> r2 >> n;

vector<Polygon> island;

Polygon p,q;

for (int i=0; i<r1; i++) {

int x,y;

cin >> x >> y;

p.push\_back(Point(x,y));

}

for (int i=0; i<r2; i++) {

int x,y;

cin >> x >> y;

q.push\_back(Point(x,y));

}

if (p[0].y<q[0].y) {

island.push\_back(p);

island.push\_back(q);

} else {

island.push\_back(q);

island.push\_back(p);

}

if (true) {

int x1=island[0][0].x, x2=island[0].back().x;

island[0].push\_back(Point(x2,-1));

island[0].push\_back(Point(x1,-1));

}

if (true) {

int x1=island[1][0].x, x2=island[1].back().x;

island[1].push\_back(Point(x2,10001));

island[1].push\_back(Point(x1,10001));

}

for (int i=0; i<n; i++) {

int m;

cin >> m;

island.push\_back();

while (m--) {

int x,y;

cin >> x >> y;

island.back().push\_back(Point(x,y));

}

}

if (true) {

long double x[20][20];

for (unsigned i=0; i<island.size(); i++) {

x[i][i]=0;

for (unsigned j=i+1; j<island.size(); j++)

x[i][j]=x[j][i]=dist(island[i],island[j]);

}

// for (unsigned i=0; i<island.size(); i++) {

// for (unsigned j=0; j<island.size(); j++)

// cout << x[i][j] << ' ';

// cout << endl;

// }

int z[20][20];

memset(z,255,sizeof(z));

for (unsigned k=0; k<island.size(); k++)

for (unsigned i=0; i<island.size(); i++)

for (unsigned j=0; j<island.size(); j++) {

if (x[i][j]>x[i][k]+x[k][j]) {

x[i][j]=x[i][k]+x[k][j];

z[i][j]=k;

}

}

// cout << "-----" << endl;

// for (unsigned i=0; i<island.size(); i++) {

// for (unsigned j=0; j<island.size(); j++)

// cout << x[i][j] << ' ';

// cout << endl;

// }

// cout << "-----" << endl;

// for (unsigned i=0; i<island.size(); i++) {

// for (unsigned j=0; j<island.size(); j++)

// cout << z[i][j] << ' ';

// cout << endl;

// }

cout << setiosflags(ios::fixed) << setprecision(3) << x[0][1] << endl;

}

}

return 0;

}

## Distance between line segments

#include <iostream>

#include <cmath>

#include <vector>

#include <algorithm>

#include <iomanip>

#include <string>

using namespace std;

const long double E=1e-8;

struct Point {

long double x,y;

Point(long double x=0, long double y=0): x(x),y(y) {};

};

istream& operator>> (istream& is, Point& a) {

return is >> a.x >> a.y;

}

long double dist(const Point& a, const Point& b) {

return sqrt((a.x-b.x)\*(a.x-b.x)+(a.y-b.y)\*(a.y-b.y));

}

long double dist(const Point& a, const Point& b, const Point& c) {

const long double &x1=a.x, &y1=a.y, &x2=b.x, &y2=b.y, &x=c.x, &y=c.y;

long double A=y1-y2,B=x2-x1,C=x1\*y2-x2\*y1;

long double aa=dist(c,a),bb=dist(c,b),cc=dist(a,b);

if (bb\*bb+cc\*cc-aa\*aa>-1e-10 && aa\*aa+cc\*cc-bb\*bb>-1e-10)

return fabs(A\*x+B\*y+C)/sqrt(A\*A+B\*B);

return min(aa,bb);

}

struct Line {

long double A,B,C;

Line (const Point& a, const Point& b) {

A=a.y-b.y;

B=b.x-a.x;

C=a.x\*b.y-b.x\*a.y;

}

long double dist(const Point& p) {

return fabs((A\*p.x+B\*p.y+C)/sqrt(A\*A+B\*B));

}

};

Point operator\* (const Line& a, const Line& b) {

long double dx,dy,dd;

dd=a.A\*b.B-b.A\*a.B;

dx=a.B\*b.C-b.B\*a.C;

dy=a.C\*b.A-b.C\*a.A;

if (fabs(dd)<E) {

if (fabs(dx)<E || fabs(dy)<E)

throw 1;

throw 0;

}

return Point(dx/dd,dy/dd);

}

inline bool between(long double a, long double b, long double c) {

// c between a and b?

return a-E<c && c<b+E || a+E>c && c>b-E;

}

inline bool between(const Point& a, const Point& b, const Point& c) {

// c between a and b?

return between(a.x,b.x,c.x) && between(a.y,b.y,c.y);

}

int main() {

Point p1,p2,q1,q2;

string p,q;

for (;;) {

cin >> p1 >> p2 >> p >> q1 >> q2 >> q;

if (p=="END" && q=="END") break;

if (p=="LS" && q=="LS") {

Line l1(p1,p2);

Line l2(q1,q2);

try {

Point t=l1\*l2;

if (between(p1,p2,t) && between(q1,q2,t))

cout << "0.00000" << endl;

else

throw 0;

} catch (int k) {

if (k==0) {

long double d1=dist(p1,p2,q1);

long double d2=dist(p1,p2,q2);

long double d3=dist(q1,q2,p1);

long double d4=dist(q1,q2,p2);

long double ans=min(min(d1,d2),min(d3,d4));

cout << setiosflags(ios::fixed)

<< setprecision(5) << ans << endl;

} else {

if (between(p1,p2,q1) || between(p1,p2,q2) ||

between(q1,q2,p1) || between(q1,q2,p2))

cout << "0.00000" << endl;

else {

long double d1=dist(p1,p2,q1);

long double d2=dist(p1,p2,q2);

long double d3=dist(q1,q2,p1);

long double d4=dist(q1,q2,p2);

long double ans=min(min(d1,d2),min(d3,d4));

cout << setiosflags(ios::fixed)

<< setprecision(5) << ans << endl;

}

}

}

} else if (p=="L" && q=="L") {

Line l1(p1,p2);

Line l2(q1,q2);

try {

Point t=l1\*l2;

cout << "0.00000" << endl;

} catch (int k) {

if (k==0) {

long double c1=l1.C/sqrt(l1.A\*l1.A+l1.B\*l1.B);

long double c2=l2.C/sqrt(l2.A\*l2.A+l2.B\*l2.B);

cout << setiosflags(ios::fixed)

<< setprecision(5) << fabs(c1-c2) << endl;

} else {

cout << "0.00000" << endl;

}

}

} else {

if (q=="LS") {

swap(p1,q1);

swap(p2,q2);

swap(p,q);

}

Line l1(p1,p2);

Line l2(q1,q2);

try {

Point t=l1\*l2;

if (between(p1,p2,t))

cout << "0.00000" << endl;

else {

long double d1=l2.dist(p1);

long double d2=l2.dist(p2);

long double ans=min(d1,d2);

cout << setiosflags(ios::fixed)

<< setprecision(5) << ans << endl;

}

} catch (int k) {

if (k==0) {

long double c1=l1.C/sqrt(l1.A\*l1.A+l1.B\*l1.B);

long double c2=l2.C/sqrt(l2.A\*l2.A+l2.B\*l2.B);

cout << setiosflags(ios::fixed)

<< setprecision(5) << fabs(c1-c2) << endl;

} else {

cout << "0.00000" << endl;

}

}

}

}

return 0;

}

## Polygon Symmetry

#include <iostream>

using namespace std;

long long x[2000],y[2000];

struct Line {

long long a,b,c;

Line(long long x1,long long y1,long long x2,long long y2) {

a=y1-y2;

b=x2-x1;

c=x1\*y2-x2\*y1;

}

long long evaluate(long long x, long long y) {

return a\*x+b\*y+c;

}

};

bool perpendicular(const Line& l1, const Line& l2) {

return l1.a\*l2.a==-l1.b\*l2.b;

}

int main() {

int cnt=0;

for (;;) {

int n;

cin >> n;

if (n==0) break;

if (n>1000) throw 0;

for (int i=0; i<2\*n; i+=2) {

cin >> x[i] >> y[i];

x[i]\*=2;

y[i]\*=2;

}

for (int i=0; i<2\*n; i+=2) {

x[i+1]=(x[i]+x[(i+2)%(2\*n)])/2;

y[i+1]=(y[i]+y[(i+2)%(2\*n)])/2;

}

int ans=0;

for (int i=0; i<n; i++) {

Line l(x[i],y[i],x[i+n],y[i+n]);

int a=(i+2\*n-1)%(2\*n);

int b=(i+1)%(2\*n);

while (a!=b) {

long long d1=l.evaluate(x[a],y[a]);

long long d2=l.evaluate(x[b],y[b]);

if (d1!=-d2)

goto hell;

Line p(x[a],y[a],x[b],y[b]);

if (!perpendicular(l,p))

goto hell;

a=(a+2\*n-1)%(2\*n);

b=(b+1)%(2\*n);

}

ans++;

hell:

continue;

}

cout << "Polygon #" << ++cnt << " has " << ans << " symmetry line(s)." << endl;

}

return 0;

}

## Rotation and Resize

#include <iostream>

#include <cmath>

#include <set>

#include <vector>

#include <string>

#include <iomanip>

#include <algorithm>

using namespace std;

typedef struct rec {

int x,y,z;

};

istream& operator>> (istream& is, rec& a) {

return is>>a.x>>a.y>>a.z;

}

ostream& operator<< (ostream& os, const rec& a) {

return os <<'('<< setiosflags(ios::fixed)

<< setprecision(0) << a.x << ','

<< setprecision(0) << a.y <<')';

}

bool operator< (const rec& a, const rec& b) {

return a.x<b.x || a.x==b.x && a.y<b.y;

}

bool operator== (const rec& a, const rec& b) {

return a.x==b.x && a.y==b.y;

}

typedef struct Coordinate {

int x,y;

};

istream& operator>> (istream& is, Coordinate& a) {

return is>>a.x>>a.y;

}

inline int sqr(int x) {

return x\*x;

};

void printarray(const vector<rec>& x) {

for (unsigned i=0; i<x.size(); i++)

cout << x[i].x << ',' << x[i].y << ' ';

cout << endl;

}

int main() {

int cnt=0;

for (;;) {

int n;

cin >> n; cin.ignore(2147483647,'\n');

if (n==0) break;

vector<rec> x(n);

set<rec> y;

for (int i=0; i<n; i++) {

cin >> x[i]; cin.ignore(2147483647,'\n');

y.insert(x[i]);

}

int m;

cin >> m; cin.ignore(2147483647,'\n');

vector<vector<Coordinate> > z;

vector<string> name;

for (int i=0; i<m; i++) {

int size; string s;

cin >> size >> s; cin.ignore(2147483647,'\n');

z.push\_back(vector<Coordinate>(size));

name.push\_back(s);

for (int j=0; j<size; j++) {

cin >> z[i][j]; cin.ignore(2147483647,'\n');

}

for (int j=size-1; j>=0; j--) {

z[i][j].x-=z[i][0].x;

z[i][j].y-=z[i][0].y;

}

}

cout << "Map #" << ++cnt << endl;

for (int k=0; k<m; k++) {

set<vector<rec> > star;

if (z[k].size()==1) {

// match anyway :P

for (int i=0; i<n; i++)

star.insert(vector<rec>(1,x[i]));

} else {

// need searching this time

double olen=sqrt(sqr(z[k][1].x)+sqr(z[k][1].y));

double otheta=atan2(z[k][1].y,z[k][1].x);

vector<rec> mystar(z[k].size());

vector<rec> newstar;

set<rec>::iterator itr;

for (int i=0; i<n; i++) {

mystar[0]=x[i];

for (int j=0; j<n; j++) {

if (i==j) continue;

mystar[1]=x[j];

double nlen=sqrt(sqr(x[j].x-x[i].x)+sqr(x[j].y-x[i].y));

double ntheta=atan2(x[j].y-x[i].y,x[j].x-x[i].x);

double theta=ntheta-otheta;

double scale=nlen/olen;

for (unsigned l=2; l<z[k].size(); l++) {

double newx,newy;

newx=z[k][l].x\*cos(theta)-z[k][l].y\*sin(theta);

newy=z[k][l].x\*sin(theta)+z[k][l].y\*cos(theta);

newx\*=scale; newy\*=scale;

newx+=x[i].x; newy+=x[i].y;

if (abs(newx-int(floor(newx+0.49999999)))>1e-7 ||

abs(newy-int(floor(newy+0.49999999)))>1e-7)

goto skip;

rec r;

r.x=int(floor(newx+0.49999999)); r.y=int(floor(newy+0.49999999));

if ((itr=y.find(r))==y.end()) goto skip;

mystar[l]=\*itr;

}

// printarray(mystar);

newstar=mystar;

sort(newstar.begin(),newstar.end());

star.insert(newstar);

skip:

continue;

}

}

/\*

// cout << "uhoh" << endl;

for (unsigned l=0; l<z[k].size(); l++)

z[k][l].y=-z[k][l].y;

otheta=atan2(z[k][1].y,z[k][1].x);

for (int i=0; i<n; i++) {

mystar[0]=x[i];

for (int j=0; j<n; j++) {

if (i==j) continue;

mystar[1]=x[j];

double nlen=sqrt(sqr(x[j].x-x[i].x)+sqr(x[j].y-x[i].y));

double ntheta=atan2(x[j].y-x[i].y,x[j].x-x[i].x);

double theta=ntheta-otheta;

double scale=nlen/olen;

for (unsigned l=2; l<z[k].size(); l++) {

double newx,newy;

newx=z[k][l].x\*cos(theta)-z[k][l].y\*sin(theta);

newy=z[k][l].x\*sin(theta)+z[k][l].y\*cos(theta);

newx\*=scale; newy\*=scale;

newx+=x[i].x; newy+=x[i].y;

if (abs(newx-int(floor(newx+0.49999999)))>1e-7 ||

abs(newy-int(floor(newy+0.49999999)))>1e-7)

goto skip2;

rec r;

r.x=int(floor(newx+0.49999999)); r.y=int(floor(newy+0.49999999));

if ((itr=y.find(r))==y.end()) goto skip2;

mystar[l]=\*itr;

}

// printarray(mystar);

newstar=mystar;

sort(newstar.begin(),newstar.end());

star.insert(newstar);

skip2:

continue;

}

}

\*/

}

cout << endl;

cout << name[k] << " occurs " << star.size()

<< " time(s) in the map." << endl;

if (!star.empty()) {

set<vector<rec> >::iterator itr,best;

int bestvalue=-1;

for (itr=star.begin(); itr!=star.end(); itr++) {

int sum=0;

for (unsigned i=0; i<itr->size(); i++) sum+=(\*itr)[i].z;

// printarray(\*itr);

if (sum>bestvalue) {

bestvalue=sum;

best=itr;

}

}

cout << "Brightest occurrence:";

for (unsigned i=0; i<best->size(); i++)

cout << ' ' << (\*best)[i];

cout << endl;

}

}

cout << "-----" << endl;

}

return 0;

}

## Polygon, eating d cm of its edges

#include <iostream>

#include <cmath>

#include <iomanip>

using namespace std;

inline double dist(double x1, double y1, double x2, double y2) {

return sqrt((x2-x1)\*(x2-x1)+(y2-y1)\*(y2-y1));

}

int main() {

for (;;) {

double d;

int n;

cin >> d >> n;

if (n==0) break;

double x[10000],y[10000];

for (int i=0; i<n; i++)

cin >> x[i] >> y[i];

double a1=0.0;

double a2=0.0;

double a3=0.0;

for (int i=0; i<n; i++) {

a1+=x[i]\*y[(i+1)%n]-x[(i+1)%n]\*y[i];

double a,b,c,theta,sigma;

a=dist(x[i],y[i],x[(i+1)%n],y[(i+1)%n]);

b=dist(x[i],y[i],x[(i+n-1)%n],y[(i+n-1)%n]);

c=dist(x[(i+1)%n],y[(i+1)%n],x[(i+n-1)%n],y[(i+n-1)%n]);

theta=acos((a\*a+b\*b-c\*c)/2/a/b);

a=dist(x[i],y[i],x[(i+1)%n],y[(i+1)%n]);

b=dist(x[(i+1)%n],y[(i+1)%n],x[(i+2)%n],y[(i+2)%n]);

c=dist(x[i],y[i],x[(i+2)%n],y[(i+2)%n]);

sigma=acos((a\*a+b\*b-c\*c)/2/a/b);

double q=d/tan(theta/2),r=d/tan(sigma/2);

double p=a-q-r;

a2+=p\*d;

a3+=d\*d/tan(theta/2);

}

a1=abs(a1)/2;

double ans=a1-a2-a3;

// cout << a1 << ' ' << a2 << ' ' << a3 << endl;

cout << setiosflags(ios::fixed)

<< setprecision(3) << ans << endl;

}

return 0;

}

## Smallest Enclosing Disk

MinDisk(P):

If |P| <= 3, then return the disk passing through these points. Otherwise, randomly permute the points in P yielding the sequence <p\_1, p\_2, ..., p\_n>

Let D\_2 be the minimum disk enclosing {p\_1,p\_2}.

for i = 3 to |P| do

if p\_i in D\_{i-1} then D\_i = D\_{i-1}

else D\_i = MinDiskWith1Pt(P[1..i-1],p\_i)

MinDiskWith1Pt(P,q):

Randomly permute the points in P. Let D\_i be the minimum disk enclosing {q,p\_1}.

for i = 2 to |P| do

if p\_i in D\_{i-1} then D\_i = D\_{i-1}

else D\_i = MinDiskWith2Pts(P[1..i-1],q,p\_i)

MinDiskWith2Pts(P,q\_1,q\_2):

Randomly permute the points in P. Let D\_0 be the minimum disk enclosing {q\_1,q\_2}

for i = 1 to |P| do

if p\_i in D\_{i-1} then D­\_i = D\_{i-1}

else D\_i = Disk(q\_1,q\_2,p\_i)

## Complex Numbers

#include <complex>

complex(re, im)

double arg(z) //(-π,π]

complex conj(z)

double imag(z)

double real(z)

double abs(z) // magnitude

double norm(z) //square of magnitude

complex polar(r, theta)

complex exp(z)

complex log(z)

complex pow(a, z) // double a

complex sqrt(z) // sqrt of z in 1st or 4th quadrant

**I/O format:** (1.01, 2.70)

### Complex Number: Points and Lines

z = p + ts (where |s| = 1)

Slope:

imag(s) / real (s)

CCW nomral at p:

z’ = p + t(is)

Point-line distance:

imag((q-p)/s)

Point-point distance:

abs(q-p)

CCW rotation of a point q about origin:

q \* complex(cos(t), sin(t))

Projection of u onto v:

real(u/v)\*v

Inner product:

real(conj(p)\*q)

Cross product:

imag(conj(p)\*q)

Normal form to vector form:

s = complex(b,-a);

p = abs(a) > abs(b) ? complex(-c/a, 0) : complex(0, -c/b);

Vector form to normal form:

a = -imag(s), b =real(s),

c = real(s/p)

Line intersection (z = p + tr and z = q +ts)

xp = cross(r,s); ans = p+r\*cross(q-p,s)/xp

Tangent from p outside the circle:

k = asin(r / abs(p))  
 u = p\*complex(cos(k), sin(k))  
 v = p\*complex(cos(k), -sin(k))  
 u /= abs(u)  
 v /= abs(v)

Circles at Origin: **|z| = r**

Tangent at p (on circumference): **z = p + t(ip)**

### A working dijkstra

#include <iostream>

#include <queue>

#include <vector>

#include <string>

#include <sstream>

using namespace std;

int d[104];

struct dist{

bool operator()(int x,int y){

return d[x]>d[y];

}

};

long abb(long x){

return (x>0)?(x):(-x);

}

priority\_queue<int,vector<int>, dist> pq;

bool a[10][104];

int main(){

int n,k;

int t[10];

while (cin >> n >> k){

memset(a,0,sizeof a);

while (!pq.empty()) pq.pop();

for (int i = 0; i < n; ++i)

cin >> t[i];

string s;

getline(cin,s);

for (int i = 0; i < n; ++i){

string s;

getline(cin,s);

istringstream iss(s);

int x;

while (iss>> x){

a[i][x] = true;

}

}

if (k==0)

{

cout <<0<<endl;

continue;

}

for (int i = 0; i <= 100; ++i)

d[i] = 10000000;

d[0] =-60;

bool v[105];

memset(v,0,sizeof v);

pq.push(0);

while (!pq.empty()){

while (!pq.empty()&&v[pq.top()])

pq.pop();

if (pq.empty()) break;

v[pq.top()] = true;

// cout << pq.top()<<" "<<d[pq.top()]<<endl;

for (int i = 0; i < n; ++i)

if (a[i][pq.top()]){

for (int j = 0; j <=100; ++j){

long xxx = (d[pq.top()]+t[i]\*(abb(pq.top()-j))+60);

// cout << i<<" "<< j<<" "<<d[pq.top()]<<" "<<d[j]<<" "<<xxx<<" "<<(d[j]<xxx)<<endl;

if (a[i][j] && !v[j] && d[j]>xxx){

// cout << pq.top()<<" "<<d[pq.top()]<<" "<<j <<" "<< d[j]<<" "<<i<<endl;

d[j] = xxx;

pq.push(j);

}

}

}

pq.pop();

}

if (d[k]<10000000)

cout << d[k]<<endl;

else

cout <<"IMPOSSIBLE\n";

}

}

### Prime Factorisation

int phi(int x){

long m,p;

m = p = x;

for (int i = 2; i\*i<=p; ++i){

if (p%i==0){

// cout <<i<<endl;

m = (m/i\*(i-1));

while (p%i==0) p/=i;

}

}

if (p!=1){

// cout <<p<<endl;

m = (m/p\*(p-1));

}

return m;

}

### binary indexed tree

int a[1000][1000];

void add(int x,int y,int z){

x+=107;

y+=107;

for (int i = x; i <= 300; i+=(i&(-i)))

for (int j = y; j <= 300; j+=(j& (-j)))

a[i][j]+=z;

}

int get(int x,int y){

x+=107;

y+=107;

int ans = 0;

for (int i = x; i>=1; i-=(i&(-i)))

for (int j = y; j >=1; j-=(j&(-j)))

ans+=a[i][j];

return ans;

}

Binary search tree

Two versions of top sort

### SCC

Input: Graph G = (V, E), Start node v0

index = 0 // DFS node number counter

S = empty // An empty stack of nodes

tarjan(v0) // Start a DFS at the start node

procedure tarjan(v)

v.index = index // Set the depth index for v

v.lowlink = index

index = index + 1

S.push(v) // Push v on the stack

forall (v, v') in E do{

if (v'.index is undefined){

tarjan(v')

v.lowlink = min(v.lowlink, v'.lowlink)

}

else if (v' in S)

v.lowlink = min(v.lowlink, v'.index)

}

if (v.lowlink == v.index){

print "SCC:"

repeat

v' = S.pop

print v'

until (v' == v)

}

//c++ implementation

#include <iostream>

#include <cstring>

#include <algorithm>

#include <map>

#include <vector>

#include <stack>

#include <sstream>

#include <queue>

using namespace std;

vector<int> a[140];

int vindex[140],vlowlink[140];

int ind = 0;

bool instack[140];

string output[140];

int t= 0;

stack<int> S;

struct minheap{

bool operator()(int a,int b){

return a>b;

}

};

void tarjan(int v){

vindex[v] = ind;

vlowlink[v] = ind;

++ind;

S.push(v);

instack[v] = true;

for (unsigned j = 0; j <a[v].size(); ++j)

if (vindex[(int)a[v][j]]==-1){

tarjan(a[v][j]);

vlowlink[v] = min(vlowlink[v],vlowlink[a[v][j]]);

}

else if (instack[(int)a[v][j]])

vlowlink[v] = min(vlowlink[v],vindex[a[v][j]]);

int vp;

if (vlowlink[v]==vindex[v])

{

bool first = true;

priority\_queue<int,vector<int>,minheap> pq;

ostringstream oss;

do{

vp = S.top();

S.pop();

instack[vp] = false;

pq.push(vp);

} while (vp!=v);

while (!pq.empty()){

if (first){

oss << (char)pq.top();

first = false;

}

else oss <<" "<<(char)pq.top();

pq.pop();

}

oss << endl;

output[t++] = oss.str();

}

}

int main(){

int n;

bool ffff= false;

while (cin >> n,n){

if (ffff) cout <<endl;else ffff = true;

char u;

memset(vindex,-1,sizeof vindex);

memset(vlowlink,-1,sizeof vlowlink);

memset(instack,0,sizeof instack);

for (int i = 'A'; i <='Z'; ++i)

a[i].clear();

while (!S.empty())

S.pop();

for (int i = 0; i < n; ++i){

char p,q,r,s,t;

cin >> p >> q >> r >> s >> t >> u;

// if (u!=p)

a[(int)u].push\_back(p);

// if (u!=q)

a[(int)u].push\_back(q);

// if (u!=r)

a[(int)u].push\_back(r);

// if (u!=s);

a[(int)u].push\_back(s);

// if (u!=t)

a[(int)u].push\_back(t);

}

t = 0;

ind = 0;

for (int i = 'A'; i<='Z'; ++i)

if (vindex[i]==-1 && a[i].size())

tarjan(i);

sort(output,output+t);

for (int i = 0; i < t; ++i)

cout << output[i];

}

}

### Binary Tree (IOI2005-like)

#include <iostream>

#include <algorithm>

#include <utility>

using namespace std;

#define MAXN 100000

typedef pair<int,int> node;

struct treetype{

long long sum, left, right, middle;

} a[4\*(MAXN+1)];//storing tree values

node b[4\*(MAXN+1)];//storing intervals

int c[MAXN+1];

void init(int i,int l,int h){

b[i].first = l;

b[i].second = h;

a[i].sum = 0;

a[i].left = 0;

a[i].right = 0;

a[i].middle = 0;

// cout << i <<" "<<l <<" "<<h<<endl;

if (l<h){

init(i\*2+1,l,(l+h)/2);

init(i\*2+2,(l+h)/2+1,h);

}

}

void add(long long k,int i,int pos){

// cout << k <<" "<<i <<" "<<b[i].first<<" " <<b[i].second<<endl;

a[i].sum+=k;

if (b[i].first==b[i].second){

a[i].left = a[i].sum;

a[i].right = a[i].sum;

a[i].middle = a[i].sum;

return;

}

if (pos<=(b[i].first+b[i].second)/2){

add(k,i\*2+1,pos);

}else{

add(k,i\*2+2,pos);

}

a[i].left = max(a[i\*2+1].left,a[i\*2+1].sum+a[i\*2+2].left);

a[i].right = max(a[i\*2+2].right,a[i\*2+1].right+a[i\*2+2].sum);

a[i].middle = max(max(a[i\*2+1].middle,a[i\*2+2].middle),(a[i\*2+1].right+a[i\*2+2].left));

// cout << "max between "<<b[i].first <<" and "<<b[i].second<<" = "<<a[i].left <<" "<<a[i].right<<" "<<a[i].middle<<endl;

}

int main(){

int n,q;

cin >> n >> q;

init(0,1,n);

for (int i = 1; i<=n; ++i){

cin >> c[i];

add(c[i],0,i);

}

cout << a[0].middle <<endl;

for (int i = 1; i <= q; ++i){

int p;

long long k;

cin >> p >> k;

long long diff = k-c[p];

add(diff,0,p);

c[p] = k;

cout << a[0].middle<<endl;

}

}

### LCA

#include <iostream>

#include <cmath>

#include <string>

#include <map>

#include <vector>

using namespace std;

map<string,int> m;

int k,n;

vector<int> a[500];

int p[500];

int mk[500];

int d[500];

int orz;

int lca[500][500];

void dfs(int n,int dep){

// cout << n << " " << dep <<endl;

d[n] = dep;

mk[n] = orz;

for (unsigned i = 0; i < a[n].size(); ++i)

if (p[a[n][i]]==n)

dfs(a[n][i],dep+1);

}

int callca(int x,int y){

if (lca[x][y]!=-1) return lca[x][y];

if (x==y) lca[x][y] = x;

else if (d[x]>d[y]) lca[x][y] = callca(p[x],y);

else lca[x][y] = callca(x,p[y]);

return lca[x][y];

}

int main(){

string s,t;

n = 0;

m.clear();

memset(p,-1,sizeof p);

while (cin >> s >> t,s!="no.child"){

if (m.find(s)==m.end()){

m[s] = n;

++n;

}

if (m.find(t)==m.end()){

m[t] = n;

++n;

}

p[m[s]] = m[t];

a[m[t]].push\_back(m[s]);

a[m[s]].push\_back(m[t]);

}

memset(d,-1,sizeof d);

for (int i = 0; i < n; ++i)

if (p[i]==-1)

{

orz = i;

dfs(i,0);

}

memset(lca,-1,sizeof lca);

for (int i = 0; i < n; ++i)

for (int j = 0; j < n; ++j)

if (mk[i]==mk[j]){

callca(i,j);

}

while (cin >> s >> t){

if (m.find(s)==m.end()||m.find(t)==m.end()){

cout << "no relation\n";

continue;

}

if (mk[m[s]]!=mk[m[t]]){

cout << "no relation\n";

continue;

}

if (d[m[s]]>d[m[t]]){

if (lca[m[s]][m[t]]==m[t]){

if (p[m[s]]==m[t]){

cout << "child\n";

continue;

}

int dd = d[m[s]]-d[m[t]];

for (int i = dd; i>2; --i)

cout << "great ";

cout << "grand child\n";

continue;

}

else {

int lcc = lca[m[s]][m[t]];

int ans1 = min(d[m[s]]-1-d[lcc],d[m[t]]-1-d[lcc]);

int ans2 = abs(d[m[s]]-d[m[t]]);

cout << ans1 <<" cousin removed " << ans2 <<endl;

// cout << lcc <<" "<<d[lcc]<<" " <<d[m[s]]<<" " << d[m[t]]<<endl;

continue;

}

} else{

if (p[m[s]]==p[m[t]]){

cout << "sibling\n";

continue;

} else{

if (d[m[s]]==d[m[t]]||lca[m[s]][m[t]]!=m[s]){

int lcc = lca[m[s]][m[t]];

int ans1 = min(d[m[s]]-1-d[lcc],d[m[t]]-1-d[lcc]);

int ans2 = abs(d[m[s]]-d[m[t]]);

if (ans2!=0){

// cout << lcc <<" "<<d[lcc]<<" " <<d[m[s]]<<" " << d[m[t]]<<endl;

cout << ans1 <<" cousin removed " << ans2 <<endl;

} else{

// cout << lcc <<" "<<d[lcc]<<" " <<d[m[s]]<<" " << d[m[t]]<<endl;

cout << ans1 <<" cousin" <<endl;

}

continue;

}

if (lca[m[s]][m[t]]==m[s]){

if (p[m[t]]==m[s]){

cout << "parent\n";

continue;

}

int dd = d[m[t]]-d[m[s]];

for (int i = dd; i>2; --i)

cout << "great ";

cout << "grand parent\n";

continue;

}

}

}

}

}