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Languages define the constructs and protocols of communication. Programming lan-
guages, in particular, define the constructs that assist in communicating with machines.
With the growing complexity and need of software applications, it has become a challenge
to design an expressive, yet simple programming language. The complexity in a language
design mostly occurs due to the interaction of disparate features. This thesis is an effort in
simplifying and formally studying the design of intersection and union types in program-
ming languages.

Intersection and union types are advance and powerful features available inmanymodern
programming languages. Intersection types provide an interface to introduce an expression
of multiple types. Union types, on the other hand, provide an interface to express an expres-
sion of variant types. Interaction of intersection and union types is known to be non-trivial
in theory. This thesis examines the interaction of intersection and union types. Our study
starts with a deterministic type-based switch expression for the elimination of union types.
Disjointness plays an integral role in keeping the calculus deterministic, which ensures that
no two branches of a type-based switch expression overlap. Thus the scrutinee falls in amax-
imumof one branch. The resulting calculus is called λu. We further extend λu with powerful
and advance features of intersection types, subtyping distributivity, nominal types, and poly-
morphism. Moreover, we study λu with the merge operator. An extension with the merge
operator poses novel challenges in determinism.

Intersection and union types are well-known dual features. We also examine the duality of
intersection and union types formally in this thesis. The duality unifies some of the subtyp-
ing rules and reduces the theoretical complexity of a system with dual features. The benefits
include the reduction in number of subtyping rules and simplified proofs for certain theo-



rems such as subtyping transitivity. All of the metatheory of this thesis has been formalized
in the Coq theorem prover.

An abstract of 310 words
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1 Introduction

Programming languages are the firstmode of communication between humans and comput-
ers. As the name indicates, programming languages are primarily used to program comput-
ers andmachines in general. The robustness of a program largely depends upon the program-
ming language used to build that program. Programming languages have evolved over the
decades. Researches are working in various areas in the programming languages including
security, parallel computing, domain specific languages, compilers and quantum computing
among others.

Type systems [Cardelli 1996; Pierce 2002b] is one such area in the study of programming
languages. Type systems received significant attention in programming languages since they
were first introduced. Programming languages can roughly be categorized into statically
typed and dynamically typed languages considering the type system. C++ [Stroustrup 1986],
Java [Gosling et al. 2000] and Scala [Odersky et al. 2004] are some of the examples of statically
typed programming languages. Whereas, JavaScript [Crockford 2008], Python [VanRossum
et al. 1995] and most scripting languages are classified as dynamically typed programming
languages. Our focus will mainly revolve around statically typed programming languages
in this thesis. Statically typed languages perform type-checking at compile time. Whereas,
dynamically typed languages may perform type-checking at runtime.

Nevertheless, types play an essential role both in statically and dynamically typed lan-
guages. Types provide a robust mechanism to introduce and eliminate program expressions
by classifying the expressions in various categories or sets. A sound type system ensures that
a well-typed expression is used in the programwhere expected. In statically typed languages,
the type system raises an error at compile time if the expressions are ill-typed. The following
program illustrates the use of types in a program:

Int add (x : Int, y : Int) {
return x + y

}

result = add (1, 2) //accepted

3



1 Introduction

The above program will run fine because add is expecting two integers. The arguments 1 and
2 being passed to the add function are integers. Whereas, the following call to add will be
rejected at compile time:

add (1, "Hello") //rejected

Theproblem here is that we cannot and should not be adding an integer and a string together.
In this case, type system statically detects that "Hello" is not an integer and restrains from
the compilation. If not detected before compilation, such errors may cause the program to
terminate abnormally during execution. On the other hand, in an untyped programming
language, following error may go undetected during compilation:

add (x, y) {
return x + y

}

add (1, "Hello") //undetected error

Notice that no types are involved in this program. There is no static guarantee that either we
are adding two integers, strings or booleans. Such a program may crash at runtime.

Type systems further categorize programs into well-typed and ill-typed programs. Ill-
typed programs may contain a runtime error thus rejected at compile time. Whereas, well-
typed programs do not go wrong because of typing errors. Thus type system guarantees the
absence of certain runtime behaviors where programmay go wrong. Types also provide a form
of program documentation. For example, by looking at the return type of a function one can
learn what should be expected from the function.

While type systems come with benefits, the study of type systems is hard. Adding a new
feature with sound theoretical standings is non-trivial. Normally, the theoretical complexity
of the type system increases with the number of features and how various features interact.
Interacting features are hard to deal with compared to the orthogonal features. The type
system becomes sophisticated with more advance features resulting in significant increase
of complexity in the metatheory. Intersection and union types [Barbanera et al. 1995; Dun-
field 2014; Muehlboeck and Tate 2018; Pierce 2002a] are such sophisticated advance features
which can significantly increase the theoretical complexity of a sound type system.

Intersection types allow to construct a term of multiple (maybe) non-overlapping types.
Union types allow a term to have alternative types. Many modern programming languages
support intersection and union types, such as Scala [Odersky 2021] and Ceylon [King 2013].
This illustrates the significance of these features in today’s programming universe. The in-
tersection and union types are useful to encode various programming constructs such as
function overloading [Cardelli and Wegner 1985; Castagna et al. 1995; Wadler and Blott
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1989] and multiple inheritance [Compagnoni and Pierce 1996]. The following Scala code
demonstrates the use of intersection and union types in practice:

trait Person () {}
trait Robot () {}

//illustrating intersection types
class Hybrid () extends Person with Robot {}

//illustrating union types
def speak(x: Person | Robot): String = {

x match
case p: Person ⇒ "I am person"
case r: Robot ⇒ "I am robot"

}

The first two lines of the code declare two traits i.e. Person and Robot. We then create a class
named Hybrid. Note that the class Hybrid extends two traits, the Person and Robot using the
keyword with . In Scala, the keyword with uses intersection types for multiple interface in-
heritance. Next, we define a function speak. It takes an input of type Person or Robot (Person
| Robot). The function speak then returns different value depending upon the specific type of
parameter x. Such a type-based case analysis on an expression of union of types is analogous
to function overloading [Cardelli and Wegner 1985; Castagna et al. 1995; Wadler and Blott
1989]. Similar to function overloading, the type-based case analysis provides the flexibil-
ity of executing disparate code depending on the dynamic (specific) type of the expression.
Another Scala example1 illustrating the usability of intersection and union types is:

trait Fish {
def swim(): Unit = {}

}

trait Bird {
def fly(): Unit = {}

}

//illustrating intersection types
class FlyingFish() extends Fish with Bird {

override def swim(): Unit = {}
override def fly(): Unit = {}

}

var flyingFish: Fish & Bird = FlyingFish()

1https://medium.com/@Methrat0n/intersection-type-in-scala-5320dedf5cf.
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flyingFish.fly() //safe
flyingFish.swim() //safe

//illustrating union types
def move(FishOrBird: Fish | Bird): Unit =
FishOrBird match

case fish: Fish ⇒ fish.swim()
case bird: Bird ⇒ bird.fly()

Although, intersection and union types can encode such powerful and advance program-
ming features. The interaction of intersection and union types is known to be non-trivial in
theory. For example, the challenges involved in the subtyping distributivity of intersection
and union types [Barendregt et al. 1983]. Huang and Oliveira [2021] elegantly explain such
challenges. This thesis examines the interaction of intersection and union types in various
theoretical and practical settings. It consists of two main technical parts:

1. In part 1 (Chapters 3 to 5), we discuss the constructs to introduce and eliminate inter-
section types and union types respectively in a type-safe manner. Specifically, we start
with a type-based switch expression for union elimination based upon the disjointness
called λu calculus. λu is designed to keep the branches of a switch expression disjoint.
Disjointness prevents a value to fall in multiple branches and ensures the determinism
of the calculus. This work is dual to disjoint intersection types [Oliveira et al. 2016] in
its simplified form. We then extend λu with advanced features including intersection
types, nominal types, subtyping distributivity and disjoint polymorphism. Moreover,
we studyλu with themerge operatorwhich results in loss of determinism still retaining
type soundness.

2. Part 2 (Chapter 6) consists of a study of subtyping relation which exploits the duality
of intersection and union types. We show that the theoretical complexity of subtyping
decreases by exploiting the duality of intersection types and union types. We also
explore extra features that come for free with the duality.

1.1 Union types and disjoint switch expressions

Most programming languages support some mechanism to express terms with alternative
types. Algol 68 [Van Wijngaarden et al. 1969; van Wijngaarden et al. 2012] included a form
of tagged unions for this purpose. With tagged unions an explicit tag distinguishes between
different cases in the union type. Such an approach has been adopted by functional lan-
guages, likeHaskell,ML, orOcaml, which allow tagged unions (or sum types [Pierce 2002b]),
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typically via either algebraic datatypes [Burstall et al. 1981] or variant types [Garrigue 1998].
Languages like C or C++ support untagged union types where values of the alternative types
are simply stored at the same memory location. However, there is no checking of types when
accessing values of such untagged types. It is up to the programmer to ensure that the proper
values are accessed correctly in different contexts; otherwise the programmay produce errors
by accessing the value at the incorrect type.

Modern OOP languages, such as Scala 3 [Odersky 2021], Flow [Chaudhuri 2015], Type-
Script [Bierman et al. 2014], and Ceylon [King 2013], support a form of untagged union
types. In such languages a union typeA∨Bdenotes expressionswhich canhave typeA or type
B. Union types have grown to be quite popular in some of these languages. A simple Google
search on questions regarding union types on StackOverflow returns around 6620 results (at
the time of writing), many of which arising from TypeScript programmers. Union types can
be useful in many situations. For instance, union types provide an alternative to some forms
of overloading and they enable an approach to nullable types (or explicit nulls) [Gunnerson
2012; Nieto et al. 2020].

Eliminationconstruct foruniontypes. To safely access valueswith union types, some
form of elimination construct is needed. Many programming languages often employ a lan-
guage construct that checks the types of the values at runtime for this purpose. Several elim-
ination constructs for (untagged) union types have also been studied in the research litera-
ture [Benzaken et al. 2003; Castagna et al. 2014a; Dunfield 2014]. Typically, such constructs
take the form of a type-based case analysis expression. An example of the elimination con-
struct for union types in Scala is shown next:

var str: String | Null = null

str match
case s: String ⇒ s.length
case n: Null ⇒ -1

The code starts by declaring a variable str of type String | Null. It then does a type-
based case analysis on str to safely access the length function. Without such a type-based
case analysis, a call to length function (s.length) may result in a runtime error because the
length function is not defined on null values. This code uses a recently proposed explicit
nulls [Nieto et al. 2020] feature of the Scala programming language. The core of this feature
lies in revising the subtyping hierarchy of Scala. Interested reader may refer to the original
publication for details. When enabled, explicit nulls allow to explicitly mark the nullable
values. For example, str in this example stores a null value, therefore, it must be having the
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type Null explicitly. In other words, the following program will be rejected which stores a
null value but does not explicitly marks it nullable with the static type of str.

var str: String = null //rejected

Complication with subtyping. A complication is that the presence of subtyping intro-
duces the possibility of overlapping types. For instance, we may have a Student and a Person,
where every student is a person (but not vice-versa). If we try to eliminate a union using
such types we can run into situations where the type in one branch can cover a type in a
different branch (for instance Person can cover Student). More generally, types can partially
overlap and for some values two branches with such types can apply, whereas for some other
values only one branch applies. Therefore, the design of such elimination constructs has to
consider what to do in situations where overlapping types arise. A first possibility is to have a
non-deterministic semantics, where any of the branches that matches can be taken. However,
in practice determinism is a desirable property, so this option is not practical. A second pos-
sibility, which is commonly used for overloading, is to employ a best-match semantics, where
we attempt to find the case with the type that best matches the value. Yet another option is
to use a first-match semantics, which employs the order of the branches in the case. Various
existing elimination constructs for unions [Benzaken et al. 2003; Castagna et al. 2014a] em-
ploy a first-match approach. All of these three options have been explored and studied in the
literature.

They Ceylon programming language. The Ceylon language [King 2013] is a JVM-
based language that aims to provide an alternative to Java. The type system is interesting
in that it departs from existing language designs, in particular with respect to union types
and method overloading. The Ceylon designers had a few different reasons for this. They
wanted to have a fairly rich type system supporting, among others: subtyping; generics with
bounded quantification; union and intersection types; and type-inference. The aim was to sup-
port most features available in Java, as well as a few new ones. However the Ceylon designers
wanted to do this in a principled way, where all the features interacted nicely. A stumbling
block towards this goal was Java-style method overloading [Tate 2011]. The interaction of
overloading with other features was found to be challenging. Additionally, overloadedmeth-
ods with overlapping types make reasoning about the code hard for both tools and humans.
Algorithms for finding the best match for an overloaded method in the presence of rich type
system features (such as those in Ceylon) are challenging, and not necessarily well-studied
in the existing literature. Moreover allowing overlapping methods can make the code harder
to reason for humans: without a clear knowledge of how overloading resolution works, pro-
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grammers may incorrectly assume that a different overloaded method is invoked. Or worse,
overloading can happen silently, by simply reusing the same name for a new method. These
problems can lead to subtle bugs. For these reasons, the Ceylon designers decided not to
support Java-style method overloading.

To counter the absence of overloading, theCeylon designers turned to union types instead,
but in a way that differs from existing approaches. Ceylon includes a type-based switch con-
struct where all the cases must be disjoint. If two types are found to be overlapping, then the
program is statically rejected. For example, the following program will statically be rejected
in Ceylon (where Student is a subtype of Person):

// Student <: Person, PG <: Student
Student | Person human = PG();

switch (human)
case (is Person) {}
case (is Student) {}

Whereas, the following program is accepted:

Person | Robot hybrid = Robot();

switch (hybrid)
case (is Person) {}
case (is Robot) {}

Many common cases of method overloading, which are clearly not ambiguous, can be
modelled using union types and disjoint switches. By using an approach based on disjoint-
ness, some use cases for overloading that involve Java-style overloading with overlapping
types are forbidden. However, programmers can still resort to creating non-overloaded
methods in such a case, which arguably results in code easier to reason about. Disjointness
ensures that it is always clear which implementation is selected for an “overloaded” method,
and only in such cases overloading is allowed2. In the switch construct, the order of the cases
does not matter and reordering the cases has no impact on the semantics, which can also aid
program understanding and refactoring. Finally, from the language design point of view, it
would be strange to support two mechanisms (method overloading and union types), which
greatly overlap in terms of functionality.

Theoretical study of disjoint switches. While implemented in the Ceylon language,
disjoint switches have not been studied formally. To our knowledge, thework byMuehlboeck

2Ceylon does allow dynamic type tests, which in combination with switches can simulate some overlapping.
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and Tate [2018] is the only work where Ceylon’s switch construct and disjointness are men-
tioned. However, their focus is on algorithmic formulations of distributive subtyping with
unions and intersection types. No semantics of the switch construct is given. Disjointness is
informally defined in various sentences in the Ceylon documentation. It involves a set of 14
rules described in English [King 2016]. Some of the rules are relatively generic, while others
are quite language specific. Interestingly, a notion of disjointness has already been studied
in the literature for intersection types [Oliveira et al. 2016]. That line of work studies calculi
with intersection types and a merge operator [Reynolds 1988]. Disjointness is used to pre-
vent ambiguity in merges, which can create values with types such as Int ∧ Bool. Only values
with disjoint types can be used in a merge.

1.2 Duality of subtyping

Subtyping is a concept frequently encountered in many programming languages and cal-
culi. It is also a pervasive and fundamental feature inObject-Oriented Programming (OOP).
Various forms of subtyping exist for different type system features, including intersection
types [Barbanera et al. 1995], union types [Barbanera et al. 1995] or bounded quantifica-
tion [Canning et al. 1989]. Modern OOP languages such as Scala [Odersky et al. 2004],
Ceylon [King 2013], Flow [Chaudhuri 2015] or TypeScript [Bierman et al. 2014] all support
the aforementioned type system features.

As programming languages evolve, new features are added. This requires that subtyping
for these new features is developed and also integrated with existing features. However, the
design and implementation of subtyping for new features is quite often non-trivial. There are
several, well-documented issues in the literature. These include finding algorithmic forms
for subtyping (for instance doing transitivity elimination) [Steffen and Pierce 1994] or prov-
ing metatheoretical properties such as transitivity or narrowing [Abel and Rodriguez 2008].
Such issues occur, for instance, in some of the latest developments for OOP languages, such
as the DOT calculi (which model the essence of Scala) [Amin et al. 2012]. One possible way
to reduce the non-trivial amount of work needed to develop new features, would be if two
related features could be develop at once with a coherent design. This thesis explores a new
methodology that enables such benefits.

Normally programming language features are designed independently of each other. How-
ever there are features that are closely related to each other, and can be viewed as dual features.
Various programming language features are known to be dual in programming language
theory. For instance sum and product types are well-known to be duals [Bird and de Moor
1996]. Similarly universal and existential quantification are dual concepts as well [Barwise
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and Cooper 1981]. Moreover duality is a key concept in category theory [Lane 1998] and
many abstractions widely used in functional programming (such as Monads and CoMon-
ads [Uustalu and Vene 2008]) are also known to be duals.

In OOP type systems dual features are also common. For instance all OOP languages con-
tain a top type (called Object in Java or Any in Scala), which is the supertype of all types.
Many OOP languages also contain a bottom type, which is a subtype of all types. Top and
bottom types can be viewed as dual features, mirroring the functionality of each other. Inter-
section and union types are another example of dual features. The intersection of two types
A and B can be used to type a value that implements both A and B. The union of two types A
and B can be used to type a value that implements either A or B.

Duality in OOP and subtyping is often only informally observed by humans. For instance,
by simply understanding the behaviour of the features and observing their complementary
roles, as we just did in the previous paragraph. At best duality is more precisely observed by
looking at the rules for the language constructs and their duals and observing a certain sym-
metry between those rules. However existing formalisms and language designs for type sys-
tems and subtyping relations do not directly incorporate duality. Unfortunately this means
that an opportunity to exploit obvious similarities between features is lost.

This thesis proposes a novel methodology for designing subtyping relations that exploits
duality between features directly in the formalism. At the core of our methodology is a gen-
eralization of subtyping relations, which we call Duotyping. Duotyping is parameterized by
the mode of the relation. One of these modes is the usual subtyping, while another mode
is supertyping (the dual of subtyping). Using the mode it is possible to generalize the usual
rules of subtyping to account not only for the intended behaviour of one particular language
construct, but also of its dual. This means that the behaviour of the language construct and
its dual is modelled by a single, common set of rules. In turn this ensures that the behaviour
of the two features is modelled consistently. Moreover it also enables various theorems/prop-
erties of subtyping to be generalized to account for the dual features. Therefore, Duotyping
offers similar benefits to the how duality is exploited in category theory. More concretely,
Duotyping bringsmultiple benefits for the design of subtyping relations, which are discussed
next.

Shorter specifications. When duality is exploited in specifications of subtyping it leads
to shorter specifications because rules for dual features are shared. This also ensures a consis-
tent design of the rules between the dual features directly in the formalism. Such consistency
is not enforceable in traditional formulations of subtyping where the rules are designed sep-
arately, and thus their design is completely unconstrained with respect to the dual feature. A
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concrete example that illustrates shorter specifications is a traditional subtyping relationwith
top, bottom, union and intersection types, which would normally have 8 subtyping rules for
those constructs. In a design with Duotyping we only need 5 subtyping rules. Basically we
need only half of the rules (4 in this case) to model the feature-specific rules, plus an addi-
tional duality rule which is generic (and plays a similar role to reflexivity and transitivity).

“Buy” one feature get one feature for free! Duality can lead to the discovery of new
features. While top and bottom types, or intersection and union types are well-known in the
literature (and understood to be duals), other features in languages with subtyping do not
have a known dual feature in the literature. This is partly because, when a language designer
employs traditional formulations of subtyping, he/she is often only interested in the design
of a feature (but not necessarily of its dual). Even for the case of union and intersection types,
intersection types were developed first and the development of union types occurred years
later. Because the dual feature is often also useful, the traditional way to design subtyping
rules represents a loss of opportunity to get another language feature essentially for free.

One well-known example of a language feature that has been widely exploited in the liter-
ature, but its dual feature has receivedmuch less attention is bounded quantification [Cardelli
and Wegner 1985]. Bounded quantification allows type variables to be defined with upper
bounds. However lower bounds are also useful. One can think of universal quantification
with lower bounds as a dual to universal quantification with upper bounds. The essence of
(upper) bounded quantification is captured by the well-known F<: calculus [Cardelli and
Wegner 1985]. However, as far as we know, there is no design that extends F<: with lower
bounded quantification in the literature. Applying a Duotyping design to F<: gives us, nat-
urally, the two features at once (lower and upper bounded quantification), as illustrated in
our Section 6.3. Such generalization of bounded quantification is related to the recent form
of universal quantification with type bounds employed in Scala and the DOT family of cal-
culi [Amin et al. 2012]. However, while Scala’s type bounds are more expressive than what
we propose, they are also much more complex and are in fact one of the key complications
in the type systems of languages like Scala. Most DOT calculi require a built-in transitivity
rule in subtyping because it is not known how to eliminate transitivity. In contrast, the gen-
eralization of F<: proposed by us has a formulation of subtyping where transitivity can be
proved as a separate lemma.

New proof techniques. Designs of subtyping with duality also enable new proof tech-
niques that exploit such duality. For instance there are various theorems that can be stated for
both a feature and its dual, instead of having separate theorems for both. Some of the proper-
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ties of union and intersection types are examples of this. Moreover, Duotyping also enables
new proof techniques to prove traditionally hard theorems such as transitivity. Surprisingly
to us, for the vastmajority of the calculi that we have applied Duotyping to, transitivity proofs
have been considerably simpler than their corresponding traditional formulations due to the
use of Duotyping!

Shorter implementations. Finally Duotyping also enables for shorter implementations.
The benefits of shorter implementations are similar and follow from the benefits of shorter
specifications. However there is a complicating factor when moving from a relational spec-
ification into an implementation: the duality rule is non-algorithmic. This is akin to what
happens with transitivity, which is often also used in declarative formulations of subtyping.
Eliminating transitivity to obtain an algorithmic system can often be a non-trivial challenge
(as illustrated, for instance, by the DOT family of calculi [Amin et al. 2012]). However, we
show that there is a simple and generally applicable technique that can be used to move from
a declarative formulation of Duotyping into an algorithmic version. This contrasts with tran-
sitivity, for which there is not a generally applicable transitivity elimination technique.

1.3 Outline and contributions

In this thesis we discuss the introduction and elimination constructs for intersection and
union types respectively. We also discuss the challenges involved in the integration of such
constructs in a calculus. Moreover, we study the duality of subtyping with intersection and
union types. We show that the duality of subtyping decreases the theoretical complexity of a
calculus with dual features. All of the metatheory of this thesis has been formalized in Coq3

theorem prover and is available at:

• Chapter 3: https://github.com/baberrehman/disjoint-switches

• Chapter 4: https://github.com/baberrehman/phd-thesis-artifact/tree/main/artifact/chap4

• Chapter 5: https://github.com/baberrehman/phd-thesis-artifact/tree/main/artifact/chap5

• Chapter 6: https://github.com/baberrehman/coq-duotyping

• AppendixA:https://github.com/baberrehman/phd-thesis-artifact/tree/main/artifact/appendixA

3Coq is an interactive theorem prover where the proofs are written by humans and are machine-checked.
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1 Introduction

Contributions towardsdisjoint switches. We studyunion typeswith disjoint switches
formally and in a language independent way. We present the union calculus (λu), which in-
cludes disjoint switches and union types. The notion of disjointness in λu is interesting in
the sense that it is the dual notion of disjointness for intersection types. We prove several
results, including type soundness, determinism and the soundness and completeness of algo-
rithmic formulations of disjointness. We also study several extensions of λu. In particular,
the first extension (discussed in Section 3.3) adds intersection types, nominal types and dis-
tributive subtyping to λu. It turns out such extension is non-trivial, as it reveals a challenge
that arises for disjointness when combining union and intersection types: the dual notion of
disjointness borrowed from disjoint intersection types no longer works, and wemust employ
a novel, more general, notion instead. Such change also has an impact on the algorithmic
formulation of disjointness, which must change as well. We also study two other extensions
for parametric polymorphism and a subtyping rule for a class of empty types in this thesis.
We prove that all the extensions retain the original properties of λu. Furthermore, for our
subtyping relation in Section 3.3 we give a sound, complete and decidable algorithmic for-
mulation by extending the algorithmic formulation employing splittable types by Huang and
Oliveira [2021].

To illustrate the applications of disjoint switches, we show that they provide an alterna-
tive to certain forms of overloading, and they enable a simple approach to nullable (or op-
tional) types. We also study λu with the merge operator [Dunfield 2014; Oliveira et al. 2016;
Reynolds 1988] and the resulting calculus is called λum. The merge operator is an intro-
duction form for intersection types. This addition results in another category of challenges
for determinism. Therefore, λum studied in this thesis is non-deterministic but type-safe.
All the results about λu, its extensions, and λum have been formalized in the Coq theorem
prover.

Contributions towards duality. To evaluate a design based on Duotyping against tra-
ditional designs of subtyping, we formalized various calculi with commonOOP features (in-
cluding union types, intersection types and bounded quantification) in Coq in both styles.
Our results show that themetatheory when using Duotyping has similar complexity and size
compared to traditional designs. However, the Duotyping formalizations come with more
features (for instance lower-bounded quantification) that dualize other well-known features
(upper-bounded quantification). Finally, we also show that Duotyping can significantly sim-
plify transitivity proofs for many of the calculi studied by us.

Outline. The outline of the thesis is:
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• Chapter 2 provides related background. Specifically, this chapter discusses the back-
ground of intersection types, merge operator, union types and elimination constructs
for union types. Finally, this chapter discusses the concept of duality in logic and in
programming languages.

• Chapter 3 studies a union calculus for deterministic elimination of union types. The
calculus is called λu. Later parts of Chapter 3 enrich λu with advance features includ-
ing intersection types, subtyping distributivity, nominal types and a restrictive form
of disjoint polymorphism based on the ground types restriction.

• Chapter 4 further increases the expressiveness of disjoint polymorphism. In particular,
this chapter removes ground type restriction from disjoint polymorphism and studies
a novel disjointness algorithm based on splittable types [Huang and Oliveira 2021].

• Chapter 5 studies λu with the merge operator. The merge operator [Dunfield 2014;
Oliveira et al. 2016; Reynolds 1988] is an introduction form for intersection types.
The resulting calculus is calledλum. The integration of themerge operator and disjoint
switches result in novel challenges for determinism. Therefore, λum retains type-safety
but lacks determinism. This chapter also studies the completeness of λum with respect
to Dunfield [2014].

• Chapter 6 Studies the duality of subtyping formally with intersection and union types.
The duality of subtyping results in various benefits such as reduced complexity in the
metatheory and extra features of lower bounds and lower bounded quantification.

• Chapters 7 and 8 discuss the related work and the future work respectively.

• Appendix A studies another variant of algorithmic disjointness based on the so called
Common Ordinary Subtypes (COST).

A part of this thesis is based on the following publications:

• Chapter 3: Baber Rehman, Xuejing Huang, Ningning Xie and Bruno C. d. S. Oliveira.
2022. “UnionTypeswithDisjoint Switches”. InEuropeanConference onObject-Oriented
Programming (ECOOP).

• Chapter 5: Baber Rehman and Bruno C. d. S. Oliveira. 2023. “Type Soundness with
Unrestricted Merges”. (In Submission). Journal of Functional Programming (JFP).

• Chapter 6: Bruno C. d. S. Oliveira, Cui Shaobo and Baber Rehman. 2020. “The Dual-
ity of Subtyping”. In European Conference on Object-Oriented Programming (ECOOP).
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Prerequisites. A background in type systems is assumed to understand the technical con-
tents of this thesis. Interested readersmay go overTypes and Programming Languages [Pierce
2002b] or volume 1 and volume 2 of Software Foundations [Pierce et al. 2010] to acquire the
relevant technical background.
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2 Background

This chapter provides backgroundon intersection types, union types, and commonapproaches
to introduce and eliminate intersection and union types respectively. It then explains the
Ceylon approach to union types, and discusses a few applications of union types. Finally,
it illustrates the concept of duality in logic and in the subtyping of intersection and union
types.

2.1 Intersection Types

Intersection types have a sound history in the study of programming languages and logic
in general. They have been studied by multiple researchers [Barbanera et al. 1995; Dun-
field 2014; Muehlboeck and Tate 2018; Pierce 2002a] in various settings. Intersection types
correspond to product types and conjunction in category theory and logic respectively. In
classical logic, types are interpreted as sets and the intersection of types correspond to the
intersection of sets. In particular, the intersection of types is viewed as an intersection of
values inhabited by the types. The intersection of Int and Bool does not inhabit any values
in this view because set-intersection of the values of Int and Bool is an empty set. Therefore,
the type Int ∧ Bool is an empty type in classical logic. But as per the Curry–Howard corre-
spondence [Curry et al. 1958; Howard 1980], intersection types correspond to conjunctions
and conjunctions correspond to product types. The product of type Int and Bool is inhabited
by a pair such as (1, true). We follow the later interpretation of the intersection types where a
value of the type Int ∧ Bool is inhabited.

In programming languages an expression e has an intersection typeA∧Bwhen e is both of
type A and B simultaneously. Therefore, an expression of the type A∧B can safely be treated
as an expression of the type A or B. In other words, we can extract the value of any of the
given types from an expression of intersection of those types. For example:

Int&Bool temp (x : Int) {}

Function temp takes an integer value as an input and returns both an integer and a boolean
value. In a calculus with subtyping temp can safely be used in the context where an integer
or a boolean is expected. This is because the return type of temp says that it returns both

17



2 Background

an integer and a boolean at the same time. Therefore, it is safe to extract an integer as well
as a boolean value from the return value of temp. For example, the following add function
consumes the return value of temp function, filters the integer part and performs addition
operation only on the integer part:

Int add (x : Int, y : Int) {
return temp(x) + y

}

This is because of the inversion of following subtyping rules for intersection types:
s-andb
A <: C

A ∧ B <: C

s-andc
B <: C

A ∧ B <: C

History. Coppo et al. [1981] and Pottinger [1980] initially studied intersection types in
programming languages to assign meaningful types to terms. The intersection types for
the multiple inheritance are studied by Compagnoni and Pierce [1996]. Extending a class
by an intersection of multiple types naturally results in multiple inheritance. Pierce [1991]
studied a calculus with intersection types, union types and polymorphism. Pierce has also
shown the practicality of intersection types using diverse programming examples. Dunfield
[2014] studied a calculus with intersection and union types using an elaboration semantics.
Dunfield elaborated intersections to product types and unions to sum types. The intersec-
tion types have also been studied in the context of refinement types [Freeman and Pfenning
1991]. Refinement types increase the expressiveness of types. They pose a restriction on the
formation of intersections and does not allow intersections of certain types. Specifically, in
refinement types, only those intersections are allowed which can be refined. For example:

Int temp2 (x : Int&Real) {}

is allowed in such calculi because Int is a refinement of Real. But an intersection of Int∧Bool
is not allowed because none of the types is a refinement of each other.

Introduction and elimination. The traditional typing rule to introduce an expression
of intersection types is:

typ-and
Γ ⊢ e : A Γ ⊢ e : B

Γ ⊢ e : A ∧ B

This rule says that if an expression is of type A and type B, then that expression can safely
be treated as of typeA∧B. It is trivial to say by inversion that if an expression is of typeA∧B,
then that expression can safely be cast to A and B separately, as illustrated by:
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2.2 Merge Operator

typ-andl
Γ ⊢ e : A ∧ B

Γ ⊢ e : A

typ-andr
Γ ⊢ e : A ∧ B

Γ ⊢ e : B

It is important to notice that the rules typ-andl and typ-andr are subsumed by the sub-
sumption rule in a system with subtyping. A natural question arises at this point is what if
we want to construct an expression of two non-overlapping types? Such as Int and Bool. For
example, considering the temp function:

Int&Bool temp (x : Int) {}

How would we construct an expression of type Int∧Bool as the return value of this func-
tion? The traditional introduction rule for intersection types does not have enough expres-
sive power to construct such an expression. The so called merge operator [Dunfield 2014;
Huang and Oliveira 2020; Oliveira et al. 2016; Reynolds 1988] was introduced for this pur-
pose and is discussed next.

2.2 Merge Operator

The intersection types roughly correspond to the product types in category theory. But clas-
sical intersections cannot model all of the expressions of category theory. For example, the
product types allow to construct a pair with the following terms:

(1, true) : (Int, Bool)

But the traditional introduction rule for the intersection types (rule typ-and) cannot con-
struct a term having both integer and boolean in it. It is because of the fact that there is
no corresponding term level construct which can encode an expression of multiple non-
overlapping types. The merge operator [Dunfield 2014; Huang and Oliveira 2020; Oliveira
et al. 2016; Reynolds 1988] is studied to overcome this shortcoming. The merge operator
significantly increases the term level expressiveness of a calculus. The introduction rule for
the intersection types with the merge operator is:

typ-merga
Γ ⊢ e1 : A Γ ⊢ e2 : B

Γ ⊢ e1‚‚e2 : A ∧ B [Oliveira et al. 2016]

Notice that e1 and e2 may not necessarily be the same expressions in rule typ-merga. By
exploiting the expressiveness of the merge operator, one can write the following program:

x : Int&Bool = 1,,true
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Int&Bool extend(x : Int, y : Bool) {
return x,,y

}

The merge operator was first introduced in Forsythe programming language by Reynolds
[1997]. Dunfield [2014] further studied the merge operator with union types. Dunfield
followed an elaboration semantics where intersection types elaborate to product types and
merges to pairs. However, the calculus proposed by Dunfield is non-deterministic. For ex-
ample, an expression 1,,2 may reduce to either 1 or 2. Oliveira et al. [2016] studied dis-
joint intersection types to overcome the non-deterministic behaviour of the merge operator.
Oliveira et al. [2016] proposed a disjointness constraint for the merge operator. The typing
rule for the merge operator in their calculus is:

typ-mergb
Γ ⊢ e1 : A Γ ⊢ e2 : B A ∗ B

Γ ⊢ e1‚‚e2 : A ∧ B

The last premise of the rule typ-mergb imposes a so called disjointness constraint. In sum-
mary, non-overlapping types are disjoint types. For example Int is disjoint to Bool but Int is
not disjoint to Int or ⊤. Therefore a merge of 1,,true is allowed but a merge of 1,,2 is not
allowed with such a disjointness constraint.

The calculi studied by Dunfield [2014] and Oliveira et al. [2016] follow an elaboration
semantics. Recently, Huang and Oliveira [2020] proposed a direct operational semantics for
the merge operator. Alpuim et al. [2017] further studied disjoint intersection types and the
merge operator with disjoint polymorphism. It is a variant of the parametric polymorphism
[Canning et al. 1989; Cardelli and Wegner 1985] and allows the following program:

X&Y extend[X * Y] (x : X, y : Y) {
return x,,y

}

X and Y are the type variables. The type variable Y can be instantiated with any type, whereas
X can only be instantiated with types that are disjoint with Y.

Themerge operator is useful to encodemulti-field records from single-field records [Reynolds
1988]. A core language only needs to support single-field records and single-field record
types. In the presence of the merge operator, multi-field records are simply the merges of
single-field records and multi-field records types are the intersections of single-field record
types:

type Student = {name : String} & {id : Int} //multi-field record type
s : Student = {name = "John"} ,, {id = 123} //multi-field record
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Bi et al. [2018a] further studied merge operator with nested composition and family poly-
morphism. Bi and Oliveira [2018] studied typed first class traits and dynamic inheritance
with static guarantee by exploiting the disjoint intersection types. The first class traits treat
classes or traits as first class citizens where they may be passed to or return from a func-
tion, thus enabling dynamic inheritance. This enables type-checking highly dynamic ob-
ject oriented features which are non-trivial to deal with in traditional OOP languages. Xie
et al. [2020] show that row and bounded polymorphism can be encoded using disjoint poly-
morphism. The merge operator can also encode function overloading [Castagna et al. 1995;
Reynolds 1988]. This is illustrated by the following example:

(succ,,not) 1
(succ,,not) true

The succ function has type Int → Int and not function has type Bool → Bool. The merge of
these two functions has the type Int → Int ∧ Bool → Bool.

(succ,,not) : (Int → Int)&(Bool → Bool)

The application of (succ,,not) to 1 yields 2, whereas an application on true yields false. The
semantics chooses the right function for application depending upon the dynamic type of
the argument. This is further discussed in detail in Chapter 5.

2.3 Tagged Union Types

Many systems model tagged union types (also called sum types or variants types), where
explicit tags are used to construct terms with union types, as in languages with algebraic
datatypes [Burstall et al. 1981] or (polymorphic) variants [Garrigue 1998]. In their basic
form, there are two introduction forms: inj1 : A → A ∨ B turns the type of an expression
from A into A∨ B; and inj2 : B → A∨ B turns the type of an expressions from B into A∨ B.

For example, we can have:

inj1 "foo": String | Int
inj2 1 : String | Int

Note that in the code above we write union types as String | Int (instead of String ∨ Int),
since this is a common notation in many programming languages, including Ceylon.

Using tagged union types, we can implement a safe integer division function, as1:

String | Int safediv (x : Int) (y : Int) =
if (y == 0) then inj1 "Divided by zero" else inj2 (x / y) // uses tags

1Throughout this thesis, we write union types as A | B in code, since this is widely adopted in programming
languages (e.g., Ceylon, Scala, and TypeScript), and as A ∨ B in the formal calculi, which is more frequently
used in the literature.
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Here the intention is to have a safe (integer) division operation that detects division by zero
errors, and requires clients of this function to handle such errors. The return type String

| Int denotes that the function can either return an error message (a string), or an integer,
when division is performed without errors.

Elimination form for taggedunion types. Tagged union types are eliminated by some
form of case analysis. For consistency with the rest of the thesis, we use a syntactic form with
switch expressions for such case analysis. For example, the following program tostring has
different behaviors depending on the tag of x, where show takes an Int and returns back its
string representation.

String tostring (x: String | Int) = switch (x)
inj1 str → str
inj2 num → show num

Combining union type construction in safediv and its elimination in tostring, we can easily
implement an interface which returns the result of safe division as one String.

> tostring (safediv 42 2)
"21"
> tostring (safe 42 0)
"Divided by zero"

2.4 Un-tagged Union Types

Union types are commonly used to deal with heterogeneous data where we do not know
the exact type of data at compile time. However, we know that data can only be among the
certain types. For example, we know statically that argument to a function may either be Int
or Bool, but we do not know if it’s Int or Bool.

As the name suggests, untagged union types do not carry a tag to distinguish between right
and left part of the union. Thus with untagged union types, above example will be written
as:

"foo": String | Int
1 : String | Int

Notice that we do not carry explicit tags. Specifically, inj1 and inj2 in the example above
have been eliminated.
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2.5 Type-directed Elimination forms for Union Types

While tags are useful to make it explicit which type a value belongs to, they also add clutter
in the programs. On the other hand, in systems with subtyping for union types [Dunfield
2014;Muehlboeck andTate 2018; Pierce 1991], explicit tags are replaced by implicit coercions
represented by the two subtyping rules A <: A ∨ B and B <: A ∨ B. In this thesis we refer
to union types where the explicit tags are replaced by implicit coercions as untagged union
types, or simply union types. In those systems, a term of type A or B can be directly used as
if it had type A ∨ B, and thus we can write safe division as:

String | Int safediv2 (x : Int) (y : Int) =
if (y == 0) then "Divided by zero" else (x / y) // no tags!

However, now the elimination form of union types cannot rely on explicit tags anymore, and
different systems implement elimination forms differently. The most common alternative is
to employ types in the elimination form. We review type-directed union elimination next.
Please note that type-directed elimination corresponds to type-directed elimination form for
union types. Generally, when we write tag or type-directed union elimination, we refer to
elimination form for tag or type-directed union types.

Type-directed elimination. Some systems [Castagna et al. 2014a] support type-directed
elimination of union types. For instance, tostring2 has different behaviors depending on the
type of x.

String tostring2 (x: String | Int) = switch (x)
(y : String) → y
(y : Int) → show y

Note that here show does not need to be overloaded, as the type-directed elimination turns
the variable x of type String | Int into the variable y of type Int.

However, compared to tag-directed elimination, extra caremust be takenwith type-directed
elimination. In particular, while we can easily distinguish tags, ambiguity may arise when
types in a union type overlap for type-directed elimination. For example, consider the type
Person | Student, where we assume Student is a subtype of Person. With type-directed elim-
ination, we can write:

Bool isstudent (x: Person | Student) = switch (x)
(y : Person) → false
(y : Student) → true

Now it is unclear what happens if we apply isstudent to a term of type Student, as its type
matches both branches. In some calculi [Dunfield 2014], the choice is not determined in the
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semantics, in the sense that either branch can be chosen. This leads to a non-deterministic
semantics. In some other languages or calculi [Castagna et al. 2014a], branches are inspected
from top to bottom, and the first one that matches the type gets chosen. However, in those
systems, as Person is a supertype of Student, the first branch subsumes the second one and
will always get chosen, and so the second branch will never get evaluated! This may be un-
intentional, and similar programs being accepted can lead to subtle bugs. Even if a warning
is given to alert programmers that a case can never be executed, there are other situations
where two cases overlap, but neither case subsumes the other. For instance we could have
Student and Worker as subtypes of Person. For a person that is both a student and a worker, a
switch statement that discriminates between workers and students could potentially choose
either branch. However for persons that are only students or only workers, only one branch
can be chosen.

Best-match and overloading. Some languages support an alternative to typed-based
union elimination via method overloading. Such form is used in, for example, Java [Gosling
et al. 2021] and Julia [Zappa Nardelli et al. 2018]. In Java, we can encode isstudent2 as an
overloaded method, which has different behaviors when the type of the argument differs.

boolean isstudent2 (Person x) { return false; }
boolean isstudent2 (Student x) { return true; }

Java resolves overloading by finding and selecting, from allmethod implementations, the one
with the best type signature that describes the argument. If we apply isstudent2 to a term of
type Student, the second implementation is chosen, as Student is the best type describing the
argument. As we can see, such a best-match strategy eliminates the order-sensitive problem,
as it always tries to find the best-match despite the order. That is, in Java the method order
does not matter: in this case, we have the method for Person before the one for Student, but
Java still finds the one for Student.

However, the best-match strategy can also be confusing, especially when the system fea-
tures implicit upcasting (e.g., by subtyping). If programmers are not very familiar with how
overloading resolution works, they may assume that the wrong implementation is called in
their code. For instance, in Java we may write:

Person p = new Student();
isstudent2(p);

In this case Java will pick the isstudent2 method with the argument Person, since Java over-
loading uses the static type (p has the static type Person) to resolve overloading. But some
programmers may assume that the implementation of the method for Studentwould be cho-
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sen instead, since the person is indeed a student in this case. This can be confusing and lead
to subtle bugs.

Moreover, there are other tricky situations that arise when employing a best-match strat-
egy. For example, suppose that the type Pegasus is a subtype of both type Bird and type
Horse. If a method isbird is overloaded for Bird and Horse, then which method implemen-
tation should we choose when we apply isbird to a term of type Pegasus, the one for Bird, or
the one for Horse? In such case, we have an ambiguity. Things get worse when the type sys-
tem includes more advanced type system features, such as generics, intersections and union
types, or type-inference.

2.6 Union Types and Disjoint Switches in Ceylon

The Ceylon language [King 2013] supports type-directed union elimination by a switch ex-
pression with branches. The following program is an example with union types using Cey-
lon’s syntax:

void print(String|Integer|Float x) {
switch (x)
case (is String) { print("String: ``x``"); }
case (is Integer|Float) { print("Number: ``x``"); }

}

For the switch expression, Ceylon enforces static type checking with two guarantees: ex-
haustiveness, and disjointness. First, Ceylon ensures that all cases in a switch expression are
exhaustive. In the above example, x can either be a string, an integer or a floating point num-
ber. The types used in the cases do not have to coincide with the types of x. Nevertheless,
the combination of all cases must be able to handle all possibilities. If the last case only dealt
with Integer (instead of Integer|Float), then the program would be statically rejected, since
no case deals with Float.

Second, Ceylon enforces that all cases in a switch expression are disjoint. That is, unlike
the approaches described in Section 2.5, in Ceylon, it is impossible to have two branches that
match with the input at the same time. For instance, if the first case used the type String |

Float instead of String, the program would be rejected statically with an error. Indeed, if the
program were to be accepted, then the call print(3.0) would be ambiguous, since there are
two branches that could deal with the floating point number. Note that, since the cases in a
switch cannot overlap, their order is irrelevant to the program’s behavior and its evaluation
result. All of the overlapping examples from the previous section will statically be rejected
in similar fashion.
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Uniontypesasanalternative tooverloading. Onemotivation for such type-directed
union elimination in Ceylon is to model a form of function overloading. The following ex-
ample, which is adapted from TypeScript’s documentation [Microsoft 2023], demonstrates
how to define an “overloaded” function padLeft, which adds some padding to a string. The
idea is that there can be two versions of padLeft: one where the second argument is a string;
and the other where the second argument is an integer:

String space(Integer n){
if (n==0) { return ""; }
else { return " "+space(n-1); }

}
String padLeft(String v, String|Integer x) {
switch (x)

case (is String) { return x+v; }
case (is Integer) { return space(x)+v; }

}
print(padLeft("?", 5)); // " ?"
print(padLeft("World", "Hello ")); // "Hello World"

In padLeft, there are two cases of the switch construct depending on the type of x: the first
one appends a string to the left of v, and the other calls function space to generate a string
with x spaces, and then append that to v. Although statically x has type String|Integer, as a
concrete value it can only be a string or an integer. As such, when values with such types are
passed to the function, the corresponding branch is chosen and executed.

2.7 Nullable Types

Besides being used for overloading, union types can be used for other purposes too. Null
pointer exceptions (NPEs) are a well-known and tricky problem in many languages. The
problem arises when dereferencing a pointer with the null value. For instance, if we have
a variable str, which is assigned to null, the the code print(str.size), in a Java-like lan-
guage, will raise a null pointer exception. This is because of so-called implicit nulls in Java
and other popular languages. With implicit nulls, any variable of a reference type can be
null.

An interesting application of union types in Ceylon is to encode nullable types (or optional
types) [Gunnerson 2012] in a type-safe way. A similar approach to nullable types has also
been recently proposed for Scala [Nieto et al. 2020]. In those languages, there is a special type
Null, which is inhabited by the null value. Note that Null differs from Nothing (the bottom
type in Ceylon), in the sense that Null is inhabited while Nothing is not. To illustrate the
subtle difference, Figure 2.1 presents a part of the subtyping lattice in Ceylon. Anything, the
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Null Object

Anything

Char Integer

Nothing

Figure 2.1: Ceylon’s subtyping hierarchy. Note that Null only has Nothing as its subtype.

top type in Ceylon, is an enumerated class. Anything is also a supertype of Object, which is
the root of primitive types, function types, all interfaces and any user-defined class. Notably,
Null is disjoint to Object, and therefore, to all user-defined classes.

In Ceylon the following code:

String str = null;

is rejected with a type error, since null cannot have type String. Instead, a type that can have
the null value must be defined explicitly in Ceylon using union types:

String | Null str = null;

Now we cannot call str.size, as str may be null, and size is not defined on null. To get the
size of str, we must first check whether str is null or not using disjoint switches:

String | Null str = null;
switch (str)

case (is String) { print(str.size); }
case (is Null) { print(); }

Other uses of Union Types. Union types are also useful in many other situations. In
Section 2.5 we illustrated a safediv operation, which can be easily encoded in Ceylon as:

String | Integer safediv3 (Integer x, Integer y){
if (y==0) { return "Divided by zero"; }
else { return (x/y); }

}

The return value can be a string or an integer, with no explicit tag needed, as union types are
implicitly introduced. As long as the declared return type of the function is a supertype of
all possible return values, it is valid in Ceylon.
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2.8 Polymorphism

Polymorphism is an essential feature supported in almost all the modern programming lan-
guages. The word polymorphism can map to three important concepts in programming lan-
guages. This includes subtype polymorphism, ad-hoc polymorphism [Cardelli and Wegner
1985; Castagna et al. 1995; Wadler and Blott 1989] and parametric polymorphism [Can-
ning et al. 1989; Cardelli and Wegner 1985]. In our current setting polymorphism refers to
parametric polymorphism. It enables generic programming by abstracting over types not
just terms. Parametric polymorphism lies at the core of most functional programming lan-
guages including Haskell and Ocaml among others. The following programming example
illustrates parametric polymorphism:

Int length [T] (l Array[T]) {}

Length is a generic function which calculates the size of array of any type. It does not depend
on the type of the elements in an array, it only cares about the number of elements. In a
programming language where parametric polymorphism is not supported one may have to
write multiple length functions dealing with one type each. Parametric polymorphism can
further be refined using bounded quantification to restrict the instantiation of type variables
to be subtype of certain types. For example:

Int length′ [T <: Number] (l Array[T]) {}

The function length′ type-checks as long as the type variable T is a subtype of Number.
We discuss a variant of parametric polymorphism called the disjoint polymorphism in Sec-
tion 3.4 and Chapter 4. Disjoint polymorphism poses a disjointness restriction on type vari-
ables instead of subtyping restriction. This is illustrated by the following example:

Bool isstudent [T * Student] (x: T | Student) = switch (x)
(y : T) → false
(y : Student) → true

The function isstudent is abstracted over types. Type variable T has a disjointness constraint.
It can be instantiated by any type given that the type is disjoint to Student. Disjoint poly-
morphism is essential for polymorphic disjoint switches. This will further be discussed in
Section 3.4 and Chapter 4.

2.9 Duality

Duality is a common concept in logic. Many features and their duals have been studied.
Modal logic [Nanevski et al. 2008; Simpson 1994] studies duality between necessity and pos-
sibility. Necessity is dual to possibility in a sense that necessity must always hold, whereas
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the possibility may not always hold. Similarly, conjunctions and disjunctions are known to
be dual features in logic. Duality of conjunction and disjunction is shown by De Morgan’s
laws [Copi et al. 2018] as: (where A and B are propositions)

A ∧ B≡ ¬ (¬ A ∨ ¬ B)

and

A ∨ B≡ ¬ (¬ A ∧ ¬ B)

Similarly, universal and existential quantifiers are known to be dual in logic.

∀ x . A≡ ¬ ∃ x . ¬ A

Conversely, the other dual equality is written as:

∃ x . A≡ ¬ ∀ x . ¬ A

There is also a strong connection between conjunction and universal quantifier and dis-
junction and the existential quantifier. Universal quantifier can be thought as conjunction of
infinite propositions. Whereas, existential quantifier can be though as disjunction of infinite
propositions. Since propositions are types as per the Curry–Howard correspondence [Curry
et al. 1958; Howard 1980]. This points to a study of the duality among types. Intersection
types and union types are the dual features in the theory of programming languages. In par-
ticular, we study the duality in the subtyping of intersection types and union types in this
thesis.
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Part II

Deterministic Union Elimination (λu)
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3 Union Types with Disjoint Switches

3.1 Overview

In this chapter we first introduce a simplified formulation of union calculus (λu), which
formalizes the basic ideas of union types with disjoint switches similar to those in the Cey-
lon language. To our best knowledge, there is yet no formalism of disjoint switches, and
λu studies those features formally and precisely. In particular, λu captures the key idea for
type-directed elimination of union types in its switch construct in a language independent
way, and formally defines disjointness, disjointness and subtyping algorithms, and the op-
erational semantics. The simplified formulation of λu is useful to compare with existing
calculi with union types in the literature [Barbanera et al. 1995; Castagna and Frisch 2005;
Dunfield 2014; Dunfield and Pfenning 2003; MacQueen et al. 1984; Pierce 1991]. Moreover,
we study a more fully featured formulation of λu that includes practical extensions, such as
intersection types, distributive subtyping, nullable types and a simple form of nominal types.
λu is proved to enjoy many desirable properties, such as type soundness, determinism and
the soundness/completeness of disjointness and subtyping definitions. All the Ceylon ex-
amples in Sections 2.6 and 2.7 can be encoded in λu. Finally, we discuss λu with disjoint
polymorphism and a more general subtyping rule for bottom type.

The typing rules guarantee that cases in the switch are disjoint and exhaustive. Reduction
preserves types and produces deterministic results. We start with an overview of our design
and discuss some challenges we met for the calculi designed.

Disjointness. A central concept in the formulation of disjoint switches is disjointness.
Our first hurdle was to come up with a suitable formal definition of disjointness. Consider
the simple λu switch expression:

switch x {
(y : String | Int) → 0
(y : Int | Bool) → 1

}

Here we wish to determine whether String ∨ Int and Int ∨ Bool are disjoint or not. In other
words, we wish to determine whether, for any possible (dynamic) type that x can have, it is
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unambiguous which branch to choose. In this case, it turns out that there is ambiguity. For
instance, if x is an integer, then either branch can be chosen. Thus λu rejects this program
with a disjointness error. In this example, the reason to reject the program is basically that
Int <: String ∨ Int and Int <: Int ∨ Bool. That is we can find a common subtype (Int) of the types
in both branches. Moreover, that subtype can be inhabited by values (integer values in this
case). If the only common subtypes of the types in the two branches would be types like ⊥
(which has no inhabitants), then the switch should be safe because we would not be able to
find a value for x that would trigger two branches. This observation leads to the notion of
disjointness employed in the first variant of λu in Section 3.2. Formally, we have:

Definition 1 (⊥-Disjointness). A ∗ B ::= ∀ C, if C <: A and C <: B then ⌋C⌊

Herewe use ⌋C⌊ to denote that typeC is equivalent to type⊥, or, bottom-like (i.e. C <: ⊥).
In either definition, Int serves as a counter-example for String∨ Int and Int∨Bool to be dis-
joint. Thus λu rejects the program above with a disjointness error. It is worth noting that this
first notion of disjointness is essentially dual to a definition of disjointness for intersection
types in the literature in terms of top-like common supertypes [Oliveira et al. 2016].

Disjointness for Intersections in the Literature. This is very similar to the related
idea of disjointness for intersection types [Oliveira et al. 2016]. In that setting two types are
disjoint if the only common supertypes that two types can have are top-like types (i.e. types
such as⊤ or⊤∧⊤). While a disjoint switch provides deterministic behavior for downcast-
ing, disjointness in intersection types prevents ambiguity in upcasting. In a type-safe setting,
if two values v1 and v2 (of type A1 and A2) can both be upcasted to type B, then B must be
a common supertype of A1 and A2. The disjointness restriction of A1 and A2 means they
cannot have any meaningful common supertype, so when the two values together get upcast
to a type like Int, only one of them can contribute to the result. Prior work on disjoint inter-
section types is also helpful to find an algorithmic formulation of disjointness: essentially we
can find an algorithmic formulation that employs dual rules to those for disjoint intersection
types. In essence, disjointness definition for disjoint intersection types [Oliveira et al. 2016]
is dual to ours and is stated as:

Definition 2 (Disjointness in disjoint intersection types). A ∗ B ::= ∀ C, if A <: C and
B <: C then ⌉C⌈

where ⌉C⌈ represents the top-like types: types that are supertype and subtype of top.

Disjointness in the presence of union and intersection types. The variant of λu

in Section 3.2 does not include intersection types. Unfortunately, the disjointness defini-
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tion above does not work in the presence of intersection types. The reason is simple: with
intersection types we can always find common subtypes, such as Int ∧ Bool, which are not
bottom-like, and yet they have no inhabitants. That is, Int ∧ Bool is not a subtype of⊥, but no
value can have both type Int and type Bool. In other words, when intersection types are added,
empty types and bottom-like types no longer coincide. We address this issue by reformulat-
ing disjointness in terms of ordinary types [Davies and Pfenning 2000], which are basically
primitive types (such as integers or functions). Importantly, ordinary types are always in-
habited. If we can find common ordinary subtypes between two types, we know that they are
not disjoint. Thus the disjointness definition used for formulations of λu with intersection
types is:

Definition 3 (∧-Disjointness). A ∗ B ::= ∄ C◦, C◦ <: A and C◦ <: B.

Note that here C◦ is a metavariable denoting ordinary types. Under this definition we can
check that Int and Bool are disjoint, since no ordinary type is a subtype of both of these two
types. This definition avoids the issue with Definition 1, which would not consider these two
types disjoint. Moreover, this definition is a generalization of the previous one, and in the
variant with union types only the two definitions coincide.

This new definition requires a different approach to algorithmic disjointness. Our new
approach is to use the notion of lowest ordinary subtypes: For any given type, we calculate
a finite set to represent all the possible values that can match the type. Then we can easily
determine whether two types are disjoint by ensuring that the intersection of their lowest
ordinary subtypes is empty.

Typing and exhaustiveness In λu, a switch expression has two branches. For multiple
cases, one can write nested switch expression. We assume the two branches expect A and B.
To make sure they exhaust all possible types of the switched term e, there is a premise that e
can be checked by the type A∨B. In other words, the dynamic type of e should be a subtype
of A ∨ B, like Int to Int ∨ Char.

typ-switch
Γ ⊢ e : A ∨ B

Γ, x : A ⊢ e1 : C Γ, y : B ⊢ e2 : C A ∗ B

Γ ⊢ switch e {(x : A) → e1, (y : B) → e2} : C

Another premise requires the two cases to be disjoint. Besides, the two branches are typed
under different assumption of the bound variable. Although the same typeC is used for both
of them in the rule, it does not prevent them to return different types. Assuming the type of
e1 is C1 and the type of e2 is C2, we can make C to be C1 ∨ C2.
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Distributive Subtyping. In Section 3.3, we study λu with an enriched distributive sub-
typing relation inspired by Ceylon programming language. Distributive subtyping is more
expressive than standard subtyping and adds significant complexity in the system, in particu-
lar for a formulation of algorithmic subtyping and the completeness proof of the disjointness
algorithm. Nevertheless, distributive subtyping does not affect the disjointness definition
and its algorithm remains the same with and without distributive subtyping. The following
code snippet elaborates on the expressiveness of distributive subtyping:

void do (<Integer & String> | Boolean val) { /* do something */ }

The function do in above code snippet takes input value of type (Int ∧ String) ∨ Bool. However,
we cannot pass a value of type (Int ∨ Bool) ∧ (String ∨ Bool) to the function do: we get a type
error if we try to do that in a systemwith standard subtyping (without distributivity), as stan-
dard subtyping fails to identify that the value has a subtype of the expected argument type.
Distributive rules enable this subtyping relation. With distributivity of unions over intersec-
tions (and vice-versa), the type (Int ∨ Bool) ∧ (String ∨ Bool) is a subtype of (Int ∧ String) ∨ Bool
(in particular, by rule ds-distor in Figure 3.5). As such with distributive subtyping, the
following Ceylon program type-checks:

variable <Integer | Boolean> & <String | Boolean> x = true; do(x);

Nominal Types and Other Extensions to λu. We also study several extensions to λu,
including nominal types. The extension with nominal types is interesting, since nominal
types are highly relevant in practice. We show a sound, complete and decidable algorith-
mic formulation of subtyping with nominal types by extending an approach by Huang and
Oliveira [2021]. We show that disjointness can also be employed in the presence of nom-
inal types. This extension rejects ambiguous programs with overlapping nominal types in
different branches of switch construct at compile time. It illustrates that disjointness is prac-
tically applicable to structural types as well as the nominal types. For example, the following
program will statically be rejected in λu with nominal types:

Bool isstudent (x: Person | Student) = switch (x)
(y : Person) → false
(y : Student) → true

Whereas, the following program will be accepted if we know that Person and Vehicle are
disjoint:

Bool isvehicle (x: Person | Vehicle) = switch (x)
(y : Person) → false
(y : Vehicle) → true
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Type A,B, C ::= ⊤ | ⊥ | Int | A → B | A ∨ B | Null
Expr e ::= x | i | λx.e | e1 e2 | switch e {(x : A) → e1, (y : B) → e2} | null
Value v ::= i | λx.e | null
Context Γ ::= · | Γ, x : A

A <: B (Subtyping)

s-top

A <: ⊤

s-null

Null <: Null

s-int

Int <: Int

s-arrow
B1 <: A1 A2 <: B2

A1 → A2 <: B1 → B2

s-bot

⊥ <: A

s-ora
A <: C B <: C

A ∨ B <: C

s-orb
A <: B

A <: B ∨ C

s-orc
A <: C

A <: B ∨ C

Figure 3.1: Syntax and subtyping for λu.

3.2 The Union Calculus λu

This section introduces the simplified union calculus λu. The distinctive feature of the λu

calculus is a type-based switch expression with disjoint cases, which can be used to elimi-
nate values with union types. In this first formulation of λu we only include the essential
features of a calculus with disjoint switches: union types and disjoint switches. Section 3.3
then presents a richer formulation of λu with several extensions of practical relevance. We
adapt the notion of disjointness from previous work on disjoint intersection types [Oliveira
et al. 2016] to λu, and show that λu is type sound and deterministic.

3.2.1 Syntax

Figure 3.1 shows the syntax for λu. Metavariables A, B and C range over types. Types in-
clude top (⊤), bottom (⊥), integer types (Int), function types (A → B), union types (A ∨ B)
and null types (Null). Metavariable e ranges over expressions. Expressions include variables
(x), integers (i), lambda abstractions (λx.e), applications (e1 e2), a novel switch expression
(switch e {(x : A) → e1, (y : B) → e2}) and the null expression. The switch expres-
sion evaluates a specific branch by matching the types in the cases. Note that, although the
switch expression in λu only has two branches, a multi-branch switch can be easily encoded
by employing nested switch expressions. We model the two-branch switch for keeping the
formalization simple, but no expressive power is lost compared to a multi-branch switch.
Metavariable v ranges over values. Values include i, λx.e and null expressions. Finally, a
context (Γ) maps variables to their associated types.
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3 Union Types with Disjoint Switches

3.2.2 Subtyping

The subtyping rules for λu are shown at the bottom of Figure 3.1. The rules are standard.
Rule s-top states that all types are subtypes of the ⊤ type. Rule s-bot states that ⊥ type
is subtype of all types. Rule s-null states that the Null type is a subtype of itself. Rules s-
int and s-arrow are standard rules for integers and functions respectively. Functions are
contravariant in input types and covariant in output types. Rules s-ora, s-orb, and s-orc
deal with the subtyping for union types. Rule s-ora says that the union type of A and B is
a subtype of another type C if both A and B are subtypes of C. Rules s-orb and s-orc state
if a type is subtype of one of the components of a union type, then it is subtype of the union
type. The subtyping relation for λu is reflexive and transitive.

Lemma 3.1 (Subtyping reflexivity). A <: A

Lemma 3.2 (Subtyping transitivity). If A <: B and B <: C then A <: C

3.2.3 Disjointness

The motivation for a definition of disjointness based on bottom-like types is basically that
in disjoint switches, the selection of branches can be viewed as a type-safe downcast. For
instance, recall the example in Section 3.1:

switch x {
(y : String | Int) → 0
(y : Int | Bool) → 1

}

Here x may have type Int | String | Bool and the two branches in the disjoint switch cover
two subtypes String | Int and Int | Bool. When considered together those subtypes cover
all possibilities for the value x (i.e. x can be either an integer, a string or a boolean, and the
two cases cover all those possibilities). The exhaustiveness of the downcasts is what ensures
that the downcasts are type-safe (that is they cannot fail at runtime). However, we also need
to ensure that the two cases do not overlap to prevent ambiguity. In essence, in this simple
setting of λu, checking that two types do not overlap amounts to check that there are no basic
types (like Int or Bool) in common. In other words the only common subtypes should be
bottom-like types.

Bottom-Like Types. Bottom-like types are types that are equivalent (i.e. both supertypes
and subtypes) to⊥. In λu, there are infinitely many such types, and they all are uninhabited
by values. According to the inductive definition shown at the top of Figure 3.2, they include
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3.2 The Union Calculus λu

the bottom type itself (via rule bl-bot) and unions of two bottom-like types (via rule bl-
or), e.g. ⊥∨⊥. The correctness of our definition for bottom-like types is established by the
following property:

Lemma 3.3 (Bottom-Like Soundness and Completeness). ⌋A⌊ if and only if ∀B, A <: B.

Declarative Disjointness. The declarative definition for disjointness is as follows:

Definition 4 (⊥-Disjointness). A ∗ B ::= ∀ C, if C <: A and C <: B then ⌋C⌊

That is, two types are disjoint if all their common subtypes are bottom-like.
We give a few examples next, employing a bold font to highlight the types being compared

for disjointness: (Note that A and B are placeholders for actual types)

1. A = Int, B = Int → Bool : Int and Int → Bool are disjoint types. All common
subtypes of Int and Int → Bool are bottom-like types, including⊥ and unions of⊥ types.

2. A = Int∨Bool, B = ⊥ : Int ∨ Bool and⊥ are disjoint types. All common subtypes
are bottom-like. In general, the type ⊥ (or any bottom-like type) is disjoint to another
type.

3. A = Int, B = Int :
Int and Int are not disjoint types because they share a common subtype Int which is
not bottom-like. In general, one type is not disjoint with itself, unless it is bottom-like.

4. A = Int, B = ⊤ : Int and ⊤ are not disjoint types because they share a common
subtype Int which is not bottom-like. In general no type is disjoint to ⊤, except for
bottom-like types. Also, one type is not disjoint with itself, unless it is bottom-like.

5. A = Int → Bool, B = String → Char : The types Int → Bool and String → Char
are not disjoint, since we can find non-bottom-like types that are subtypes of both
types. For instance⊤ → ⊥ is a subtype of both types. More generally, any two function
types can never be disjoint: it is always possible to find a common subtype, which is
not bottom-like.

Disjointness for Intersection Types. In essence, disjointness for λu is dual to the dis-
jointness notion in λi [Oliveira et al. 2016], a calculus with disjoint intersection types. In
λu, two types are disjoint if they do not share any common subtype which is not bottom-like.
While in λi, two types are disjoint if they do not share any common supertype which is not
top-like (i.e. equivalent to ⊤). While a disjoint switch provides deterministic behavior for
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3 Union Types with Disjoint Switches

downcasting, disjointness in intersection types prevents ambiguity in upcasting. In a type-
safe setting, if two values v1 and v2 (of typeA1 andA2) can both be upcasted to type B, then B
must be a common supertype of A1 and A2. The disjointness restriction of A1 and A2 means
they cannot have any non-top-like common supertype, so when the two values together up-
casted to a type like Int, only one of them can contribute to the result. Prior work on disjoint
intersection types is also helpful to find an algorithmic formulation of disjointness. Declara-
tive disjointness does not directly lead to an algorithm. However, we can find an algorithmic
formulation that employs dual rules to those for disjoint intersection types.

AlgorithmicDisjointness. Wepresent an algorithmic version of disjointness in themid-
dle of Figure 3.2. Rules ad-btmr and ad-btml state that the ⊥ type is disjoint to all types.
Rules ad-intl and ad-intr state that Int andA → B are disjoint types. Algorithmic disjoint-
ness can further be scaled tomore primitive disjoint types such as Bool and String by adding
more rules similar to rules ad-intl and ad-intr for additional primitive types. Rules ad-
null-intl and ad-null-intr state that Null and Int are disjoint types. Similarly, rules ad-
null-funl and ad-null-funr state that Null and A → B are disjoint types. Rules ad-orl
and ad-orr are two symmetric rules for union types. Any type C is disjoint to an union type
A ∨ B if C is disjoint to both A and B. We show that algorithmic disjointness is sound and
complete with respect to its declarative specification (Definition 4).

Theorem3.4 (Soundness and Completeness of Algorithmic Disjointness). A∗aB if and only
if A ∗ B.

A natural property of λu is that if type A and type B are two disjoint types, then subtypes of
A are disjoint to subtypes of B. This property dualises the covariance of disjointness property
in calculi with disjoint intersection types [Alpuim et al. 2017].

Lemma 3.5 (Disjointness contravariance). If A ∗ B and C <: A and D <: B then C ∗ D.

Further, disjointness relation is symmetric:

Lemma 3.6 (Disjointness Symmetry). If A ∗ B then B ∗ A.

3.2.4 Typing

The typing rules are shown at the bottom of Figure 3.2. They are mostly standard. An integer
has type Int, null has type Null and variable x gets type from the context. Rule typ-app is the
standard rule for function application. Similarly, rule typ-sub and rule typ-abs are standard
subsumption and abstraction rules respectively. The most interesting and novel rule is for
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⌋A⌊ (Bottom-Like Types)

bl-bot

⌋⊥⌊

bl-or
⌋A⌊ ⌋B⌊
⌋A ∨ B⌊

A ∗a B (Algorithmic Disjointness)

ad-btmr

A ∗a ⊥

ad-btml

⊥ ∗a A

ad-intl

Int ∗a A → B

ad-intr

A → B ∗a Int

ad-null-intl

Null ∗a Int

ad-null-intr

Int ∗a Null

ad-null-funl

Null ∗a A → B

ad-null-funr

A → B ∗a Null

ad-orl
A ∗a C B ∗a C

A ∨ B ∗a C

ad-orr
A ∗a B A ∗a C

A ∗a B ∨ C

Γ ⊢ e : A (Typing)

typ-int

Γ ⊢ i : Int

typ-null

Γ ⊢ null : Null

typ-sub
Γ ⊢ e : A A <: B

Γ ⊢ e : B

typ-app
Γ ⊢ e1 : A → B Γ ⊢ e2 : A

Γ ⊢ e1 e2 : B

typ-abs
Γ, x : A ⊢ e : B

Γ ⊢ λx.e : A → B

typ-var
x : A ∈ Γ

Γ ⊢ x : A

typ-switch
Γ ⊢ e : A ∨ B

Γ, x : A ⊢ e1 : C Γ, y : B ⊢ e2 : C A ∗ B
Γ ⊢ switch e {(x : A) → e1, (y : B) → e2} : C

Figure 3.2: Bottom-like types, algorithmic disjointness and typing for λu.

switch expressions (rule typ-switch). It has four conditions. First, Γ ⊢ e : A ∨ B ensures
exhaustiveness of the cases in the switch: e must check against the types in the branches of
the switch. The next two conditions ensure that branches of case expressions are well-typed
and have type C, where the input variable is bound to typeA and to type B respectively in the
two branches. Finally, A ∗ B guarantees the disjointness of A and B. This forbids overlapping
types for the branches of case expressions to avoid non-deterministic results. Since all the
branches have type C, the whole switch expression has type C. Note that the two branches
can have different return types. For example, if e1 and e2 have type Int and String respectively,
the whole expression can have type Int ∨ String.
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e −→ e′ (Operational Semantics)

step-appl
e1 −→ e′1

e1 e2 −→ e′1 e2

step-appr
e −→ e′

v e −→ v e′
step-beta

(λx.e) v −→ e[x⇝ v]

step-switch
e −→ e′

switch e {(x : A) → e1, (y : B) → e2} −→ switch e′ {(x : A) → e1, (y : B) → e2}

step-switchl
⌊v⌋ <: A

switch v {(x : A) → e1, (y : B) → e2} −→ e1[x⇝ v]

step-switchr
⌊v⌋ <: B

switch v {(x : A) → e1, (y : B) → e2} −→ e2[y⇝ v]

Approximate Type ⌊v⌋
⌊i⌋ = Int
⌊λx.e⌋ = ⊤ → ⊥
⌊null⌋ = Null

Figure 3.3: Operational semantics and approximate type definitions for λu.

3.2.5 Operational Semantics

Now we discuss the small-step operational semantics of λu. An important aspect of this
semantics is that union elimination is type-directed: types are used to pick the branch of the
switch expression.

Figure 3.3 shows the operational semantics of λu. Rules step-appl, step-appr, and step-
beta are the standard call-by-value reduction rules for applications. Of particular interest are
rules step-switch, step-switchl, and step-switchr, which reduce the switch expressions.
First, rule step-switch reduces the case expression e, until it becomes a value v, at which
point wemust choose between the two branches of switch. We do so by inspecting the type of
v: if the approximate type of v is a subtype of type of the left branch, then rule step-switchl
evaluates the left branch of the switch expression, or otherwise if it is a subtype of the type of
the right branch, rule step-switchr evaluates the right branch.

Note that the approximate type definition gives only a subtype of the actual type for a
lambda value. This works, because the approximate type is only employed to allow the se-
lection of a case with a function type, and in λu two function types can never be disjoint.
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3.2 The Union Calculus λu

Therefore, if there is a branch with a function type, then that must be the branch that ap-
plies to a lambda value. Note also that the program has been type-checked before hand, so
we know that the static type of the value is compatible with the types on the branches. The
subtyping condition in rules step-switchl and step-switchr is important, as it provides
flexibility for the value to have various subtypes of A and B, instead of strictly having those
types. Recall that the typing rule for switch (rule typ-switch) requires that types of left and
right branches of a switch expression to be disjoint. This ensures that rules step-switchl
and step-switchr cannot overlap, which, as we will see, is important for the operational
semantics to be deterministic.

Approximate Type. The dynamic semantics employs a simple function that retrieves the
dynamic type of a value. The definition is shown at the bottom of Figure 3.3. Int and Null
are returned when v is an integer i or a null respectively. Otherwise, for functions, the least
function type ⊤ → ⊥ is returned.

3.2.6 Type Soundness and Determinism

In this section, we prove that λu is type sound and deterministic. Type soundness is estab-
lished by the type preservation and progress theorems. Type preservation (Theorem 3.7)
states that types are preserved during reduction. Progress (Theorem 3.8) states that well
typed programs never get stuck: a well typed expression e is either a value or it can reduce to
some other expression e′.

Theorem 3.7 (Type Preservation). If Γ ⊢ e : A and e −→ e′ then Γ ⊢ e′ : A.

Theorem 3.8 (Progress). If · ⊢ e : A then either e is a value; or e −→ e′ for some e′.

Determinism of λu (Theorem 3.10) ensures that a well-typed program reduces to a unique
result. In particular, it guarantees that switch expressions are not order-sensitive: at any time,
only one of the rules step-switchl and step-switchr can apply. The determinism of the
switch expression relies on an essential property that a value cannot check against twodisjoint
types (Lemma 3.9).

Lemma 3.9 (Exclusivity of Disjoint Types). If A ∗ B then ∄ v such that both Γ ⊢ v : A and
Γ ⊢ v : B holds.

Theorem 3.10 (Determinism). If Γ ⊢ e : A and e −→ e1 and e −→ e2 then e1 = e2.
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3 Union Types with Disjoint Switches

3.2.7 An Alternative Specification for Disjointness

The current definition of disjointness (Definition 4) works well for the calculus presented
in this section. But it is not the only possible formulation of disjointness. An equivalent
formulation of disjointness is:

Definition 5 (∧-Disjointness). A ∗ B ::= ∄ C◦, C◦ <: A and C◦ <: B

According to the new definition, two types are disjoint if they do not have common sub-
types that are ordinary. Ordinary types (denoted by C◦) are essentially those types that are
primitive, such as integers and functions (see Figure 3.4 for a formal definition).

For the calculus presented in this section, we prove that the new definition is equivalent
to the previous definition of disjointness.

Lemma 3.11 (Disjointness Equivalence). Definition 5 (∧-Disjointness) is sound and complete
to Definition 4 (⊥-Disjointness) in λu defined in this section.

Why do we introduce the new definition of disjointness? It turns out that the previous defi-
nition is not sufficient when the calculus is extended with intersection types. As we will see,
the new definition will play an important role in such variant of the calculus.

3.3 λu with Intersections, Distributive Subtyping and
Nominal Types

In this section we extend λu with intersection types, nominal types and an enriched distribu-
tive subtyping relation. The study of an extension of λu with intersection types is motivated
by the fact that most languages with union types also support intersection types (for example
Ceylon, Scala or TypeScript). Furthermore, languages like Ceylon or Scala also support some
form of distributive subtyping, as well as nominal types. Therefore it is important to under-
stand whether those extensions can be easily added or whether there are some challenges. As
it turns out, adding intersection types does pose a challenge, since the notion of disjointness
inspired from disjoint intersection types [Oliveira et al. 2016] no longer works. Moreover
subtyping relations with distributive subtyping add significant complexity, and we need an
extension that supports nominal types as well. We show that desirable properties, including
type soundness and determinism, are preserved in the extended version of λu. Moreover we
prove that both disjointness and subtyping have sound, complete and decidable algorithms.
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A,B, C ::= ⊤ | ⊥ | Int | A → B | Null | A ∨ B | A ∧ B | P
A◦, B◦, C◦ ::= Int | Null | A → B | P
e ::= x | i | λx.e | e1 e2 | switch e {(x : A) → e1, (y : B) → e2} | null | new P
v ::= i | λx.e | null | new P
Γ ::= · | Γ, x : A
∆ ::= · | ∆,P1 ≤ P2 | ∆,P ≤ ⊤

∆ ⊢ A (Well-formed Types)

wft-top

∆ ⊢ ⊤

wft-bot

∆ ⊢ ⊥

wft-int

∆ ⊢ Int

wft-null

∆ ⊢ Null

wft-arrow
∆ ⊢ A ∆ ⊢ B

∆ ⊢ A → B

wft-prim
P ∈ dom∆

∆ ⊢ P

wft-or
∆ ⊢ A ∆ ⊢ B

∆ ⊢ A ∨ B

wft-and
∆ ⊢ A ∆ ⊢ B

∆ ⊢ A ∧ B

ok ∆ (Well-formed Nominal Contexts)

okp-empty

ok ·

okp-cons
ok ∆ P /∈ dom∆

ok ∆,P ≤ ⊤

okp-sub
ok ∆ ∆ ⊢ P2 P1 /∈ dom∆

ok ∆,P1 ≤ P2

Figure 3.4: Syntax and well-formedness.

3.3.1 Syntax, Well-formedness and Ordinary Types

The syntax for this section mostly follows from Section 3.2, with the additional syntax given
in Figure 3.4. The most significant difference and novelty in this section is the addition of
intersection types A ∧ B and an infinite set of nominal types. We use metavariable P to
stand for nominal types. Expressions are extended with a new expression (new P) to create
instances of nominal types. The expression new P is also a value. Context Γ stays the same
as in Section 3.2. We add a new context ∆, to track nominal types and their supertypes.
For example, adding P1 ≤ P2 to ∆ declares a new nominal type P1 that is a subtype of P2.
For a well-formed context, the supertype P2 has to be declared before P1. We also allow to
declare a new nominal type P1 with⊤ as its supertype by adding P1 ≤ ⊤ to∆. Metavariable
A◦, B◦ andC◦ ranges over ordinary types [Davies and Pfenning 2000]. There are four kinds
of ordinary types: integers, null, function types and nominal types. Well-formed types and
well-formedness of ordinary contexts ∆ are shown in Figure 3.4.
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Remark on Nominal Types. Note that our formulation of nominal types is simplified
in two ways compared to languages like Java. Firstly, we do not consider arguments when
building new expressions (i.e. we do not allow expressions like new Person("John")). Sec-
ondly, we also do not introduce class declarations, which would allow nominal types to be
associated with method implementations. We follow a design choice for nominal types sim-
ilar to Featherweight Java [Igarashi et al. 2001]. Featherweight Java uses a fixed size context
for nominal types. Diamond inheritance is also not supported in Featherweight Java, and
we follow that design choice as well. However, we believe that supporting diamond inheri-
tance in our calculus is relatively easy. These simplifications keep the calculus simple, while
capturing the essential features that matter for disjointness and the formalization of disjoint
switches. Allowing for a more complete formulation of nominal types can be done in mostly
standard ways.

3.3.2 Distributive Subtyping

Another interesting feature of this section is the addition of distributive subtyping to λu.
Ceylon employs an enriched distributive subtyping relation [Muehlboeck andTate 2018] that
is based on the B+ logic [Routley andMeyer 1972; van Bakel et al. 2000]. To obtain an equiv-
alent algorithmic formulation of subtyping, we employ the idea of splittable types [Huang
and Oliveira 2021], but extend that algorithm with the Null type and nominal types.

Distributive subtyping relation. Figure 3.5 shows a declarative version of distributive
subtyping for λu with intersection and nominal types. Subtyping includes axioms for reflex-
ivity (rule ds-refl) and transitivity (rule ds-trans). Rules ds-top, ds-bot, ds-arrow, and
ds-ora have been discussed in Section 3.2. Rule ds-prim states that a nominal type is a sub-
type of type A if it is declared as subtype of A in∆. Note that A can either be a nominal type
or⊤ under a well-formed context∆. With the help of rule ds-trans, the subtyping of prim-
itive types can also be constructed indirectly, e.g. P1 ≤ ⊤,P2 ≤ P1,P3 ≤ P2 ⊢ P3 ≤ P1.
Compared with the algorithmic formulation, having an explicit transitivity rule consider-
ably simplifies the rules for nominal types. Rules ds-orb and ds-orc state that a subpart
of a union type is a subtype of whole union type. Rule ds-anda states that a type A is a
subtype of the intersection of two types B and C only if A is a subtype of both B and C.
Rules ds-andb and ds-andc state that intersection type A1 ∧A2 is a subtype of both A1 and
A2 separately. Rule ds-distarr distributes function types over intersection types. It states
that (A → B1) ∧ (A → B2) is a subtype of A → (B1 ∧ B2). Rule ds-distarru states that
(A1 → B) ∧ (A2 → B) is a subtype of (A1 ∨ A2) → B type. Rule ds-distor distributes
intersections over unions.
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∆ ⊢ A ≤ B (Declarative Subtyping with Distributivity)

ds-refl
ok ∆ ∆ ⊢ A

∆ ⊢ A ≤ A

ds-trans
∆ ⊢ A ≤ B ∆ ⊢ B ≤ C

∆ ⊢ A ≤ C

ds-arrow
∆ ⊢ B1 ≤ A1 ∆ ⊢ A2 ≤ B2

∆ ⊢ A1 → A2 ≤ B1 → B2

ds-prim
ok ∆ P ≤ A ∈ ∆

∆ ⊢ P ≤ A

ds-ora
∆ ⊢ A1 ≤ B ∆ ⊢ A2 ≤ B

∆ ⊢ A1 ∨ A2 ≤ B

ds-orb
ok ∆ ∆ ⊢ A1 ∆ ⊢ A2

∆ ⊢ A1 ≤ A1 ∨ A2

ds-orc
ok ∆ ∆ ⊢ A1 ∆ ⊢ A2

∆ ⊢ A2 ≤ A1 ∨ A2

ds-anda
∆ ⊢ B ≤ A1 ∆ ⊢ B ≤ A2

∆ ⊢ B ≤ A1 ∧ A2

ds-andb
ok ∆ ∆ ⊢ A1 ∆ ⊢ A2

∆ ⊢ A1 ∧ A2 ≤ A1

ds-andc
ok ∆ ∆ ⊢ A1 ∆ ⊢ A2

∆ ⊢ A1 ∧ A2 ≤ A2

ds-distarru
ok ∆ ∆ ⊢ A1 ∆ ⊢ A2 ∆ ⊢ B

∆ ⊢ (A1 → B) ∧ (A2 → B) ≤ (A1 ∨ A2) → B

ds-top
ok ∆ ∆ ⊢ A
∆ ⊢ A ≤ ⊤

ds-distor
ok ∆ ∆ ⊢ A1 ∆ ⊢ A2 ∆ ⊢ B
∆ ⊢ (A1 ∨ B) ∧ (A2 ∨ B) ≤ (A1 ∧ A2) ∨ B

ds-bot
ok ∆ ∆ ⊢ A
∆ ⊢ ⊥ ≤ A

ds-distarr
ok ∆ ∆ ⊢ A ∆ ⊢ B1 ∆ ⊢ B2

∆ ⊢ (A → B1) ∧ (A → B2) ≤ A → (B1 ∧ B2)

Figure 3.5: Distributive subtyping for λu with intersection types and nominal types.

Algorithmic Subtyping. Distributive rulesmake it hard to eliminate the transitivity rule.
Our algorithmic formulation of distributive subtyping is based on a formulation using split-
table types by Huang and Oliveira [2021]. The basic idea is to view the distributive rules
as some expansion of intersection and union types. For example, rule ds-distarr makes
A → B1 ∧ B2 and (A → B1) ∧ (A → B2) mutual subtypes. Thus A → B1 ∧ B2 is treated
like (A → B1) ∧ (A → B2) in the three intersection-related rules as-anda, as-andb, and
as-andc. Here we use A ≊ B∧C to denote that type A can be split into B and C (and there-
fore, A is equivalent to B ∧ C) according to the procedure designed by Huang and Oliveira.
Union and union-like types (e.g. (A1 ∨ A2) ∧ B ≊ A1 ∧ B ∨ A2 ∧ B) are handled in similar
way in rules as-ora, as-orb, and as-orc. For further details of algorithmic subtyping we
refer to their paper.
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∆ ⊢ A <: B (Algorithmic Subtyping with Distributivity)

as-arrow
∆ ⊢ B1 <: A1 ∆ ⊢ A2 <: B2

∆ ⊢ A1 → A2 <: B1 → B2

as-primEq
ok (∆,P1 <: P2) ∆ ⊢ P2 <: P3

∆,P1 <: P2 ⊢ P1 <: P3

as-refl
ok ∆ ∆ ⊢ A
∆ ⊢ A <: A

as-primNeq
ok (∆,P2 <: A) P1 ̸= P2 ∆ ⊢ P1 <: P3

∆,P2 <: A ⊢ P1 <: P3

as-ora
A ≊ A1 ∨ A2 ∆ ⊢ A1 <: B ∆ ⊢ A2 <: B

∆ ⊢ A <: B

as-top
ok ∆ ∆ ⊢ A
∆ ⊢ A <: ⊤

as-orb
A ≊ A1 ∨ A2 ∆ ⊢ B <: A1

∆ ⊢ B <: A

as-orc
A ≊ A1 ∨ A2 ∆ ⊢ B <: A2

∆ ⊢ B <: A

as-anda
A ≊ A1 ∧ A2 ∆ ⊢ B <: A1 ∆ ⊢ B <: A2

∆ ⊢ B <: A

as-bot
ok ∆ ∆ ⊢ A
∆ ⊢ ⊥ <: A

as-andb
A ≊ A1 ∧ A2 ∆ ⊢ A1 <: B

∆ ⊢ A <: B

as-andc
A ≊ A1 ∧ A2 ∆ ⊢ A2 <: B

∆ ⊢ A <: B

Figure 3.6: Algorithmic subtyping for λu with distributivity, intersection and nominal types.

Subtyping Nominal Types. However, Huang and Oliveira’s algorithm does not account
for Null and nominal types. We add the nominal context ∆ in the subtyping judgment and
extend the subtyping algorithm with Null and nominal types. Nominal types are not split-
table, and their subtyping relation is defined by the transitive closure of the context. They
are supertypes of⊥ and subtypes of⊤, but not related with other primitive types like Int and
Null. So for nominal types, we mainly focus on checking the subtyping relationship among
them in our algorithm. Given a well-formed context, any nominal type P appears only once
in a subtype position as an explicit declaration for P, and its direct supertype, if is not ⊤,
must be declared before P. Thus if∆ ⊢ P1 <: P2 holds, either P2 is introduced before P1 in
∆, or they are the same type, in which case the goal can be solved by rule as-refl. For the
other cases, we recursively search for P1 in all subtype positions of the context ∆ (rule as-
primNeq). Whenwe find P1, we check its direct supertype. If it is⊤, no other nominal types
can be supertypes of P1. So in rule as-primEq, we only consider when the direct supertype is
another primitive P2. For P3 to be a supertype of P1, it must either equal to P2, or it is related
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3.3 λu with Intersections, Distributive Subtyping and Nominal Types

to P2 by the smaller context. In either case, we can prove that P3 is a supertype of the direct
supertype of P1. We show that the algorithmic subtyping relation for λu with intersection
types, nominal types and distributivity rules is reflexive and transitive:

Lemma 3.12 (Subtyping reflexivity). ∆ ⊢ A <: A

Lemma 3.13 (Subtyping transitivity). If∆ ⊢ A <: B and B <: C then A <: C

Inversion Lemmas for Type Soundness. Having an algorithmic formulation of subtyp-
ing is useful to prove several inversion lemmas that are used in the type soundness proof.
For instance, it allows us to prove the following lemma:

Lemma 3.14 (Inversion on Function Types). If∆ ⊢ A1 → A2 <: B1 → B2 then∆ ⊢ B1 <:

A1 and∆ ⊢ A2 <: B2.

While the additional distributive rules make function types more flexible, they retain the
contravariance of argument types and covariance of return types. In addition, we show the
formulation is sound and complete to the declarative subtyping and it is decidable whether
a subtyping judgment holds under a given context.

Lemma 3.15 (Equivalence of subtyping). ∆ ⊢ A ≤ B if and only if∆ ⊢ A <: B.

Lemma 3.16 (Decidability of subtyping). ∆ ⊢ A ≤ B is decidable.

3.3.3 Disjointness Specification

Disjointness is another interesting aspect of the extension of λu. Unfortunately, Definition 4
does not work with intersection types. In what follows, we first explain why Definition 4
does not work, and then we show how to define disjointness in the presence of intersection
types.

Bottom-like types, intersection types and disjointness. Recall that disjointness in
Section 3.2 (Definition 4) depends on bottom-like types, where two types are disjoint only if
all their common subtypes are bottom-like. However, this definition no longer works with
the addition of intersection types. According to the subtyping rule for intersection types,
any two types have their intersection as one common subtype. For non-bottom-like types,
their intersection is also not bottom-like. For example, type Int and type Bool now have a
non-bottom like subtype Int ∧ Bool. In other words, the disjointness definition fails, since we
can always find a common non-bottom-like subtype for any two (non-bottom-like) types.
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3 Union Types with Disjoint Switches

A possible solution: the Ceylon approach. A possible solution for this issue is to add
a subtyping rule which makes intersections of disjoint types subtypes of ⊥.

s-disj
A ∗ B

A ∧ B <: ⊥

This rule is adopted by the Ceylon language [Muehlboeck and Tate 2018]. With the rule s-
disj now the type Int ∧ Bool would be a bottom-like type, and the definition of disjointness
used in Section 3.2 could still work. The logic behind this rule is that if we interpret types as
sets of values, and intersection as set intersection, then intersecting disjoint sets is the empty
set. In other words, we would get a type that has no inhabitants. For instance the set of
all integers is disjoint to the set of all booleans, and the intersection of those sets is empty.
However we do not adopt the Ceylon solution here for two reasons:

1. Rule s-disj complicates the system because it adds a mutual dependency between sub-
typing and disjointness: disjointness is defined in terms of subtyping, and subtyping
now uses disjointness as well in rule s-disj. This creates important challenges for the
metatheory. In particular, the completeness proof for disjointness becomes quite chal-
lenging.

2. Additionally, the assumption that intersections of disjoint types are equivalent to ⊥
is too strong for some calculi with intersection types. If a merge operator [Reynolds
1988] is allowed in the calculus, intersection types can be inhabited with values (for
example, in λi Oliveira et al. [2016], the type Int ∧ Bool is inhabited by 1, , true). Con-
sidering those types bottom-like would lead to a problematic definition of subtyping,
since some bottom-like types (those based on disjoint types) would be inhabited.

For those reasons we adopt a different approach in λu. Nevertheless, in Section 3.4 we show
that it is possible to create an extension of λu that includes (and in fact generalizes) the
Ceylon-style rule s-disj.

Disjointness based on ordinary types to the rescue. To solve the problem with the
disjointness specification, we resort to the alternative definition of disjointness presented in
Section 3.2.7. Note that now the disjointness definition also contains ∆ as an argument to
account for nominal types.

Definition 6 (∧-Disjointness). ∆ ⊢ A ∗ B ::= ∄ C◦, ∆ ⊢ C◦ <: A and ∆ ⊢ C◦ <: B.
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Interestingly, while in Section 3.2 such definition was equivalent to the definition using
bottom-like types, this is no longer the case for λu with intersection types. To see why, con-
sider again the types Int and Bool. Int and Bool do not share any common ordinary subtype.
Therefore, Int and Bool are disjoint types according to Definition 6. We further illustrate Def-
inition 6 with a few concrete examples:

1. A = Int, B = Int → Bool : Since there is no ordinary type that is a subtype of
both Int and Int → Bool, the two types are disjoint.

2. A = Int ∨ Bool, B = ⊥ : Since there is no ordinary type that is a subtype of both
Int ∨ Bool and ⊥, Int ∨ Bool and ⊥ are disjoint types. In general, the ⊥ type is disjoint
to all types because ⊥ does not have any ordinary subtype.

3. A = Int ∧ (Int → Bool), B = Int : There is no ordinary type that is a subtype of
both Int ∧ (Int → Bool) and Int. Therefore, Int ∧ (Int → Bool) and Int are disjoint
types. In general, an intersection of two disjoint types (Int∧(Int → Bool) in this case)
is always disjoint to all types.

4. A = Int ∧ Bool, B = Int ∨ Bool : There is no ordinary type that is a subtype of
both Int ∧ Bool and Int ∨ Bool. Therefore, Int ∧ Bool and Int ∨ Bool are disjoint types. In
general, an intersection of two disjoint types (Int ∧ Bool in this case) is always disjoint
to all types.

5. A = Int, B = ⊤ : In this case, Int and⊤ share a common ordinary subtype which
is Int. Therefore, Int and ⊤ are not disjoint types. ⊤ overlaps with any other types.

3.3.4 Algorithmic Disjointness

The change in the disjointness specification has a significant impact on an algorithmic for-
mulation. In particular, it is not obvious at all how to adapt the algorithmic formulation
in Figure 3.2. To obtain a sound, complete and decidable formulation of disjointness, we
employ the novel notion of lowest ordinary subtypes.

Lowest ordinary subtypes (|A|∆). Figure 3.7 shows the definition of lowest ordinary
subtypes (LOS) (|A|∆). LOS is defined as a function which returns a set of ordinary subtypes
of the given input type. No ordinary type is a subtype of⊥. The only ordinary subtype of Int
is Int itself. The function case is interesting. Since no two functions are disjoint in the calculus
proposed in this section, the case for function types A → B returns ⊤ → ⊥. This type is
the least ordinary function type, which is a subtype of all function types. Lowest ordinary
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Lowest Ordinary Subtypes (LOS) |A|∆
|⊤|∆ = {Int,⊤ → ⊥,Null} ∪ dom ∆

|⊥|∆ = {}
|Int|∆ = {Int}
|A → B|∆ = {⊤ → ⊥}
|A ∨ B|∆ = |A|∆ ∪ |B|∆
|A ∧ B|∆ = |A|∆ ∩ |B|∆
|Null|∆ = {Null}
|P|∆ = {P} ∪∆(P)

Nominal Subtypes ∆(A)

·(A) = {}

(∆′,P ≤ B)(A) =

 {P} ∪∆′(A) if P ≤ A ∈ ∆

∆′(A) otherwise

Figure 3.7: Lowest ordinary subtypes function and additional typing rule for λu with intersection
types and nominal types.

subtypes of ⊤ are Int, ⊤ → ⊥, Null and all the nominal types defined in ∆. In the case of
union types A ∨ B, the algorithm collects the LOS of A and B and returns the union of the
two sets. For intersection types A∧ B the algorithm collects the LOS of A and B and returns
the intersection of the two sets. The lowest ordinary subtype of Null is Null itself. Finally, the
LOS of P is the union of P itself with all subtypes of P defined in∆. Note that LOS is defined
as a structurally recursive function and therefore its decidability is immediate.

Algorithmicdisjointness. With LOS, an algorithmic formulation of disjointness is straight-
forward:

Definition 7. ∆ ⊢ A ∗a B ::= |A|∆ ∩ |B|∆ = {}.

The algorithmic formulation of disjointness in Definition 7 states that two types A and B are
disjoint under the context ∆ if they do not have any common lowest ordinary subtypes. In
other words, the set intersection of |A|∆ and |B|∆ is the empty set. Note that this algorithm
is naturally very close to Definition 6.

Soundness and completeness of algorithmic disjointness. Next, we show that dis-
jointness algorithm is sound and complete with respect to disjointness specifications (The-
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orem 3.17). Soundness and completeness of LOS are essential to prove Theorem 3.17. Both
of these properties are shown in Lemma 3.18 and Lemma 3.19 respectively.

Theorem 3.17 (Disjointness Equivalence). ∆ ⊢ A ∗a B if and only if∆ ⊢ A ∗ B.

Lemma 3.18 (Soundness of |A|∆). ∀ well-formed∆ and A and B that are well-formed under
∆, if B ∈ |A|∆, then∆ ⊢ B <: A.

Lemma 3.19 (Completeness of |A|∆). ∀ A B◦, if ∆ ⊢ B◦ <: A, then B◦ ∈ |A|∆, or B◦ is
an arrow type and⊤ → ⊥ ∈ |A|∆.

3.3.5 Typing, Semantics and Metatheory

Both typing and the operational semantics are parameterized by the nominal context∆. The
typing rules are extended with a rule for nominal types rule ptyp-prim as shown:

ptyp-prim
ok ∆ ∆ ⊢ P
∆;Γ ⊢ new P : P

The typing rule ptyp-prim states that under a well-formed context ∆ and well-formed
type P, new P has type P. No additional reduction rule is required because new P is a value.
However, the rules step-switchl and step-switchr require∆ because they do a subtyping
check. We illustrate the updated rule step-switchl next:

nstep-switchl
∆ ⊢ ⌊v⌋ <: A

∆ ⊢ switch v {(x : A) → e1, (y : B) → e2} −→ e1[x⇝ v]

Rule step-switchr is updated similarly as:

nstep-switchr
∆ ⊢ ⌊v⌋ <: B

∆ ⊢ switch v {(x : A) → e1, (y : B) → e2} −→ e2[y⇝ v]

All the other rules are essentially the same as in Section 3.2, modulo the extra nominal con-
text ∆.
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Example. Assuming a context ∆ = Person ≤ ⊤, Student ≤ Person,Robot ≤ ⊤, y :
Person | Robot and x : Student, we could write the following two switches:
switch(y) // Accepted!
(z : Person) → false
(z : Robot) → true

switch (x) // Rejected!
(z : Person) → false
(z : Student) → true

In the above code, the first switch, using y is accepted, while the second one (using x) is
rejected because the types overlap in that case.

Key Properties. We proved that λu with intersection types, nominal types and subtyping
distributivity preserves type soundness and determinism.

Theorem 3.20 (Type Preservation). If ∆;Γ ⊢ e : A and∆ ⊢ e −→ e′ then∆;Γ ⊢ e′ : A.

Theorem 3.21 (Progress). If ∆; · ⊢ e : A then either e is a value; or e can take a step to e′.

Theorem 3.22 (Determinism). If ∆;Γ ⊢ e : A and ∆ ⊢ e −→ e1 and ∆ ⊢ e −→ e2 then
e1 = e2.

3.4 Switches with Disjoint Polymorphism and Empty Types

The calculus introduced in Section 3.2 is a simple foundational lambda calculus with union
types, similar to priorwork on union types and their elimination forms [Benzaken et al. 2003;
Castagna et al. 2014a; Dunfield 2014]. In Section 3.3 we extend λu with various interesting
features including intersection types, nominal types and subtyping distributivity, inspired by
Ceylon, which has similar features. In this section we discuss two more practical extensions:

• Disjoint Polymorphism: The first extension is an extension with a form of disjoint
polymorphism [Alpuim et al. 2017], which allows the specification of disjointness con-
straints for type variables. Although Ceylon supports polymorphism, it does not sup-
port disjoint polymorphism. The extension with disjoint polymorphism is inspired by
the work on disjoint intersection types, where disjoint polymorphism has been pro-
posed to account for disjointness in a polymorphic language.

• A Special Subtyping Rule for Empty Types: The second extension that we discuss
is an alternative subtyping formulation with a special subtyping rule for empty types,
which follows the Ceylon approach.

Note that both extensions above have also been formalized in Coq and proved type-sound
and deterministic. In addition, we also have a brief discussion about implementation con-
siderations.
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A,B, C ::= ⊤ | ⊥ | Int | A → B | Null | A ∨ B | A ∧ B | P | α | ∀(α ∗ A).B
e ::= x | i | λx.e | e1 e2 | switch e {(x : A) → e1, (y : B) → e2} | null | new P |

e A | Λ(α ∗ A).e
v ::= i | λx.e | null | new P | Λ(α ∗ A).e
Γ ::= · | Γ, x : A | Γ, α ∗ A
∆ ::= · | ∆,P <: A

G ::= ⊤ | ⊥ | Int | Null | A → B | G1 ∨G2 | G1 ∧G2 | ∀(α ∗G).B

Lowest Ordinary Subtypes (LOS) |A|∆;Γ

|⊤|∆;Γ = {Int,⊤ → ⊥,Null} ∪ dom ∆

|⊥|∆;Γ = {}
|Int|∆;Γ = {Int}
|A → B|∆;Γ = {⊤ → ⊥}
|A ∨ B|∆;Γ = |A|∆;Γ ∪ |B|∆;Γ

|A ∧ B|∆;Γ = |A|∆;Γ ∩ |B|∆;Γ

|Null|∆;Γ = {Null}
|P|∆;Γ = {P} ∪∆(P)
|∀(α ∗G).B|∆;Γ = {∀(α ∗ ⊥).⊥}
|α|∆;Γ = (|⊤|∆;Γ) - (|G|∆;Γ)

where α ∗G ∈ Γ

Figure 3.8: Syntax, additional typing, subtyping, and reduction rules for λu with polymorphism.

3.4.1 Disjoint Polymorphism

In this section we discuss an extension of λu with parametric polymorphism along with in-
tersection and nominal types. The interesting aspect about this extension is the presence
of disjointness constraints. For example, in λu with polymorphism a polymorphic disjoint
switch such as: Γ, α ∗ Int ⊢ switch e {(x : Int) → true, (y : α) → false} is accepted. It
is safe to use Int and α in alternative branches in a switch in this example. The disjointness
constraint in the context (Γ, α ∗ Int) on type variable α ensures that α must only be instan-
tiated with types disjoint to Int. Thus an instantiation of α with Null or A → B is allowed.
Whereas, an instantiation of α with Int is rejected by the type system.

Syntax. Figure 3.8 shows the extension in the syntax of λu with polymorphism. Types are
extended with type variables α and disjoint quantifiers ∀(α ∗G).B. The reader can think of
this extension in the context of bounded quantification [Canning et al. 1989; Cardelli and
Wegner 1985] where bounded quantifiers (∀(α <: A).B) are replaced by disjoint quantifiers
(∀(α ∗ G).B). Bounded quantification imposes a subtyping restriction on type variables,
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whereas disjoint quantification imposes disjointness restriction on type variables. Disjoint
quantification only allows the instantiation of disjoint types. For example, ∀(α <: Int ∨
Bool).α allows α to be instantiated only with subtypes of Int ∨ Bool and restricts all other
types. Whereas, ∀(α ∗ Int ∨ Bool).α restricts all the instantiations of α which share an
ordinary subtype with Int ∨ Bool. In other words, the permitted instantiations of α are the
types disjoint to Int ∨ Bool. Null is a valid instantiation in this case, while Int is not a valid
instantiation.

Expressions are extendedwith type application e A and type abstractionΛ(α∗G).e. A type
abstraction is also a value. Additionally, contextΓ now also contains type variables with their
respective disjointness constraints. The disjointness constraint of type variables is restricted
to ground types (G), which includes all the types except type variables. Ground types are
shown at the top left of Figure 3.8.

Subtyping. Figure 3.9 shows subtyping relation in the formalization of polymorphic λu.
Note that subtyping, typing, and reduction relations now have two contexts ∆ and Γ. Sub-
typing is extended for the two newly added types. The subtyping rule for type variables is
a special case of reflexivity (rule polys-tvar)). Rule polys-all is interesting. It says that
input and output types of two disjoint quantifiers are covariant in the subtype relation. This
contrasts with calculi with bounded quantification and disjoint polymorphism [Alpuim et al.
2017], where the subtyping between the type bounds of the constraints is contravariant, and
the subtyping between the types in the universal quantification body is covariant. Note that
in the calculus that we formalized in Coq, we study parametric polymorphism without dis-
tributive subtyping rules. Subtyping for polymorphic λu is reflexive and transitive:

Lemma 3.23 (Subtyping reflexivity). ∆;Γ ⊢ A <: A

Lemma 3.24 (Subtyping transitivity). If ∆;Γ ⊢ A <: B and ∆;Γ ⊢ B <: C then ∆;Γ ⊢
A <: C

Typing andOperational Semantics. Typing is extended to assign the type to two newly
added expressions and is shown in Figure 3.10. Rule ptyp-tap is for type applications and
rule ptyp-tabs is for type abstractions. Similarly, Figure 3.11 shows reduction rules for poly-
morphicλu. Rule polystep-tappl is standard reduction rule for type application. Rule polystep-
tapp replaces α with type B in expression e.

Disjointness. Disjointness has to be updated to accommodate type variables and disjoint
quantifiers. The definition of algorithmic disjointness is roughly the same as discussed in
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∆;Γ ⊢ A <: B (Subtyping)

polys-top

∆;Γ ⊢ A <: ⊤

polys-int

∆;Γ ⊢ Int <: Int

polys-bot

∆;Γ ⊢ ⊥ <: A

polys-unit

∆;Γ ⊢ Null <: Null

polys-arrow
∆;Γ ⊢ B1 <: A1 ∆;Γ ⊢ A2 <: B2

∆;Γ ⊢ A1 → A2 <: B1 → B2

polys-ora
∆;Γ ⊢ A <: C ∆;Γ ⊢ B <: C

∆;Γ ⊢ A ∨ B <: C

polys-orb
∆;Γ ⊢ A <: B

∆;Γ ⊢ A <: B ∨ C

polys-orc
∆;Γ ⊢ A <: C

∆;Γ ⊢ A <: B ∨ C

polys-anda
∆;Γ ⊢ A <: B ∆;Γ ⊢ A <: C

∆;Γ ⊢ A <: B ∧ C

polys-andb
∆;Γ ⊢ A <: C

∆;Γ ⊢ A ∧ B <: C

polys-andc
∆;Γ ⊢ B <: C

∆;Γ ⊢ A ∧ B <: C

polys-tvar
ok ∆ ∆;Γ ⊢ α

∆;Γ ⊢ α <: α

polys-all
∆;Γ ⊢ G1 <: G2 ∆;Γ, α ∗G2 ⊢ B1 <: B2

∆;Γ ⊢ ∀(α ∗G1).B1 <: ∀(α ∗G2).B2

polys-prefl
ok ∆ ∆;Γ ⊢ P
∆;Γ ⊢ P <: P

polys-pin
ok ∆ ∆;Γ ⊢ P1 P2 ∈ ∆P1

∆;Γ ⊢ P2 <: P1

Figure 3.9: Subtyping for polymorphic λu.

Section 3.3, except that it takes an additional argument Γ. Context Γ is also an argument of
LOS. LOS is extended to handle the additional cases of α and ∀(α∗G).B and is shown at the
top right of Figure 3.8. LOS returns ∀(α ∗⊥).⊥ as the least ordinary subtype of ∀(α ∗G).B.
The type variable case is interesting. It returns the set difference of all ordinary subtypes and
LOS of the disjointness constraint of type variable. Note that the disjointness constraint of
type variables is restricted to ground types.

Definition 8 (Disjointness). ∆;Γ ⊢ A ∗ B ::= |A|∆;Γ ∩ |B|∆;Γ = {}.

Type-safety and Determinism. The extension with disjoint polymorphism retains the
properties of type-soundness and determinism. All the metatheory is formalized in Coq
theorem prover.

Theorem 3.25 (Type Preservation). If ∆;Γ ⊢ e : A and∆ ⊢ e −→ e′ then∆;Γ ⊢ e′ : A.

Theorem 3.26 (Progress). If ∆; · ⊢ e : A then either e is a value; or e can take a step to e′.
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∆;Γ ⊢ e : A (Typing)

ptyp-int
ok ∆

∆;Γ ⊢ i : Int

ptyp-null
ok ∆

∆;Γ ⊢ null : Null

ptyp-var
ok ∆ ∆ ⊢ A x : A ∈ Γ

∆;Γ ⊢ x : A

ptyp-app
ok ∆ ∆ ⊢ A

∆ ⊢ B ∆;Γ ⊢ e1 : A → B ∆;Γ ⊢ e2 : A
∆;Γ ⊢ e1 e2 : B

ptyp-sub
∆;Γ ⊢ e : A A <: B

∆;Γ ⊢ e : B

ptyp-abs
ok ∆ ∆ ⊢ A ∆ ⊢ B ∆;Γ, x : A ⊢ e : B

∆;Γ ⊢ λx.e : A → B

ptyp-and
∆;Γ ⊢ e : A ∆;Γ ⊢ e : B

∆;Γ ⊢ e : A ∧ B

ptyp-switch
∆;Γ ⊢ e : A ∨ B ∆;Γ, x : A ⊢ e1 : C

∆;Γ, y : B ⊢ e2 : C ∆ ⊢ A ∗s B
∆;Γ ⊢ switch e {(x : A) → e1, (y : B) → e2} : C

ptyp-prim
ok ∆ ∆ ⊢ P
∆;Γ ⊢ new P : P

ptyp-tap
∆;Γ ⊢ e : ∀(α ∗G).C ∆;Γ ⊢ G1 ∗G

∆;Γ ⊢ eG1 : C[α ⇝ G1]

ptyp-tabs
∆;Γ, α ∗G ⊢ e : B

∆;Γ ⊢ Λ(α ∗G).e : ∀(α ∗G).B

Figure 3.10: Typing for polymorphic λu.

Theorem 3.27 (Determinism). If ∆;Γ ⊢ e : A and ∆ ⊢ e −→ e1 and ∆ ⊢ e −→ e2 then
e1 = e2.

Progress and determinism does not require significant changes for this extension. Type
preservation requires the preservation of disjointness after substitution and disjointness nar-
rowing along with disjointness weakening. Disjointness substitution states that if two types
are disjoint before type substitution, they must be disjoint after type substitution as stated
in Lemma 3.28. The disjointness narrowing relates disjointness and subtyping. It states that
it is safe to change the bounds of type variables from subtypes to supertypes as stated in
Lemma 3.29.

Lemma 3.28 (Disjointness Substitution). If∆;Γ, α ∗G1 ⊢ B ∗C and∆;Γ ⊢ G2 ∗G1 then
∆;Γ[α ⇝ G2] ⊢ B[α ⇝ G2] ∗ C[α ⇝ G2]

Lemma 3.29 (Disjointness Narrowing). If∆;Γ, α ∗G1 ⊢ B∗C and∆;Γ ⊢ G1 <: G2 then
∆;Γ, α ∗G2 ⊢ B ∗ C

58



3.4 Switches with Disjoint Polymorphism and Empty Types

∆;Γ ⊢ e −→ e′ (Operational Semantics)

polystep-appl
∆;Γ ⊢ e1 −→ e′1

∆;Γ ⊢ e1 e2 −→ e′1 e2

polystep-appr
∆;Γ ⊢ e −→ e′

∆;Γ ⊢ v e −→ v e′
polystep-beta

∆;Γ ⊢ (λx.e) v −→ e[x⇝ v]

polystep-tappl
∆;Γ ⊢ e −→ e′

∆;Γ ⊢ e B −→ e′ B

polystep-tapp

∆;Γ ⊢ (Λ(α ∗G).e)B −→ e[α ⇝ B]

polystep-switch
∆;Γ ⊢ e −→ e′

∆;Γ ⊢ switch e {(x : A) → e1, (y : B) → e2} −→ switch e′ {(x : A) → e1, (y : B) → e2}

polystep-switchl
value v ∆;Γ ⊢ ⌊v⌋ <: A

∆;Γ ⊢ switch v {(x : A) → e1, (y : B) → e2} −→ e1[x⇝ v]

polystep-switchr
value v ∆;Γ ⊢ ⌊v⌋ <: B

∆;Γ ⊢ switch v {(x : A) → e1, (y : B) → e2} −→ e2[y⇝ v]

Figure 3.11: Operational Semantics for polymorphic λu.

3.4.2 A More General Subtyping Rule for Bottom Types

As discussed in Section 3.3.3, Ceylon includes the following subtyping rule:

s-disj
A ∗ B

A ∧ B <: ⊥

It is possible to support, and in fact generalize, such a rule in λu. The idea is to employ our
definition of lowest ordinary subtypes, and add the following rule to λu with intersection
types:

s-los
|A| = {}

A <: B

Rule s-los is an interesting addition in subtyping of λu. It says that if the LOS returns the
empty set for some typeA, thenA is a subtype of all types. In other words, such type behaves
like a bottom-like type. Such rule generalizes the rule s-disj employed in Ceylon, since when
A is an intersection type of two disjoint types, we get the empty set. Moreover, adding rule s-
los makes rule s-bot redundant as well, since the LOS for the bottom type is also the empty
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3 Union Types with Disjoint Switches

set. It is trivial to prove a lemma which says that ⊥ is a subtype of all types. We drop rule s-
bot from the calculus discussed in Section 3.3 and prove Lemma 3.30 to show this property
instead:

Lemma 3.30 (Bottom Type Least Subtype). ⊥ <: A.

A similar lemma can be proved to show that disjoint types are bottom-like (as in rule s-disj),
when rule s-los is added to subtyping:

Lemma 3.31 (Disjont Intersections are Bottom-Like). If A ∗ B then A ∧ B <: ⊥.

The use of rule s-los instead of rule s-disj also has the advantage that it does not create
a mutual dependency between disjointness and subtyping. We can have the definition of
disjointness, which depends only on subtyping and ordinary types, and the definition of
subtyping, which depends on LOS but not on disjointness. Nevertheless, like rule s-disj,
rule s-los would not be an appropriate rule in calculi with a merge operator for the reasons
discussed in Section 3.3.

We have formalized and proved all the metatheory, including type soundness, transitivity
of subtyping, soundness and completeness of disjointness and determinism for a variant of
λu with intersection types, nominal types, standard subtyping and rule s-los in Coq.

3.4.3 Implementation of Disjoint Switches

Ceylon code runs on the Java Virtual Machine (JVM). A Ceylon program compiles to JVM
bytecode. The final bytecode to which a Ceylon program is compiled to erase annotations
for types not supported in the JVM. In particular, union types such as String ∨ Null are erased
into Object. Disjoint switches are implemented by type casts. For each branch there is an
instanceof to test the type of the branch and select a particular branch. An implementation
of the λu calculus could also use a similar approach for compilation. In essence the use
of union types and disjoint switches provides an elegant alternative to type-unsafe idioms,
based on instanceof tests, that are currently widely used by Java programmers, while keeping
comparable runtime performance.
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4 Revisiting Disjointness

Polymorphic λu discussed in Section 3.4.1 has a ground type restriction on type variable
bounds. Ground types constitute of all the types except type variables. This means that a
type variable cannot be declared as a bound to another type variable. While this is a com-
mon approach in many polymorphic calculi [Dolan and Mycroft 2017], this approach limits
the expressiveness of calculus. For example, in our setting, two type variables cannot be de-
clared disjoint in the presence of ground type restriction. This restrains us from writing the
following program:

Bool isFirstMatch [X * Y] (x : X | Y) = switch (x)
(x:X) → true
(y:Y) → false

Since the bound of type variable X is another type variable Y, therefore, this program will
not type-check in the presence of ground type restriction on type variable bound. Any type
except the type variable can be a bound of a type variable. In contrast, the following program
will type-check:

Bool isInteger [X * Int] (x : X | Int) = switch (x)
(x:Int) → true
(y:X) → false

Notice that the bound of type variable X in the program above is a base type i.e. Int. While
this approach with ground type restriction is useful in many scenarios, it restrains us from
writing some valid programs. In this chapter we study a variant of λu with disjoint polymor-
phism without a ground type restriction on type variable bounds. This makes the current
calculus more expressive than the one discussed in Section 3.4 and isFirstMatch type-checks
in this calculus.

We develop a novel disjointness algorithm for intersection and union types by exploiting
union ordinary and union splittable types [Huang andOliveira 2021]. We study two variants
of λu with the newly developed disjointness, one without polymorphism and another with
polymorphism. The first calculus establishes a connection with the calculi without polymor-
phism. We show that the disjointness in Section 3.3 is sound and complete with respect to
the disjointness in Section 4.1. The second calculus revisits disjoint polymorphism in Sec-
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A,B, C ::= ⊤ | ⊥ | Int | A → B | A ∨ B | A ∧ B | Null
e ::= x | i | λx.e | e1 e2 | switch e {(x : A) → e1, (y : B) → e2} | null
v ::= i | λx.e | null
Γ ::= · | Γ, x : A

A <: B (Subtyping)

s-top

A <: ⊤

s-int

Int <: Int

s-bot

⊥ <: A

s-null

Null <: Null

s-arrow
B1 <: A1 A2 <: B2

A1 → A2 <: B1 → B2

s-ora
A <: C B <: C

A ∨ B <: C

s-orb
A <: B

A <: B ∨ C

s-orc
A <: C

A <: B ∨ C

s-anda
A <: B A <: C

A <: B ∧ C

s-andb
A <: C

A ∧ B <: C

s-andc
B <: C

A ∧ B <: C

Figure 4.1: Syntax and subtyping for λu with intersection types.

tion 4.2 and proposes a revised disjointness algorithm without ground types. Appendix A
presents another variant of the disjointness algorithm based onCommonOrdinary Subtypes
(COST).

4.1 Disjointness with Intersection and Union Types

Recall that our first disjointness algorithm introduced in Section 3.2 did not work when we
add intersection types. In Section 3.3 we come up with another disjointness algorithm based
on Least Ordinary Subtypes (LOS) that accounts for intersection and union types. LOS is a
function that computes a set of least ordinary subtypes of the input type. The disjointness
algorithm discussed in Section 3.3 states that two types are disjoint if set intersection of LOS
of two types is an empty set.

In this section we discuss another variant of the disjointness algorithm which is sound
and complete with respect to the standard disjointness specifications discussed earlier in this
thesis. We also explain the reason where naive disjointness algorithm fails with intersection
and union types in detail in this section.

Syntax and subtyping. Syntax and subtyping for λu with intersection types is shown in
Figure 4.1. Types, expressions, values and typing context (Γ) stay the same as in Section 3.3.
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4.1 Disjointness with Intersection and Union Types

A⊚ (Union Ordinary Types)

uo-top

⊤⊚

uo-int

Int⊚
uo-arrow

(A → B)⊚
uo-unit

Null⊚

uo-and
A⊚ B⊚

(A ∧ B)⊚

B ◁ A ▷ C (Union Splittable Types)

usp-or

A ◁ A ∨ B ▷ B

usp-orandl
A1 ◁ A ▷ A2

A1 ∧ B ◁ A ∧ B ▷ A2 ∧ B

usp-orandr
B1 ◁ B ▷ B2

A ∧ B1 ◁ A ∧ B ▷ A ∧ B2

Figure 4.2: Syntax, union ordinary, and union splittable types.

We use conventional subtyping and drop distributive subtyping rules for function, intersec-
tion, and union types to emphasize the pivotal concept of disjointness for λu.

4.1.1 Disjointness, Union Ordinary, and Union Splittable Types

Unionordinaryandunion splittable types. Unionordinary andunion splittable types
play an essential role in the formulation of the novel disjointness algorithm. These types are
shown in Figure 4.2. ⊤, Int, A → B and Null are union ordinary types as shown by rules uo-
top, uo-int, uo-arrow, and uo-unit respectively. An intersection type is union ordinary
only if both of its parts are union ordinary types as shown in rule uo-and. For example,
Int∧⊤ is a union ordinary type. Whereas, (Int∨A → B)∧⊤ is not union ordinary because
left part of the intersection is not union ordinary i.e Int ∨ A → B.

Union types are never union ordinary types. On the contrary, union types are union split-
table types by rule usp-or. Intersection types are union splittable if either of the component
of the intersection is union splittable by rules usp-andl and usp-andr. We illustrate union
splittable types with the help of following examples:

• Int ∨ Bool : Int ∨ Bool is trivially union splittable into Int and Bool by rule usp-or.

Int ◁ Int ∨ Bool ▷ Bool
usp-or

• (Int ∨ Bool) ∧ String : (Int∨Bool)∧String is splittable into Int∧String and Bool∧
String by rule usp-orandl and rule usp-or.
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A ∗a B (Disjointness)

ad-btml

⊥ ∗a A

ad-btmr

A ∗a ⊥

ad-intl

Int ∗a A → B

ad-intr

A → B ∗a Int

ad-null-intl

Null ∗a Int

ad-null-intr

Int ∗a Null

ad-null-funl

Null ∗a A → B

ad-null-funr

A → B ∗a Null

ad-orll
A1 ◁ A ▷ A2 A1 ∗a B A2 ∗a B

A ∗a B

ad-orrr
B1 ◁ B ▷ B2 A ∗a B1 A ∗a B2

A ∗a B

ad-andll
A1 ∗a B B⊚

(A1 ∧ A2) ∗a B

ad-andlss
A2 ∗a B B⊚

(A1 ∧ A2) ∗a B

ad-andrr
A ∗a B1 A⊚

A ∗a (B1 ∧ B2)

ad-andrss
A ∗a B2 A⊚

A ∗a (B1 ∧ B2)

ad-emptyl
A ∗a B

(A ∧ B) ∗a C

ad-emptyr
B ∗a C

A ∗a (B ∧ C)

Figure 4.3: Disjointness based on splittable types for λu.

Int ◁ Int ∨ Bool ▷ Bool
usp-or

Int ∧ String ◁ (Int ∨ Bool) ∧ String ▷ Bool ∧ String
usp-orandl

• String ∧ (Int ∨ Bool) : String∧(Int∨Bool) is splittable into String∧ Int and String∧
Bool by rule usp-orandr and rule usp-or.

Int ◁ Int ∨ Bool ▷ Bool
usp-or

String ∧ Int ◁ String ∧ (Int ∨ Bool) ▷ String ∧ Bool
usp-orandr

Note that a type is either union ordinary or union splittable (Lemma 4.1):

Lemma 4.1 (Exclusivity of union ordinary and union splittable types). ∀A, A is either union
ordinary or union splittable and never both.

Algorithmic Disjointness. The algorithmic disjointness based on union ordinary and
union splittable types is shown in Figure 4.3. Rules ad-btml, ad-btmr, ad-intl, ad-intr,
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4.1 Disjointness with Intersection and Union Types

ad-null-intl, ad-null-intr, ad-null-funl, and ad-null-funr are trivial disjointness
axioms. Thenovelty of the disjointness algorithm lies in the disjointness rules for intersection
and union types.

Rule ad-orll states that if A is union splittable into A1 and A2 then A is disjoint to B only
if A1 and A2 are disjoint to B. Rule ad-orrr is symmetric to rule ad-orll. Rules ad-andll
and ad-andlss state that an intersection type A1 ∧ A2 is disjoint to another type B when
B is union ordinary and either A1 or A2 is disjoint to B. Rules ad-andrr and ad-andrss
are symmetric to rules ad-andll and ad-andlss. Rules ad-emptyl and ad-emptyr are
interesting rules. They state that an intersection of two disjoint types is disjoint with any
other type. The intersection of two disjoint types forms an empty type or a bottom-like type,
which is disjoint with any other type. The following example illustrates our novel disjointness
algorithm:

• (Int ∨ Bool) ∗a String : Int ∨ Bool is disjoint to String by rule ad-orll.

ad-orll

usp-or
Int ◁ Int ∨ Bool ▷ Bool Int ∗a String Bool ∗a String

(Int ∨ Bool) ∗a String

4.1.2 Essence of Union Ordinary Types

Union ordinary restriction. Note that the union ordinary premise in rules ad-andll,
ad-andlss, ad-andrr, and ad-andrss is optional. This premise only makes the rules less
overlapping. It allows the application of rules ad-andll, ad-andlss, ad-andrr, and ad-
andrss only if one type is an intersection type and the other type is a union ordinary type.
When the other type is not union ordinary type, the disjointness algorithm falls to the union
rules. The algorithm then splits the other type until it becomes union ordinary and then
applies either of the rules ad-andll, ad-andlss, ad-andrr, and ad-andrss.

Next we explain the naive disjointness algorithm without union ordinary and union split-
table types and then emphasize the significance of union ordinary and union splittable types.

Disjointness without union ordinary and union splittable types. The naive dis-
jointness algorithmwithout union ordinary and union splittable types is shown in Figure 4.4.
The rules ad-btml, ad-btmr, ad-intl, ad-intr, ad-null-intl, ad-null-intr, ad-null-
funl, ad-null-funr, ad-emptyl, andad-emptyr are straightforward and already explained.
The rules for the intersection types (ad-andla, ad-andlb, ad-andra, and ad-andrb) state
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4 Revisiting Disjointness

A ∗a B (Disjointness without union ordinary and union splittable types)

ad-btml

⊥ ∗a A

ad-btmr

A ∗a ⊥

ad-intl

Int ∗a A → B

ad-intr

A → B ∗a Int

ad-null-intl

Null ∗a Int

ad-null-intr

Int ∗a Null

ad-null-funl

Null ∗a A → B

ad-null-funr

A → B ∗a Null

ad-orl
A ∗a C B ∗a C

A ∨ B ∗a C

ad-orr
A ∗a B A ∗a C

A ∗a B ∨ C

ad-andla
A ∗a C

A ∧ B ∗a C

ad-andlb
B ∗a C

A ∧ B ∗a C

ad-andra
A ∗a B

A ∗a B ∧ C

ad-andrb
A ∗a C

A ∗a B ∧ C

ad-emptyl
A ∗a B

(A ∧ B) ∗a C

ad-emptyr
B ∗a C

A ∗a (B ∧ C)

Figure 4.4: Disjointness without union ordinary and union splittable types for λu.

that an intersection type A ∧ B is disjoint to another type C if either A or B is disjoint to C.
Importantly, the rules for the intersection types no longer carry a premise with union ordi-
nary restriction as in Figure 4.3. Similarly, rules for the union types (ad-orl and ad-orr)
do not depend on union splittable types. The rules ad-orl and ad-orr simply state that a
union type A ∨ B is disjoint to another type C if A disjoint to C and B disjoint to C holds.

Significance of union ordinary types. Recall that the union ordinary types play an
essential role to make the rules for the intersection types in Figure 4.3 more algorithmic. We
illustrate this with the help of following example. Note that we apply the disjointness rules
from Figure 4.4 in the following derivation.

ad-orl
Int ∗a String Bool ∗a String

(Int ∨ Bool) ∗a String
Int ∗a Int

???
Bool ∗a Int

(Int ∨ Bool) ∗a Int
ad-orl

(Int ∨ Bool) ∗a (String ∨ Int)
ad-orr

(Int ∨ Bool) ∧ (Bool ∨ String) ∗a (String ∨ Int)
ad-andla

(Int ∨ Bool) ∧ (Bool ∨ String) and (String ∨ Int) are disjoint types and the algorithm in
Figure 4.4may backtrack to classify themas disjoint typeswithout union ordinary restriction.
In the derivation above we apply intersection rules first and then union rules. The derivation
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4.1 Disjointness with Intersection and Union Types

proceeds by applying the rule ad-andla which generates a sub-problem of (Int ∨ Bool) ∗a
(String∨ Int). It then applies rule ad-orr which further generates two sub-problems (Int∨
Bool) ∗a String and (Int ∨ Bool) ∗a Int.

1. Applying rule ad-orl, (Int ∨ Bool) ∗a String can be solved since Int ∗a String and
Bool ∗a String holds.

2. (Int ∨ Bool) ∗a Int fails to derive. The only option that we have left at this stage is to
apply rule ad-orl which requires Int ∗a Int and Bool ∗a Int. The highlighted part
in the derivation fails to hold i.e. Int ∗a Int does not hold. Therefore the current
derivation fails.

This example also fails to derive if we start by applying rule ad-andlb which finally will
result in String ∗a String . The algorithm will keep on backtracking with the application of
intersection rules at the very start. A solution to the successful derivation in current exam-
ple is to apply union rules first and then intersection rules. We show a successful derivation
below and then explain how union ordinary restriction reduces backtracking andmakes dis-
jointness rules less overlapping. Note that we use initials as place-holders instead of full type
names for the sake of space. In particular, I stands for Int, B for Bool, C for Char and S for
String.

ad-andla

ad-orl
I ∗a S B ∗a S

(I ∨ B) ∗a S

(I ∨ B) ∧ (B ∨ S) ∗a S

B ∗a I S ∗a I

(B ∨ S) ∗a I
ad-orl

(I ∨ B) ∧ (B ∨ S) ∗a I
ad-andlb

(I ∨ B) ∧ (B ∨ S) ∗a (S ∨ I)
ad-orr

Notice that we start by applying rule ad-orr in the derivation above. The key at this point
is to apply union rules first and then intersection rules. This reduces the backtracking of
the disjointness algorithm. Therefore, we enforce an optional union ordinary restriction in
the intersection rules (ad-andll, ad-andlss, ad-andrr, and ad-andrss) in Figure 4.3 in
contrast to the naive disjointness rules in Figure 4.4. The union ordinary premise restricts
the application of the intersection rules unless the union rules have been applied.

4.1.3 Essence of Union Splittable Types

Another issue with the naive disjointness algorithm shown in Figure 4.4 is that it is incom-
plete. We show the incompleteness with the following example:
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ad-orr
I ∗ S

I ∗ C I ∗ I
???

I ∗ (C ∨ I)
ad-orr

I ∗ (S ∨ C ∨ I)

S ∗ S
???

···
(B ∨ S) ∗ (S ∨ C ∨ I)

(I ∨ B ∨ S) ∗ (S ∨ C ∨ I)
ad-orl

(I ∨ B ∨ S) ∗ (S ∨ C ∨ I) ∧ (C ∨ I ∨ B)
ad-andra

(I ∨ B ∨ S) ∧ (B ∨ S ∨ C) ∗ (S ∨ C ∨ I) ∧ (C ∨ I ∨ B)
ad-andla

(Int∨Bool∨String)∧(Bool∨String∨Char) and (String∨Char∨ Int)∧(Char∨ Int∨Bool)
are clearly disjoint types but the algorithm in Figure 4.4 fails to classify them as disjoint types
without union splittable types. It does not matter whether we break the left intersection or
right intersection first, we cannot make these two types disjoint. Importantly the two types
as a whole are disjoint. But if we drop any component from either of the intersection, the
smaller types are no longer disjoint as shown in the derivation above.

Rule ad-andla drops a part of intersection from the left type resulting in a sub-problem
(Int ∨ Bool ∨ String) ∗ (String ∨ Char ∨ Int) ∧ (Char ∨ Int ∨ Bool) which does not hold
because Int is a common ordinary subtype of (Int ∨ Bool ∨ String) and (String ∨ Char ∨
Int) ∧ (Char ∨ Int ∨ Bool). The derivation finally results in the highlighted sub-problems
i.e Int ∗a Int and String ∗a String . Int is not disjoint to Int and so is not String to String.
Therefore the naive disjointness algorithm shown in Figure 4.4 fails and is not complete.

Union splittable types to the rescue. Union splittable types come to the rescue in
such cases and solve the incompleteness problem of the disjointness algorithm. Note that
union ordinary types are optional because union ordinary types justmake the rules less over-
lapping. The disjointness algorithm stays sound and complete without union ordinary types.
But union splittable types are essential. The disjointness algorithmwill not be complete with-
out union splittable types. The algorithm in Figure 4.3 is sound and complete, whereas the
algorithm in Figure 4.4 is sound but incomplete.

IllustrationofCompletenesswithunion splittable types. We showhow the union
splittable types solve the incompleteness problem of the disjointness algorithm in Figure 4.3
using the same example i.e (Int∨Bool∨String)∧ (Bool∨String∨Char)∗ (String∨Char∨
Int) ∧ (Char ∨ Int ∨ Bool). Since both of the types:

1. A1 = (Int ∨ Bool ∨ String) ∧ (Bool ∨ String ∨ Char)
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2. A2 = (String ∨ Char ∨ Int) ∧ (Char ∨ Int ∨ Bool)

are not unionordinary. Thereforewe cannot apply intersection rules (ad-andll, ad-andlss,
ad-andrr, and ad-andrss) from Figure 4.3 at the very start of the derivation. We can apply
either of the rule ad-orll or rule ad-orrr since both of the types are union splittable.

······
S ∧ (C ∨ I ∨ B) ◁ (S ∨ C ∨ I) ∧ (C ∨ I ∨ B) ▷ (C ∨ I) ∧ (C ∨ I ∨ B)

usp-orandl

(I ∨ B ∨ S) ∧ (B ∨ S ∨ C) ∗ (S ∨ C ∨ I) ∧ (C ∨ I ∨ B)
ad-orrr

Splitting goes as follows:

usp-or

······
S ◁ (S ∨ C ∨ I) ▷ C ∨ I

······
S ∧ (C ∨ I ∨ B) ◁ (S ∨ C ∨ I) ∧ (C ∨ I ∨ B) ▷ (C ∨ I) ∧ (C ∨ I ∨ B)

usp-orandl

We split the right side in the disjointness derivation above. The choice of the right or the left
type does not affect the outcome of the disjointness algorithm. The union splitting algorithm
will keep on splitting the right type unless all the smaller types become union ordinary types.
When the splitting algorithm concludes splitting of (String∨Char∨Int)∧(Char∨Int∨Bool),
the final result will be a list consisting of the following union ordinary types:

• {String∧Char, String∧ Int, String∧Bool,Char∧Char,Char∧ Int,Char∧Bool, Int∧
Char, Int ∧ Int, Int ∧ Bool}.

The whole disjointness checking problem breaks into the following sub-problems:

1. (Int ∨ Bool ∨ String) ∧ (Bool ∨ String ∨ Char) ∗ String ∧ Char

2. (Int ∨ Bool ∨ String) ∧ (Bool ∨ String ∨ Char) ∗ String ∧ Int

3. (Int ∨ Bool ∨ String) ∧ (Bool ∨ String ∨ Char) ∗ String ∧ Bool

4. (Int ∨ Bool ∨ String) ∧ (Bool ∨ String ∨ Char) ∗ Char ∧ Char
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5. (Int ∨ Bool ∨ String) ∧ (Bool ∨ String ∨ Char) ∗ Char ∧ Int

6. (Int ∨ Bool ∨ String) ∧ (Bool ∨ String ∨ Char) ∗ Char ∧ Bool

7. (Int ∨ Bool ∨ String) ∧ (Bool ∨ String ∨ Char) ∗ Int ∧ Char

8. (Int ∨ Bool ∨ String) ∧ (Bool ∨ String ∨ Char) ∗ Int ∧ Int

9. (Int ∨ Bool ∨ String) ∧ (Bool ∨ String ∨ Char) ∗ Int ∧ Bool

Notice that 7 out of 9 sub-problems are trivially solvable by rule emptyr except sub-problems
4 and 8. This is because the right type in sub-problems 1, 2, 3, 5, 6, 7 and 9 is an intersection
of two disjoint types. For example, the derivation for sub-problem 1 is:

String ∗ Char
(Int ∨ Bool ∨ String) ∧ (Bool ∨ String ∨ Char) ∗ String ∧ Char

ad-emptyr

Next, we show the derivation trees to solve sub-problem 4 and 8.

Derivation for (4) (Int ∨ Bool ∨ String) ∧ (Bool ∨ String ∨ Char) ∗ Char ∧ Char :

Int ∗ Char

Bool ∗ Char String ∗ Char
Bool ◁ Bool ∨ String ▷ String

(Bool ∨ String) ∗ Char
ad-orll

Int ◁ (Int ∨ Bool ∨ String) ▷ Bool ∨ String
(Int ∨ Bool ∨ String) ∗ Char

ad-orll

(Int ∨ Bool ∨ String) ∗ Char ∧ Char
ad-andrr

(Int ∨ Bool ∨ String) ∧ (Bool ∨ String ∨ Char) ∗ Char ∧ Char
ad-andll

Thederivation for the sub-problem 4 initiates by applying the rule ad-andllwhich selects
the left part of the intersection type and reduces the problem to (Int∨Bool∨String)∗Char∧
Char. Rule ad-andrr further reduces the problem to (Int ∨ Bool ∨ String) ∗ Char. The
rule ad-orll finally generates the base cases for the derivation. All of the base cases trivially
hold which concludes successful derivation for (Int ∨ Bool ∨ String) ∧ (Bool ∨ String ∨
Char) ∗ Char ∧ Char.
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Derivation for (8) (Int ∨ Bool ∨ String) ∧ (Bool ∨ String ∨ Char) ∗ Int ∧ Int : Thederiva-
tion for sub-problem 8 follows a similar path as of sub-problem 4. Complete derivation for
sub-problem 8 is shown below:

Bool ∗ Int

String ∗ Int Char ∗ Int
String ◁ String ∨ Char ▷ Char

(String ∨ Char) ∗ Int
ad-orl

Bool ◁ (Bool ∨ String ∨ Char) ▷ String ∨ Char
(Bool ∨ String ∨ Char) ∗ Int

ad-orl

(Bool ∨ String ∨ Char) ∗ Int ∧ Int
ad-andrr

(Int ∨ Bool ∨ String) ∧ (Bool ∨ String ∨ Char) ∗ Int ∧ Int
ad-andlss

Since the newly formulated disjointness algorithm solved all of the sub-problems, therefore
(Int∨Bool∨String)∧ (Bool∨String∨Char) ∗ (String∨Char∨ Int)∧ (Char∨ Int∨Bool)
holds. The successful derivation for this example shows that the novel disjointness algorithm
with union ordinary and union splittable types shown in Figure 4.3 is able to compute the
disjointness of the types on which naive algorithm shown in Figure 4.4 fails.

Soundness and completeness of disjointness. We prove that the novel disjointness
algorithm is sound and complete with respect to the disjointness specifications. The dis-
jointness specifications are shown again in Definition 9 for readability.

A◦, B◦, C◦ ::= Int | Null | A → B

Definition 9 (∧-Disjointness). A ∗ B ::= ∄ C◦, C◦ <: A and C◦ <: B.

Lemma 4.2 (Soundness of disjointness algorithm). ∀ A B, A ∗a B→ A ∗ B.

Lemma 4.3 (Completeness of disjointness algorithm). ∀ A B, A ∗ B→ A ∗a B.

4.1.4 Metatheory with Union Ordinary and Union Splittable Types

Typing and operational semantics. Subtyping, typing and operational semantics es-
sentially stay the same and are shown in Figure 4.5. This calculus preserves the standard
properties of subtyping, type-safety and determinism as shown below:

Lemma 4.4 (Subtyping Reflexivity). A <: A
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Γ ⊢ e : A (Typing)

typ-int

Γ ⊢ i : Int

typ-null

Γ ⊢ null : Null

typ-var
x : A ∈ Γ

Γ ⊢ x : A

typ-app
Γ ⊢ e1 : A → B Γ ⊢ e2 : A

Γ ⊢ e1 e2 : B

typ-sub
Γ ⊢ e : A A <: B

Γ ⊢ e : B

typ-abs
Γ, x : A ⊢ e : B

Γ ⊢ λx.e : A → B

typ-and
Γ ⊢ e : A Γ ⊢ e : B

Γ ⊢ e : A ∧ B

typ-switch
Γ ⊢ e : A ∨ B

Γ, x : A ⊢ e1 : C Γ, y : B ⊢ e2 : C A ∗ B
Γ ⊢ switch e {(x : A) → e1, (y : B) → e2} : C

e −→ e′ (Operational Semantics)

step-appl
e1 −→ e′1

e1 e2 −→ e′1 e2

step-appr
e −→ e′

v e −→ v e′
step-beta

(λx.e) v −→ e[x⇝ v]

step-switch
e −→ e′

switch e {(x : A) → e1, (y : B) → e2} −→ switch e′ {(x : A) → e1, (y : B) → e2}

step-switchl
⌊v⌋ <: A

switch v {(x : A) → e1, (y : B) → e2} −→ e1[x⇝ v]

step-switchr
⌊v⌋ <: B

switch v {(x : A) → e1, (y : B) → e2} −→ e2[y⇝ v]

Figure 4.5: Typing and operational semantics for λu.

Lemma 4.5 (Subtyping Transitivity). If A <: B and B <: C then A <: C

Theorem 4.6 (Type Preservation). If Γ ⊢ e : A and e −→ e′ then Γ ⊢ e′ : A.

Theorem 4.7 (Progress). If Γ ⊢ e : A then either e is a value; or e can take a step to e′.

Theorem 4.8 (Determinism). If Γ ⊢ e : A and e −→ e1 and e −→ e2 then e1 = e2.
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4.2 Redesigning Disjoint Polymorphism

A,B, C ::= ⊤ | ⊥ | Int | A → B | Null | A ∨ B | A ∧ B | P | α | ∀(α ∗ A).B
e ::= x | i | λx.e | e1 e2 | switch e {(x : A) → e1, (y : B) → e2} | null |

new P | e A | Λ(α ∗ A).e
v ::= i | λx.e | null | new P | Λ(α ∗ A).e
Γ ::= · | Γ, x : A | Γ, α ∗ A
∆ ::= · | ∆,P <: A

A⊚ (Union Ordinary Types)

uo-top

⊤⊚

uo-int

Int⊚
uo-arrow

(A → B)⊚
uo-unit

Null⊚

uo-and
A⊚ B⊚

(A ∧ B)⊚
uo-tvar

α⊚

uo-all

∀(α ∗ A).B⊚

uo-nom

P⊚

B ◁ A ▷ C (Union Splittable Types)

usp-or

A ◁ A ∨ B ▷ B

usp-orandl
A1 ◁ A ▷ A2

A1 ∧ B ◁ A ∧ B ▷ A2 ∧ B

usp-orandr
B1 ◁ B ▷ B2

A ∧ B1 ◁ A ∧ B ▷ A ∧ B2

Figure 4.6: Syntax, union ordinary, and union splittable types for polymorphic λu.

4.2 Redesigning Disjoint Polymorphism

In Section 4.1 we discuss a novel disjointness algorithm by exploiting union ordinary and
union splittable types. We show that the disjointness algorithm is sound and complete with
respect to the disjointness specifications. In this section we extend the calculus from Sec-
tion 4.1 with disjoint polymorphism. Importantly, we show that the ground type restriction
on type variable bounds is no longer needed with the novel disjointness algorithm.

Syntax, union ordinary, and union splittable types. The syntax for polymorphic λu

is shown at the top in Figure 4.6. Types are extended with the nominal types P, type variables
α, and disjoint quantifiers ∀(α ∗ A).B. The syntactic category of expressions now include a
new expression (new P) to construct instances of type P. It also includes type applications
e A and type abstractions Λ(α ∗ A).e. Expressions new P and Λ(α ∗ A).e are also values.
Typing context Γ also has entries for type variables Γ, α ∗ A. A new context ∆ keeps a list
and bounds of nominal types.
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4 Revisiting Disjointness

Union ordinary types are shown in the middle of Figure 4.6. Union ordinary types are
extended with type variables (rule uo-tvar), disjoint quantifiers (rule uo-all) and nominal
types (rule uo-nom). Union splittable types stay the same as in Figure 4.2 and are shown at
the bottom of Figure 4.6.

4.2.1 Disjointness

The disjointness algorithm with polymorphism is shown in Figure 4.7. In addition to the
prior axioms, we also add axioms for universal types and the nominal types. Universal types
are disjoint to all the base types and so are the nominal types. Type variables are disjoint to
all the subtypes of its bound as shown in rules adp-varr and adp-varl. For example in a
context [Γ, α ∗ ⊤], α is essentially disjoint to all the types because all the types are subtype
of⊤. In another context [Γ, α ∗ Int∨Bool], α is disjoint with all the subtypes of Int∨Bool
including Int and Bool but is not disjoint to String.

Note thatwe scrap the optional union ordinary premise from rules adp-andl, adp-andls,
adp-andr, and adp-andrs. This simplifies the metatheory with the type variables. We
also drop rules adp-emptyl and adp-emptyr from disjointness algorithm in Figure 4.7.
Dropping rules adp-emptyl and adp-emptyr restricts writing some programs but all the
practical programs still type-check. Generally, it does not allow writing empty intersection
types in branches. For example, the following program will no longer type-check because of
the empty type in the first branch i.e Int ∧ Bool.

Bool isInt (x : Int | Bool) = switch (x)
(x:Int&Bool) → true
(y:Int) → true
(z:Bool) → false

Since we cannot construct a value of type Int∧Bool in contemporary system, the first branch
in the above program has no practical significance. Therefore not allowing such empty in-
tersections does not affect the programs in practice.

Disjointness for nominal types. The disjointness rule for nominal types (rule adp-
nom) is interesting. It states that two nominal types P1 and P2 are disjoint if the intersection
of their subtypes is an empty set. Nominal subtypes (∆(A)) is a function that finds the sub-
types of type A in ∆ and returns a list. Note that nominal subtypes is a transitive closure.
Nominal subtypes function is shown next:
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4.2 Redesigning Disjoint Polymorphism

∆;Γ ⊢ A ∗ax B (Disjointness Axioms)

adpa-bot

∆;Γ ⊢ ⊥ ∗ax A

adpa-intarr

∆;Γ ⊢ Int ∗ax A → B

adpa-intnull

∆;Γ ⊢ Int ∗ax Null

adpa-intall

∆;Γ ⊢ Int ∗ax ∀(α ∗ A).B

adpa-nullarr

∆;Γ ⊢ Null ∗ax A → B

adpa-nullall

∆;Γ ⊢ Null ∗ax ∀(α ∗ A).B

adpa-arrall

∆;Γ ⊢ C → D ∗ax ∀(α ∗ A).B

adpa-pint

∆;Γ ⊢ P ∗ax Int

adpa-parr

∆;Γ ⊢ P ∗ax A → B

adpa-pnull

∆;Γ ⊢ P ∗ax Null

adpa-pall

∆;Γ ⊢ P ∗ax ∀(α ∗ A).B

adpa-sym
∆;Γ ⊢ A ∗ax B
∆;Γ ⊢ B ∗ax A

∆;Γ ⊢ A ∗ B (Disjointness)

adp-varr
α ∗ A ∈ Γ ∆;Γ ⊢ B <: A

∆;Γ ⊢ B ∗ α

adp-orl
A1 ◁ A ▷ A2 ∆;Γ ⊢ A1 ∗ B ∆;Γ ⊢ A2 ∗ B

∆;Γ ⊢ A ∗ B

adp-varl
α ∗ A ∈ Γ ∆;Γ ⊢ B <: A

∆;Γ ⊢ α ∗ B

adp-orr
B1 ◁ B ▷ B2 ∆;Γ ⊢ A ∗ B1 ∆;Γ ⊢ A ∗ B2

∆;Γ ⊢ A ∗ B

adp-andl
∆;Γ ⊢ A1 ∗ B

∆;Γ ⊢ (A1 ∧ A2) ∗ B

adp-andls
∆;Γ ⊢ A2 ∗ B

∆;Γ ⊢ (A1 ∧ A2) ∗ B

adp-andr
∆;Γ ⊢ A ∗ B1

∆;Γ ⊢ A ∗ (B1 ∧ B2)

adp-andrs
∆;Γ ⊢ A ∗ B2

∆;Γ ⊢ A ∗ (B1 ∧ B2)

adp-nom
P1 :: ∆(P1) ∩ P2 :: ∆(P2) = {}

∆;Γ ⊢ P1 ∗ P2

adp-axiom
∆;Γ ⊢ A ∗ax B
∆;Γ ⊢ A ∗ B

Figure 4.7: Disjointness with union splittable types for polymorphic λu.

Nominal Subtypes ∆(A)

·(A) = {}

(∆′,P ≤ B)(A) =


{P} ∪∆′(A) if P ≤ A ∈ ∆

∆′(A) otherwise

For example, in a context ∆ = {Person <: ⊤, Student <: Person, GradStudent <: Student,
Robot <:⊤, OptimumPrime <: Robot}:
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• Person is disjoint to Robot as per rule adp-nom, because the set intersection of the
subtypes of Person and Robot is empty i.e {Person, Student, GradStudent} ∩ {Robot,
OptimumPrime} = {}.

• Whereas, Person is not disjoint to GradStudent, because the set intersection of the
subtypes of Person and GradStudent is not empty i.e {Person, Student, GradStudent}
∩ {GradStudent} = {GradStudent}.

Contravariance of disjointness. Contravariance of disjointness (Lemma 4.9) states
that if two types A and B are disjoint, then the subtypes of A are also disjoint with B. In
general subtypes of disjoint types are disjoint as well. For example if A → B is disjoint to
Int ∨ Null, then A → B is disjoint to both Int and Null among other subtypes of Int ∨ Bool.
Similarly if a type A is disjoint to⊤, then A is disjoint with all the types because all the types
are subtypes of ⊤.

Lemma 4.9 (Contravariance of disjointness). If ∆;Γ ⊢ A ∗ B and ∆;Γ ⊢ C <: A then
∆;Γ ⊢ C ∗ B.

Expressivenessofdisjointness. Thenovel disjointness algorithmallowswriting the pro-
grams that are not allowed in the polymorphicλu discussed in Section 3.4.1 due to the ground
type restriction. We can write the programs by declaring type variables as bounds of other
type variables:

Bool isFirstMatch [X * Y] (x : X | Y) = switch (x)
(x:X) → true
(y:Y) → false

4.2.2 Subtyping, typing, and operational semantics

Subtyping, typing and operational semantics are altered to lift the ground type restriction on
type variable bounds and are shown in Figures 4.8 to 4.10 respectively. These relations have
already been explained in Section 3.4. We highlight the major changes next.

Modifications inmetatheory. The subtyping changes are reflected by rule polys-alldisj
in Figure 4.8. Note that first premise does not have ground type restriction. A1 and A2 can
be any types. Typing changes are shown in rules ptyp-tapdisj and ptyp-tabsdisj in Fig-
ure 4.9. Similarly, changes for operational semantics are shown in rule polystep-tappdisj
in Figure 4.10. Importantly, we no longer use syntactic category of ground types and the
bound of a type variable can be any other type.
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4.2 Redesigning Disjoint Polymorphism

∆;Γ ⊢ A <: B (Subtyping)

polys-top

∆;Γ ⊢ A <: ⊤

polys-int

∆;Γ ⊢ Int <: Int

polys-bot

∆;Γ ⊢ ⊥ <: A

polys-unit

∆;Γ ⊢ Null <: Null

polys-arrow
∆;Γ ⊢ B1 <: A1 ∆;Γ ⊢ A2 <: B2

∆;Γ ⊢ A1 → A2 <: B1 → B2

polys-ora
∆;Γ ⊢ A <: C ∆;Γ ⊢ B <: C

∆;Γ ⊢ A ∨ B <: C

polys-orb
∆;Γ ⊢ A <: B

∆;Γ ⊢ A <: B ∨ C

polys-orc
∆;Γ ⊢ A <: C

∆;Γ ⊢ A <: B ∨ C

polys-anda
∆;Γ ⊢ A <: B ∆;Γ ⊢ A <: C

∆;Γ ⊢ A <: B ∧ C

polys-andb
∆;Γ ⊢ A <: C

∆;Γ ⊢ A ∧ B <: C

polys-andc
∆;Γ ⊢ B <: C

∆;Γ ⊢ A ∧ B <: C

polys-tvar
ok ∆ ∆;Γ ⊢ α

∆;Γ ⊢ α <: α

polys-alldisj
∆;Γ ⊢ A1 <: A2 ∆;Γ, α ∗ A2 ⊢ B1 <: B2

∆;Γ ⊢ ∀(α ∗ A1).B1 <: ∀(α ∗ A2).B2

polys-prefl
ok ∆ ∆;Γ ⊢ P
∆;Γ ⊢ P <: P

polys-pin
ok ∆ ∆;Γ ⊢ P1 P2 ∈ ∆P1

∆;Γ ⊢ P2 <: P1

Figure 4.8: Subtyping for λu.

Type safetyanddeterminism. Polymorphicλu with updated disjointness preserves stan-
dard properties of subtyping, type-safety and determinism.

Lemma 4.10 (Subtyping Reflexivity). ∆;Γ ⊢ A <: A

Lemma 4.11 (Subtyping Transitivity). If ∆;Γ ⊢ A <: B and ∆;Γ ⊢ B <: C then ∆;Γ ⊢
A <: C

Theorem 4.12 (Type Preservation). If ∆;Γ ⊢ e : A and∆;Γ ⊢ e −→ e′ then∆;Γ ⊢ e′ : A.

Theorem 4.13 (Progress). If ∆; · ⊢ e : A then either e is a value; or e can take a step to e′.

Theorem 4.14 (Determinism). If ∆;Γ ⊢ e : A and ∆;Γ ⊢ e −→ e1 and ∆;Γ ⊢ e −→ e2
then e1 = e2.

Substitution lemmas. Type preservation depends on type substitution (Lemma 4.15)
which in turn depends on subtyping substitution (Lemma 4.16) and disjointness substitution
(Lemma 4.17). Lemma 4.15 states that if in a context where α is disjoint toA1, an expression
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∆;Γ ⊢ e : A (Typing)

ptyp-int
ok ∆

∆;Γ ⊢ i : Int

ptyp-null
ok ∆

∆;Γ ⊢ null : Null

ptyp-var
ok ∆ ∆ ⊢ A x : A ∈ Γ

∆;Γ ⊢ x : A

ptyp-app
ok ∆ ∆ ⊢ A

∆ ⊢ B ∆;Γ ⊢ e1 : A → B ∆;Γ ⊢ e2 : A
∆;Γ ⊢ e1 e2 : B

ptyp-sub
∆;Γ ⊢ e : A A <: B

∆;Γ ⊢ e : B

ptyp-abs
ok ∆ ∆ ⊢ A ∆ ⊢ B ∆;Γ, x : A ⊢ e : B

∆;Γ ⊢ λx.e : A → B

ptyp-and
∆;Γ ⊢ e : A ∆;Γ ⊢ e : B

∆;Γ ⊢ e : A ∧ B

ptyp-switch
∆;Γ ⊢ e : A ∨ B ∆;Γ, x : A ⊢ e1 : C

∆;Γ, y : B ⊢ e2 : C ∆ ⊢ A ∗s B
∆;Γ ⊢ switch e {(x : A) → e1, (y : B) → e2} : C

ptyp-prim
ok ∆ ∆ ⊢ P
∆;Γ ⊢ new P : P

ptyp-tapdisj
∆;Γ ⊢ e : ∀(α ∗ A).C ∆;Γ ⊢ B ∗ A

∆;Γ ⊢ e B : C[α ⇝ B]

ptyp-tabsdisj
∆;Γ, α ∗ A ⊢ e : B

∆;Γ ⊢ Λ(α ∗ A).e : ∀(α ∗ A).B

Figure 4.9: Operational Semantics for λu.

e has type B and A2 is disjoint to A1, then e has type B after substituting α with A2 in the
context Γ, expression e and type B.

Lemma 4.16 states that if in a context where α is disjoint to A1, type B is subtype of type C
and A2 is disjoint to A1, then B stays subtype of C after substituting α with A2 in context Γ,
type B and typeC. Similarly, Lemma 4.17 states that if in an environment where type variable
α is disjoint to A1, type B is disjoint to type C and A2 is disjoint to A1, then B stays disjoint to
C after substituting α with A2 in environment Γ, type B and type C. Notice that substitution
lemmas no longer depend upon ground types.

Lemma 4.15 (Typing Substitution). If ∆;Γ, α ∗ A1 ⊢ e : B and ∆;Γ ⊢ A2 ∗ A1 then
∆;Γ[α ⇝ A2] ⊢ e[α ⇝ A2] : B[α ⇝ A2]

Lemma 4.16 (Subtyping Substitution). If∆;Γ, α ∗ A1 ⊢ B <: C and∆;Γ ⊢ A2 ∗ A1 then
∆;Γ[α ⇝ A2] ⊢ B[α ⇝ A2] <: C[α ⇝ A2]

Lemma 4.17 (Disjointness Substitution). If∆;Γ, α ∗ A1 ⊢ B ∗ C and∆;Γ ⊢ A2 ∗ A1 then
∆;Γ[α ⇝ A2] ⊢ B[α ⇝ A2] ∗ C[α ⇝ A2]
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∆;Γ ⊢ e −→ e′ (Operational Semantics)

polystep-appl
∆;Γ ⊢ e1 −→ e′1

∆;Γ ⊢ e1 e2 −→ e′1 e2

polystep-appr
∆;Γ ⊢ e −→ e′

∆;Γ ⊢ v e −→ v e′
polystep-beta

∆;Γ ⊢ (λx.e) v −→ e[x⇝ v]

polystep-tappl
∆;Γ ⊢ e −→ e′

∆;Γ ⊢ e B −→ e′ B

polystep-tappdisj

∆;Γ ⊢ (Λ(α ∗ A).e)B −→ e[α ⇝ B]

polystep-switch
∆;Γ ⊢ e −→ e′

∆;Γ ⊢ switch e {(x : A) → e1, (y : B) → e2} −→ switch e′ {(x : A) → e1, (y : B) → e2}

polystep-switchl
value v ∆;Γ ⊢ ⌊v⌋ <: A

∆;Γ ⊢ switch v {(x : A) → e1, (y : B) → e2} −→ e1[x⇝ v]

polystep-switchr
value v ∆;Γ ⊢ ⌊v⌋ <: B

∆;Γ ⊢ switch v {(x : A) → e1, (y : B) → e2} −→ e2[y⇝ v]

Figure 4.10: Operational Semantics for λu.

Narrowing lemmas. Narrowing lemmas for polymorphic λu are interesting to discuss.
Typingnarrowing, subtypingnarrowing, anddisjointness narrowing are stated as Lemma4.18,
Lemma 4.19, and Lemma 4.20 respectively. Narrowing lemmas essentially explain the re-
lation between disjointness and subtyping. In general, they state that it is safe to replace
the bound of a type variable with a supertype of it’s existing bound. Typing narrowing
(Lemma 4.18) states that if in a context where α is disjoint to A1, an expression e has type B
and A1 is subtype of A2, then e still has type B after replacing the bound of α with A2.

Subtyping narrowing (Lemma 4.19) states that if in a context where α is disjoint to A1,
type B is a subtype of type C andA1 is subtype ofA2, then B stays subtype ofC after replacing
the bound of α with A2. Similarly, disjointness narrowing (Lemma 4.20) states that if we
update the bound of a type variable with a subtype of its current bound, then it does not
affect disjointness. Types A and B stay disjoint if we update the bound of type variable α

from A1 to its subtype A2.

Lemma 4.18 (Typing narrowing). If ∆;Γ, α ∗ A1 ⊢ e : B and ∆;Γ ⊢ A1 <: A2 then
∆;Γ, α ∗ A2 ⊢ e : B

Lemma 4.19 (Subtyping narrowing). If∆;Γ, α ∗ A1 ⊢ B <: C and∆;Γ ⊢ A1 <: A2 then
∆;Γ, α ∗ A2 ⊢ B <: C
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Lemma 4.20 (Disjointness narrowing). If∆;Γ, α ∗ A1 ⊢ B ∗ C and∆;Γ ⊢ A1 <: A2 then
∆;Γ, α ∗ A2 ⊢ B ∗ C

Weakening lemmas. Weakening lemmas for polymorphic λu are stated as typing weak-
ening (Lemma4.21), subtypingweakening (Lemma4.22), anddisjointnessweakening (Lemma4.23).
Weakening lemmas state that if a relation is valid in a smaller context, then it stays valid
in an enlarged context given that the enlarged context is well-formed. Typing weakening
(Lemma 4.21) states that if in a smaller context [Γ1, Γ2], an expression e has type B and an
enlarged context [Γ1, Γ3, Γ2] is well-formed, then e still has type B in the extended context
[Γ1, Γ3, Γ2].

Subtyping weakening (Lemma 4.22) states that if in a smaller context [Γ1, Γ2], type B is a
subtype of type C and an enlarged context [Γ1, Γ3, Γ2] is well-formed, then B stays subtype
of C in the extended context [Γ1, Γ3, Γ2]. Similarly, disjointness weakening (Lemma 4.23)
states that if in a smaller context [Γ1, Γ2], type B is disjoint to type C and an enlarged context
[Γ1, Γ3, Γ2] is well-formed, then B stays disjoint to C in the extended context [Γ1, Γ3, Γ2].

Lemma 4.21 (Typing weakening). If∆; Γ1, Γ2 ⊢ e : B and ok Γ1, Γ3, Γ2 then∆; Γ1, Γ3, Γ2

⊢ e : B

Lemma 4.22 (Subtyping weakening). If ∆; Γ1, Γ2 ⊢ B <: C and ok Γ1, Γ3, Γ2 then ∆; Γ1,
Γ3, Γ2 ⊢ B <: C

Lemma 4.23 (Disjointness weakening). If ∆; Γ1, Γ2 ⊢ B ∗ C and ok Γ1, Γ3, Γ2 then ∆; Γ1,
Γ3, Γ2 ⊢ B ∗ C

More auxiliary lemmas. We discuss a few more interesting auxiliary lemmas in this
paragraph. Lemma 4.24, Lemma 4.25, Lemma 4.26 and Lemma 4.27 are essential in proving
the metatheory and are shown next. Lemma 4.24 states that if a union ordinary type A⊚

is a subtype of union splittable type B (B1 ◁ B ▷ B2), then A is either subtype of B1 or B2.
Lemma 4.25 states that if a union splittable type A (A1 ◁ A ▷ A2) is well-formed, then both
A1 and A2 are well-formed. Lemma 4.26 states disjointness symmetry. Finally, Lemma 4.27
states that if A and B are disjoint types, then this is not the case that a value v checks against
both A and B.

Lemma 4.24 (Subtyping inversion of union ordinary and union splittable types). If∆;Γ ⊢
A <: B and B1 ◁ B ▷ B2 and A⊚ then∆;Γ ⊢ A <: B1 ∨∆;Γ ⊢ A <: B2.

Lemma 4.25 (Well-formedness inversion of union splittable types). If ∆;Γ ⊢ A and A1 ◁

A ▷ A2 then∆;Γ ⊢ A1 ∧∆;Γ ⊢ A2.
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Lemma 4.26 (Disjointness symmetry). If∆;Γ ⊢ A ∗ B then∆;Γ ⊢ B ∗ A.

Lemma 4.27 (Exclusivity of Disjoint Types). If∆;Γ ⊢ A ∗ B then ∄ v such that both∆;Γ ⊢
v : A and∆;Γ ⊢ v : B holds.
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5 Togetherness: Switches and Merges

5.1 Overview

λu and its extensions discussed so far mainly revolve around deterministic type-based elim-
ination of union types. Section 3.2 discusses a simple λu calculus and introduces the key
ideas including disjointness. Section 3.3 enriches λu with more advance features including
subtyping distributivity, nominal types, and intersection types. Section 3.4.1 and Chapter 4
further study λu with disjoint polymorphism. The restriction of overlapping types in alter-
native branches of a type-based switch expression by employing disjointness has been an
integral part of the study so far.

We study λu with intersection types in Section 3.3, but so far, none of the calculi in this
thesis studies a respective term level construct to introduce intersection types. In this chapter
we extend λu with a so calledmerge operator[Dunfield 2014; Reynolds 1988], which acts as a
term to introduce intersection types. The resulting calculus is called λum i.e. union calculus
with the merge operator. Intersection types are useful without the merge operator but the
merge operator increases term level expressiveness of the calculus. The merge operator has
been studied by various researchers in literature [Dunfield 2014; Huang and Oliveira 2020;
Oliveira et al. 2016; Reynolds 1988]. Calculi with the merge operator are known to have
wide practical applications. The merge operator together with the intersection types is nat-
urally able to encode various advanced programming features such as nested composition
[Bi et al. 2018b], multi-field records from single-field records [Reynolds 1988], and function
overloading [Castagna et al. 1995; Reynolds 1988] among others.

Essence of themerge operator. The typical introduction rule for the intersection types
without the merge operator is:

typ-and
Γ ⊢ e : A Γ ⊢ e : B

Γ ⊢ e : A ∧ B

Rule typ-and allows to construct certain terms of intersection types, such as:
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1 : Int 1 : Int
1 : Int ∧ Int

typ-and

or

1 : Int 1 : ⊤

1 : Int ∧ ⊤
typ-and

Perhaps a more useful program with typical introduction rule for intersection types is:

λx.x : Int → Int λx.x : Bool → Bool
λx.x : Int → Int ∧ Bool → Bool

typ-and

However, this rule does not have enough expressiveness to type-check a program consisting
of non-overlapping types, for example, Int and Bool. A part of such a program is an integer,
and the other part is a boolean. Theoretically, since intersection types correspond to product
types, in our work a pair expresses such program with product types as:

(1, true) : (Int,Bool)

Such a pair of non-overlapping product types suggests the need of an equivalent expression
in programming languages to introduce non-overlapping intersection of types i.e. Int∧Bool.
The merge operator (e1‚‚e2) [Dunfield 2014; Oliveira et al. 2016; Reynolds 1988] is capable
of expressing such programs with intersection types. The introduction rule for intersection
types in the presence of merge operator is:

typ-merga
Γ ⊢ e1 : A Γ ⊢ e2 : B

Γ ⊢ e1‚‚e2 : A ∧ B

The expression e1‚‚e2 is called the merge operator. Notice that the two expressions in the
premise of rule typ-merga could be two different expressions. This is in contrast to the
rule typ-and where the expression stays the same. Therefore the introduction rule for in-
tersection types in the presence of the merge operator allows to construct an expression of
non-overlapping types, such as:
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5.2 λum Calculus

Type A,B, C ::= ⊤ | ⊥ | Int | A → B | A ∨ B | A ∧ B
Expr e ::= x | i | e : A | λx.e : A → B | e1 e2 | switch e {(x : A) → e1, (y : B) → e2} |

e1‚‚e2 | fix x.e : A | ⊤
Value v ::= i | λx.e : A → B | v1‚‚v2 | ⊤
Context Γ ::= · | Γ, x : A

A <: B (Subtyping)

s-top

A <: ⊤

s-int

Int <: Int

s-arrow
B1 <: A1 A2 <: B2

A1 → A2 <: B1 → B2

s-bot

⊥ <: A

s-ora
A <: C B <: C

A ∨ B <: C

s-orb
A <: B

A <: B ∨ C

s-orc
A <: C

A <: B ∨ C

s-anda
A <: B A <: C

A <: B ∧ C

s-andb
A <: C

A ∧ B <: C

s-andc
B <: C

A ∧ B <: C

Figure 5.1: Syntax and subtyping for λum.

1 : Int true : Bool
1‚‚true : Int ∧ Bool

typ-merga

Elimination formfor pairs andmerges. Note that the pairs andmerges diverge in their
elimination form. Pairs are eliminated by explicit elimination constructs such as fst and
snd or explicit tags. Whereas the merge operator has an implicit elimination form usually
via subtyping. The direct operational semantics for the merge operator is type-dependent
[Huang and Oliveira 2020]. This will be further discussed in later sections.

5.2 λum Calculus

5.2.1 Syntax, subtyping, and typing

Syntax and subtyping. Figure 5.1 shows the syntax and subtyping for λum. The notable
difference from λu is the addition of the merge operator (e1‚‚e2) in the syntactic category of
expressions. Apart from that, lambda expressions are annotated with the input and output
types i.e. λx.e : A → B. We also add a fix point operator (fixx.e : A) and a top term (⊤) in the
expressions. Values are constituted of integers (i), lambda expressions (λx.e : A → B), top
expression (⊤) and a merge operator consisting of all the values is also a value (v1‚‚v2). Types
and the context stay the same as in λu with intersection types. Subtyping is also standard
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Γ ⊢ e : A (Typing)

typ-var
x : A ∈ Γ

Γ ⊢ x : A

typ-int

Γ ⊢ i : Int

typ-sub
Γ ⊢ e : A A <: B

Γ ⊢ e : B

typ-app
Γ ⊢ e1 : A → B Γ ⊢ e2 : A

Γ ⊢ e1 e2 : B

typ-absann
Γ, x : A ⊢ e : B

Γ ⊢ (λx.e : A → B) : A → B

typ-switcha
Γ ⊢ e : A ∨ B Γ, x : A ⊢ e1 : C Γ, y : B ⊢ e2 : C

Γ ⊢ switch e {(x : A) → e1, (y : B) → e2} : C

typ-ann
Γ ⊢ e : A

Γ ⊢ (e : A) : A

typ-merga
Γ ⊢ e1 : A Γ ⊢ e2 : B

Γ ⊢ e1‚‚e2 : A ∧ B

typ-fix
Γ ⊢ e : A

Γ ⊢ (fix x.e : A) : A

Figure 5.2: Typing for λum.

for a calculus with intersection and union types. Note that subtyping does not deal with
distributivity rules. Rules s-top, s-int, s-arrow, s-bot, s-ora, s-orb, and s-orc are already
explained. Rules s-and, s-andb, and s-andc deal with intersection types. The subtyping
relation for λum is reflexive and transitive.

Lemma 5.1 (Subtyping reflexivity). A <: A

Lemma 5.2 (Subtyping transitivity). If A <: B and B <: C then A <: C

Typing. Figure 5.2 shows the typing rules for λum. A notable difference is the addition of
rules typ-merga, typ-fix, and typ-ann. Rule typ-merga is the typing rule for the newly
added merge operator. This rule states that if an expression e1 has type A and an expression
e2 has type B, then the merge of e1 and e2 has type A ∧ B. Rule typ-fix is a standard typing
rule for the fix point operator. Similarly rule typ-ann is the standard typing rule for type
annotations. The rest of the rules are standard and have already been discussed.

Unlike disjoint intersection types [Oliveira et al. 2016], we do not impose a disjointness
restriction in rule typ-merga. Notice that the disjointness restriction has also been scrapped
in rule typ-switcha. This is because the addition of the merge operator makes determin-
ism non-trivial. Therefore we present a simple calculus without disjointness restriction and
the calculus is not deterministic. Determinism and its challenges are further discussed in
Section 5.4. Using rule typ-merga we can construct the following program which may be a
source of non-determinism.
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5.2 λum Calculus

1 : Int 2 : Int
1‚‚2 : Int ∧ Int

typ-merga

When applying succ function to the argument 1‚‚2 the result may either be 2 or 3. Another
source of non-determinism in this calculus is:

Bool isInt (x : Int|Bool) = switch (x)
(x:Bool) → false
(y:Int) → true

The above program may return different value depending on the order of the branches if a
value of type Int ∧ Bool is passed, such as 1‚‚true. Moreover, even though Bool and Int are
non-overlapping types, the program may fall either in the first or the second branch. This
is because the type of x (when x is 1‚‚true) is a subtype of both Bool and Int. By employing
rule typ-sub x can be treated as value of both types i.e. Bool and Int.

5.2.2 Type casting

Type casting lies at the core of the calculi with direct operational semantics for the merge
operator [Huang and Oliveira 2020]. Generally speaking, type casting makes an expression
consistent with the type underwhich that expression is cast. For examplewhen an expression
1‚‚true casts under type Int it gives 1 and true when it casts under the type Bool. In summary,
type casting enables extracting the value of a specific type from the merge operator. For
example:

1‚‚true −→Int 1 (applying rule cst-mergl)

In this example (1‚‚true −→Int 1) whenwe cast amerge of 1‚‚true under the type Int it results
in 1. This is because of the fact that the only integer we can get from a merge of 1‚‚true is 1.
Similarly true‚‚1 also yields 1 when casts under the type Int:

true‚‚1 −→Int 1 (applying rule cst-mergr)

Type casting relation. The type casting relation is shown in Figure 5.3. The relation
v −→A v′ shows casting of a value v under type A to another value v′. Note that the type
casting is only applicable to values. We elaborate each rule next.

When casting an expression under ⊤ type it results in ⊤ expression as stated in rule cst-
top. Casting an integer under Int returns the same integer. Casting rules for union types
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Ord A (Ordinary Types)

ord-int

Ord Int

ord-arrow

Ord A → B

v −→A v′ (Type Casting)

cst-top

v −→⊤ ⊤

cst-int

i −→Int i

cst-orl
v −→A v′

v −→A∨B v′

cst-orr
v −→B v′

v −→A∨B v′

cst-arrow
A1 → B1 <: A2 → B2

λx.e : A1 → B1 −→A2→B2 λx.e : A1 → B1

cst-mergl
Ord A v1 −→A v′1

v1‚‚v2 −→A v′1

cst-mergr
Ord A v2 −→A v′2

v1‚‚v2 −→A v′2

cst-merg
v −→A v1 v −→B v2

v −→A∧B v1‚‚v2

Figure 5.3: Type casting for λum.

are interesting. If an expression casts under a part of the union type then that expression
casts under whole union type as stated in rules cst-orl and cst-orr. Casting a lambda
expression under a function type returns the same lambda expression as stated in rule cst-
arrow. A merge operator casts under an ordinary type if either part of the merge operator
casts under that ordinary type (rules cst-mergl and cst-mergl). Casting an expression
under an intersection type results in a merge (rule cst-merg). Type casting preserves the
standard properties of type preservation and progress:

• Type casting preservation (Theorem 5.3), which states that if an expression v type casts
under type A to some expression v′, then v′ has type A.

• Type casting progress (Theorem 5.4), which states that if an expression v has type A,
then v type casts under A to some v′.

Theorem 5.3 (Type Casting Preservation). If v : A and v −→A v′ then Γ ⊢ v′ : A.

Theorem 5.4 (Type Casting Progress). If · ⊢ v : A then v −→A v′

Theorems 5.3 and 5.4 are vital in proving the type-safety of the calculus. Notice that the
type casting relation is non-deterministic which results in non-deterministic semantics. For
the illustration purpose, think for amoment what will be the result of the following type cast?
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5.2 λum Calculus

true‚‚1 −→Int∨Bool ??

It can either result in 1 or true depending upon the type casting rule we apply:

1‚‚true −→Int∨Bool 1 (applying rule cst-orl)

1‚‚true −→Int∨Bool true (applying rule cst-orr)

5.2.3 Operational semantics

The operational semantics for λum is shown in Figure 5.4. Rules step-appl and step-appr
are standard reduction rules. Rule step-abeta is the beta reduction rule. This rule first type
casts the argument under the input type and then substitutes the argument in the body of the
lambda expression. Type casting drops the unnecessary part from the argument and makes
the input value consistent with the input type of applied function. For example:

(λx.true‚‚x : Int → Bool) (1‚‚true)

A merge of 1‚‚true is the input being passed to lambda expression annotated with an input
type of Int. Since the dynamic type of 1‚‚true is Int ∧ Bool which is a subtype of Int. The
above application type-checks. But before passing 1‚‚true to the lambda body it will be cast
under the input type i.e Int to make input value and the input type consistent:

1‚‚true −→Int 1

The application (λx.true‚‚x : Int → Bool) (1‚‚true) will result in true‚‚1 : Bool after beta-
reduction. We show the partial derivation next:

1‚‚true −→Int 1
cst-mergl

(λx.true‚‚x : Int → Bool) (1‚‚true) −→ true‚‚1 : Bool
step-abeta

Note that the expression true‚‚1 : Bool is not a value. Rule step-annv reduces such anno-
tated values. The expression (true‚‚1 : Bool) takes one more step following the rule step-
annv and results in true. This is illustrated by the following derivation:

true −→Bool true
1‚‚true −→Bool true

cst-mergr

true‚‚1 : Bool −→ true
step-annv
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e−→ e′ (Small-step operational semantics)

step-appl
e1 −→ e′1

e1 e2 −→ e′1 e2

step-appr
e −→ e′

v e −→ v e′

step-abeta
v −→A v′

(λx.e : A → B) v −→ (e[x⇝ v′]) : B

step-dispatch
(v1‚‚v2) v −→d e′

(v1‚‚v2) v −→ e′

step-mergl
e1 −→ e′1

e1‚‚e2 −→ e′1‚‚e2

step-mergr
e −→ e′

v‚‚e −→ v‚‚e′

step-ann
e −→ e′

e : A −→ e′ : A

step-annv
v −→A v′

v : A −→ v′
step-fix

fix x.e : A −→ e[x⇝ fix x.e : A]

step-switch
e −→ e′

switch e {(x : A) → e1, (y : B) → e2} −→ switch e′ {(x : A) → e1, (y : B) → e2}

step-switchlm
v −→A v′

switch v {(x : A) → e1, (y : B) → e2} −→ e1[x⇝ v′]

step-switchrm
v −→B v′

switch v {(x : A) → e1, (y : B) → e2} −→ e2[y⇝ v′]

Figure 5.4: Operational semantics for λum.

Rules step-mergl and step-mergr reduce the left and right part of the merge operator.
Rule step-anno reduces an annotated expression. Rules stepswitch, step-switchl, and
step-switchr are the standard reduction rules as in λu and are already discussed. Finally,
rule step-fix is a standard reduction rule for the fix point operator. It replaces the fix point
with x in its own body. The rule step-dispatch requires detailed explanation and is dis-
cussed next.

5.2.4 Applicative dispatch and rule step-dispatch

Sometimes lambda expression maybe hidden inside a merge. The rule step-dispatch deals
with such cases. The rule step-dispatch uses another relation called applicative dispatch
[Xue et al. 2022]. Applicative dispatch relation is shown at the upper part of Figure 5.5. Es-
sentially, applicative dispatch selects the appropriate function for application from themerge
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5.2 λum Calculus

e −→d e′ (Applicative dispatch)

apd-mleft
⌊v⌋ <: ⌊v1⌋λ ¬⌊v⌋ <: ⌊v2⌋λ

(v1‚‚v2) v −→d v1 v

apd-mright
¬⌊v⌋ <: ⌊v1⌋λ ⌊v⌋ <: ⌊v2⌋λ

(v1‚‚v2) v −→d v2 v

apd-both
⌊v⌋ <: ⌊v1⌋λ ⌊v⌋ <: ⌊v2⌋λ

(v1‚‚v2) v −→d v1 v‚‚v2 v

Dynamic Type ⌊v⌋
⌊i⌋ = Int
⌊⊤⌋ = ⊤
⌊λx.e : A → B⌋ = A → B
⌊v1‚‚v2⌋ = ⌊v1⌋ ∧ ⌊v1⌋

Input Type ⌊v⌋λ

⌊λx.e : A → B⌋λ = A
⌊v1‚‚v2⌋λ = ⌊v1⌋λ ∨ ⌊v1⌋λ

⌊i⌋λ = ⊥
⌊⊤⌋λ = ⊥

Figure 5.5: Dynamic dispatch, dynamic type and input type relation for λum.

depending upon the argument type. Moreover, it provides the adequacy of function over-
loading. For example:

((λx.succ : Int → Int)‚‚true) 1

The above application is valid and type-checks. We need to extract (λx.succ : Int → Int)
out of this merge and then apply it to the argument 1. Note that it is essential to choose
(λx.succ : Int → Int) in this case. The calculus will not be type preserving otherwise.
This is due to the fact that (true 1) is not a valid application. The problem gets worst if the
merge contains multiple functions. Therefore special care needs to be taken to choose the
appropriate function for application. Applicative dispatch compares the argument type with
the input type of each expression in themerge. It then applies all of the overlapping functions.
The derivation for ((λx.succ : Int → Int)‚‚true) 1 is shown below:

step-dispatch

apd-mleft
Int <: Int ¬(Int <: ⊥)

(λx.succ : Int → Int‚‚true) −→ (λx.succ : Int → Int) 1
(λx.succ : Int → Int‚‚true) 1 −→ (λx.succ : Int → Int) 1

The expression ((λx.succ : Int → Int) 1) becomes a standard application with lambda ex-
pression at the left side and reduces by following the standard beta reduction.
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Applicative dispatch relation. Rule adp-mleft applies the left part of themerge to the
argument. It consist of two premises. The first premise states that the dynamic type of the
argument is a subtype of the input type of left part ofmerge. While second premise states that
the dynamic type of the argument is not a subtype of the input type of right part of themerge.
If both of the conditions succeed, this rule applies left part of the merge to the argument. For
example consider the following application:

((λx.succ : Int → Int)‚‚(λx.not : Bool → Bool)) 1

The functional merge consists of two functions, succ and not. Input type of succ function
is Int and the input type of not function is Bool. Note that the dynamic type of argument 1 is
Int. It is evident that the only function that can be applied to 1 among succ and not functions
is succ. Rule adp-mleft checks that the dynamic type of 1 is a subtype of Int, and is not a
subtype of Bool. Therefore succ is applied to 1. Rule adp-mright repeats the same for the
right part of the merge.

Rule adp-both is interesting. It applies both the left and the right part of the merge to
the argument and returns a merge of the output from both functions. It is applicable in cases
where the dynamic type of the argument is a subtype of the left as well as the right part of
the merge. Both the succ as well as the pred functions are applicable to 1 in the following
application.

((λx.succ : Int → Int)‚‚(λx.pred : Int → Int)) 1

Dynamic type and input type relations. Thedynamic type and the input type relations
are shown in Figure 5.5. Dynamic type returns the principal type of a value and has already
been discussed. The input type relation returns the input type of a functional value. The
functional value is either a lambda expression or a merge containing at least one lambda
expression. The first case of the input type deals with lambda expressions. In this case the
input type simply returns the input type of the given lambda expression. The second case
deals with functional merges. In this case the output is the union of the input types of all the
lambda expressions in the merge. The other values cannot appear on the left side of a valid
application. Therefore they cannot have an input type. We simply return ⊥ in such cases.

5.2.5 Metatheory of λum

The standard properties of type preservation and progress hold in this system. Type preser-
vation (Theorem 5.5) states that the types are preserved during reduction. The progress (The-
orem 5.6) states that a well-typed expression is either a value or it reduces until it becomes
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a value. Note that the operational semantics is type dependent i.e. operational semantics
depends upon the casting relation. Therefore type preservation depends upon type casting
preservation (Theorem 5.3) and the progress depends upon type casting progress (Theo-
rem 5.4).

Theorem 5.5 (Type Preservation). If Γ ⊢ e : A and e −→ e′ then Γ ⊢ e′ : A.

Theorem 5.6 (Progress). If · ⊢ e : A then either e is a value; or e −→ e′ for some e′.

Compelling properties of λum. We show a few interesting properties of λum in this
section. In particular, Lemma 5.7 is essential in λum. It states that if a value v casts under a
function type then the resulting value must be a lambda expression. Lemma 5.8 states that if
a value v checks against a function type A → B then the input type from the function type
(A) is a subtype of the result from input type relation i.e. A <: ⌊v⌋λ. Lemma 5.9 states that
if the dynamic type of value v1 is a subtype of the input type of v i.e. ⌊v1⌋ <: ⌊v⌋λ then the
value v checks against a function type such that the dynamic type of v is the input type of
the function. Lemmas 5.8 and 5.9 are essential for the type preservation of λum. Similarly
Lemma 5.10 is essential for the progress. It states that a well-typed application of the merge
operator must take a step.

Lemma 5.7 (Casting under a function type). If v −→A→B v′, then ∃ e A1 B1, v′ = λx.e :

A1 → B1.

Lemma 5.8 (Covariance of input type). If · ⊢ v : A → B then A <: ⌊v⌋λ.

Lemma 5.9 (Applicative dispatch preservation). If · ⊢ v : A and ⌊v1⌋ <: ⌊v⌋λ then · ⊢ v :

⌊v1⌋ → ⊤

Lemma 5.10 (Applicative dispatch progress). If · ⊢ v1‚‚v2 : A → B and · ⊢ v : A then ∃e′

(v1‚‚v2) v −→ e′.

5.3 λum and Dunfield’s system

Dunfield [2014] studies a calculus with intersection types, union types, and the merge oper-
ator. The merge operator acts as an introduction form for intersection types and elimination
form for union types in their calculus. They adopt an elaboration semantics and elaborate
the source language to a target language. Dunfield elaborates intersection types to product
types and union types to sum types. Similarly they elaborate the merge operator to a pair.
The target language is a standard extension of the simply typed lambda calculus with the
pairs, sum types, and the product types.
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We will explain the Dunfield’s type system and prove its completeness with respect to λum

in this section. In particular, we show that all the programs that Dunfield’s system type-
checks, are type-checked by λum. In contrast to Dunfield’s system, we propose a direct op-
erational semantics which significantly simplifies the theoretical complexity of the system.
Moreover, contrary to the Dunfield [2014] source semantics, the direct operational seman-
tics studied in λum is type-sound.

5.3.1 Dunfield’s calculus

Syntax. Syntax for Dunfield’s system is shown in the upper part of Figure 5.6. Types con-
sist of ⊤, ⊥, Int, A → B, A ∨ B and A ∧ B. Note that the type ⊥ has not been studied in
original Dunfield’s calculus. Expressions consist of variables, literals, abstractions, applica-
tions, merge operator and the fix point operator. Note that lambda abstractions (λx.e) do
not carry types. Similarly, variables, literals, abstractions and a merge of values constitute
values. The typing context is standard. Finally E represents the evaluation context.

Type system. The Dunfield’s type system is shown in Figure 5.6. We suggest the reader
to ignore the highlighted part in the rules for the sake of simplicity at this stage. We will
explain the highlighted part later. Rules dtyp-int, dtyp-sub, dtyp-var, dtyp-app, and
dtyp-abs are already explained modulo curly arrow and the highlighted part in each rule.
Rules dtyp-merga and dtyp-mergb type-check a merge operator. A notable difference in
rule dtyp-abs is that the lambda expression no longer carries type annotations. Rule dtyp-
and is an introduction rule for intersection types. It states that if an expression e has type A
and type B then e has typeA∧B. This rule is useful to type unannotated lambdas as a variant
of function overloading, such as:

dtyp-and
λx.e : Int → Int λx.e : Bool → Bool

λx.e : Int → Int ∧ Bool → Bool

Rules dtyp-andl and dtyp-andr are for intersection elimination. They state that if an
expression e has type A∧B, then the expression e can have either type A or type B. Similarly
rules dtyp-orl anddtyp-orr are for union introduction. They state that an expression e can
have typeA∨B if the expression e has either typeA or type B. Note that the rules dtyp-andl,
dtyp-andr, dtyp-orl, and dtyp-orr can be subsumed by subsumption rule. Rule dtyp-
switch is for the union elimination. Finally, rule dtyp-fix type-checks fix points. Interested
readers may refer to the original paper [Dunfield 2014] for details.
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5.3 λum and Dunfield’s system

Type A,B, C ::= ⊤ | ⊥ | Int | A → B | A ∨ B | A ∧ B
Expr e ::= x | i | λx.e | e1 e2 | e1‚‚e2 | fix x.e
Value v ::= x | i | λx.e | v1‚‚v2
Context Γ ::= · | Γ, x : A
Evaluation Context E ::= [] | E e | vE | E ‚‚e | e‚‚E

Γ ⊢d e : A⇝ e′ (Dunfield’s type system)

dtyp-int

Γ ⊢d i : Int⇝ i

dtyp-sub
Γ ⊢d e : A⇝ e′ A <: B

Γ ⊢d e : B⇝ e′

dtyp-var
x : A ∈ Γ

Γ ⊢d x : A⇝ x

dtyp-app
Γ ⊢d e1 : A → B⇝ e′1 Γ ⊢d e2 : A⇝ e′2

Γ ⊢d e1 e2 : B⇝ e′1 e′2

dtyp-abs
Γ, x : A ⊢d e : B⇝ e′

Γ ⊢d λx.e : A → B⇝ λx.e′ : A → B

dtyp-merga
Γ ⊢d e1 : A⇝ e′1

Γ ⊢d e1‚‚e2 : A⇝ e′1

dtyp-mergb
Γ ⊢d e2 : B⇝ e′2

Γ ⊢d e1‚‚e2 : B⇝ e′2

dtyp-and
Γ ⊢d e : A⇝ e1 Γ ⊢d e : B⇝ e2

Γ ⊢d e : A ∧ B⇝ e1‚‚e2

dtyp-andl
Γ ⊢d e : A ∧ B⇝ e′

Γ ⊢d e : A⇝ e′

dtyp-andr
Γ ⊢d e : A ∧ B⇝ e′

Γ ⊢d e : B⇝ e′

dtyp-orl
Γ ⊢d e : A⇝ e′

Γ ⊢d e : A ∨ B⇝ e′

dtyp-orr
Γ ⊢d e : B⇝ e′

Γ ⊢d e : A ∨ B⇝ e′

dtyp-switch
Γ ⊢d e : A ∨ B⇝ e′ Γ, x : A ⊢d E [x] : C⇝ e1

Γ, y : B ⊢d E [y] : C⇝ e2
Γ ⊢d E [e′] : C⇝ switch e′ {(x : A) → e1, (y : B) → e2}

dtyp-fix
Γ ⊢d e : A⇝ e′

Γ ⊢d fix x.e : A⇝ fix x.e′ : A

Figure 5.6: Source syntax and source typing of Dunfield’s calculus.

A note on Dunfield’s type system. The Dunfield’s type system allows certain (hidden)
ill-typed parts of the programs. For example the program 1‚‚succ true : Int type-checks follow-
ing the rule dtyp-merga. It is important to note that a part of this program i.e. succ true
is ill-typed. A closer observation reveals that such ill-typed parts of the programs have no
practical effects and are not essential. Therefore we do not account for such ill-typed parts
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of the programs in our calculus. We prove completeness upto the point where all the parts
of a program are well-typed.

5.3.2 Completeness with respect to Dunfield’s calculus

The type system of λum is complete with respect to Dunfield’s type system, meaning that all
the programs that type-check in Dunfield’s system, can also be encoded in λum. We prove
completeness by elaborating programs that type-check in Dunfield’s system to λum. The
elaboration of the well-typed programs from the Dunfield’s system to λum is explained next.

Elaboration to λum. The highlighted part of rules in Figure 5.6 shows the elaborated
program in λum. Rules dtyp-int and dtyp-var state that an integer from the Dunfield’s
system elaborates to an integer, and a variable to a variable in λum respectively. Rule dtyp-
abs is of significant interest. This rule elaborates an un-annotated lambda expression from
Dunfield’s calculus to a type annotated lambda expression in λum i.e. it elaborates λx.e to
λx.e : A → B. Rule dtyp-and is also interesting. It elaborates an expression that checks
against an intersection of two types into a merge of the same expressions. The case of unan-
notated lambda expressions is of particular interest with rule dtyp-and. The Dunfield’s sys-
tem has unannotated lambda expression and the typing rule dtyp-and is able to encode the
following program:

dtyp-and
λx.e : Int → Int λx.e : Bool → Bool

λx.e : Int → Int ∧ Bool → Bool

Whereas λum cannot encode the above program in its current form. Therefore we elaborate
this program into an equivalent program in λum and preserve the completeness with respect
to the Dunfield’s system. The elaboration for such a program is shown next:

λx.e : Int → Int ∧ Bool → Bool⇝ (λx.e : Int → Int)‚‚(λx.e : Bool → Bool)

The expression λx.e type-checks against Int → Int ∧ Bool → Bool in the Dunfield’s system
and elaborates to (λx.e : Int → Int)‚‚(λx.e : Bool → Bool) in λum. The elaborated program
type-checks against Int → Int ∧ Bool → Bool in λum.
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typ-merga
λx.e : Int → Int : Int → Int λx.e : Bool → Bool : Bool → Bool
(λx.e : Int → Int)‚‚(λx.e : Bool → Bool) : Int → Int ∧ Bool → Bool

Completeness. Lemma 5.11 states that if an expression e type-checks in the Dunfield’s
system against type A and elaborates to e′ in λum then e′ has type A in λum.

Lemma 5.11 (Completeness with respect to Dunfield’s system). ∀ Γ e A e′, If Γ ⊢d e : A⇝
e′ then Γ ⊢ e′ : A

Comparison of λum with Dunfield’s calculus. The direct operational semantics pro-
posed by Dunfield [2014] are not type preserving. Therefore Dunfield adopts an elaboration
semantics in her calculus which significantly increases the theoretical complexity of the cal-
culus. A reader has to understand both the source semantics and the target semantics to get
the intuition of the programs. Moreover, elaboration itself is essential to understand. On the
contrary, we propose a direct operational semantics for the source language. Direct opera-
tional semantics eliminates the need of elaboration and target language. This leaves only the
source operational semantics without any intermediary steps.

5.4 Stumbling block: non-determinism

Determinism is an important property of a calculus in theory. But the calculus (λum) pro-
posed in this chapter is non-deterministic. The non-determinism comes from two sources
in λum. One source is the merge operator and the other is switch expression. We explain
both of the sources next. A few proposals to deal with the non-determinism are discussed in
Chapter 8.

5.4.1 Non-determinism in the presence of merge operator

Recall that λum drops the disjointness in merges and in switches. This allows to construct
the merges of overlapping types such as 1‚‚2. When we construct a merge of 1‚‚2 and try to
extract an integer out of it using type directed semantic, we may get either 1 or 2.

1‚‚2 −→Int 1 rule cst-mergl

or
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1‚‚2 −→Int 2 rule cst-mergr

The operational semantics depends upon the type casting. Therefore the evaluation of an
expression to two different values results in a non-deterministic calculus.

Disjoint intersection types. Disjoint intersection types [Oliveira et al. 2016] address
non-determinism in the context of intersection types and the merge operator. The disjoint
intersection types forbid the construction of a merge with overlapping types. The typing rule
for the merge operator with disjoint intersection types is:

typ-mergb
Γ ⊢ e1 : A Γ ⊢ e2 : B A ∗ B

Γ ⊢ e1‚‚e2 : A ∧ B

The third premise in the rule allows merges of only disjoint types or non-overlapping types.
For example a merge of 1‚‚true is allowed. Whereas 1‚‚2 is not allowed.

5.4.2 Non-determinism in the presence of switch expression

The second source of non-determinism in λum is the type-based switch expression. For
example a naive evaluation of the following program is not deterministic:

switch (x : Int ∨ ⊤) {(x : Int) → true, (y : ⊤) → false}

The above switch expression may evaluate either first or the second branch in a naive im-
plementation of a switch expression. This is due to the fact that the type of scrutinee i.e 1
overlaps with both Int and ⊤. Therefore it may fall in either of the two branches. Such non-
deterministic programs type-check by exploiting the following unconstrained typing rule for
the switch expression:

typ-switcha
Γ ⊢ e : A ∨ B

Γ, x : A ⊢ e1 : C Γ, y : B ⊢ e2 : C

Γ ⊢ switch e {(x : A) → e1, (y : B) → e2} : C

Disjoint switches. The λu (Chapter 3) proposes a deterministic solution for such type-
based switch expressions. Similar to disjoint intersection types, λu allows two branches of a
type-based switch expression to have only the non-overlapping types. The typing rule for a
switch expression in λu is:
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typ-switch
Γ ⊢ e : A ∨ B

Γ, x : A ⊢ e1 : C Γ, y : B ⊢ e2 : C A ∗ B

Γ ⊢ switch e {(x : A) → e1, (y : B) → e2} : C

Note the last premise in rule typ-switch. It says that the branches of a switch expression
must not have overlapping types. Therefore the following program does not type-check in
λu because Int and ⊤ are overlapping types:

switch (x : Int ∨ ⊤) {(x : Int) → true, (y : ⊤) → false}

Whereas the following program type-checks because Int and Bool are non-overlapping or
disjoint types:

switch (x : Int ∨ Bool) {(x : Int) → true, (y : Bool) → false}

Note that the disjointness in disjoint intersection types and disjoint switches diverge. Two
types are disjoint in disjoint intersection types when they do not share a common super-
type. Whereas two types are disjoint in disjoint switches when they do not share a common
subtype.

5.4.3 Non-determinism with merge operator and switch expression

While the non-determinism for merges and switches has been studied separately, combining
disjoint intersection types and disjoint switches is non-trivial. The integration of disjoint
intersection types and disjoint switches poses novel challenges.

(λx.(switch x {(x : Int) → true, (y : Bool) → false}) : Int ∨ Bool → Bool) (1‚‚true)

The above program can be encoded in λum. It is an application of a lambda expression i.e
(λx.(switch x {(x : Int) → true, (y : Bool) → false}) : Int ∨ Bool → Bool) to a merge i.e
(1‚‚true). The input type of lambda expression is Int ∨ Bool. It is safe to pass a term of type
Int ∧ Bool as Int ∨ Bool using the subsumption rule.

typ-sub

typ-merga
Γ ⊢ 1 : Int Γ ⊢ true : Bool

Γ ⊢ 1‚‚true : Int ∧ Bool

Int <: Int
Int <: Int ∨ Bool

s-orb

Int ∧ Bool <: Int ∨ Bool
s-andb

Γ ⊢ 1‚‚true : Int ∨ Bool

In a more human readable language the same program can be written as:
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Bool isInt (x : Int | Bool) = switch (x)
(x:Int) → true
(y:Bool) → false

isInt(1,,true)

Notice that the merge independently is deterministic i.e Int and Bool are disjoint types.
The switch independently is also deterministic i.e Int and Bool are disjoint types. But the
merge value 1‚‚true can fall either in first branch or in second branch. This is because the
value of type Int ∧ Bool can safely be used as value of type Int and Bool at the same time.

typ-sub

typ-merga
Γ ⊢ 1 : Int Γ ⊢ true : Bool

Γ ⊢ 1‚‚true : Int ∧ Bool
Int <: Int

Int ∧ Bool <: Int
s-andb

Γ ⊢ 1‚‚true : Int

and so as:

typ-sub

typ-merga
Γ ⊢ 1 : Int Γ ⊢ true : Bool

Γ ⊢ 1‚‚true : Int ∧ Bool
Bool <: Bool

Int ∧ Bool <: Bool
s-andc

Γ ⊢ 1‚‚true : Bool

Therefore a naive composition of disjoint intersection types and disjoint switches leads to
non-determinism. We discuss a few proposals to deal with non-determinism in Chapter 8.
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Duality of Intersection and Union Types
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6 The Duality of Subtyping
(Duotyping)

This chapter examines the duality of subtyping with intersection and union types. Duality
is a common concept in logic and many features and their duals have been studied. For
example, disjunctions are dual to conjunctions, universal quantifiers are dual to existential
quantifiers. Surprisingly, duality has not formally been studied in the context of subtyping in
programming languages. We start with an overview of duality in subtyping, then we discuss
several calculi with duality and traditional subtyping. Finally, we conclude with the help of
case studies that by employing duality in subtyping one can achieve significant benefits over
traditional subtyping.

6.1 Overview

This section gives an overview of Duotyping. We show how to design subtyping relations
employing Duotyping, and discuss the advantages of a design with Duotyping instead of a
traditional subtyping formulation in more detail.

6.1.1 Subtyping with union and intersection types

To motivate the design of Duotyping relations we first consider a traditional subtyping rela-
tion with union and intersection types, as well as top and bottom types. We choose a system
with union and intersection types because these features are nowadays common in various
OOP languages, including Scala [Odersky et al. 2004], TypeScript [Bierman et al. 2014], Cey-
lon [King 2013] or Flow [Chaudhuri 2015]. Therefore union and intersection types are of
practical interest. Furthermore union and intersection types are simple, intuitive and good
for showing duality between concepts.

The types used for the subtyping relation include the top type⊤, the bottom type⊥, inte-
ger type Int, function type A → B, intersection type A ∧ B and the union type A ∨ B:

Types A,B ::= ⊤ | ⊥ | Int | A → B | A ∧ B | A ∨ B
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A <: B (Traditional Subtyping)

s-top

A <: ⊤

s-bot

⊥ <: A

s-int

Int <: Int

s-arrow
B1 <: A1 A2 <: B2

A1 → A2 <: B1 → B2

s-anda
A <: B A <: C

A <: B ∧ C

s-andb
A <: C

A ∧ B <: C

s-andc
B <: C

A ∧ B <: C

s-ora
A <: C B <: C

A ∨ B <: C

s-orb
A <: B

A <: B ∨ C

s-orc
A <: C

A <: B ∨ C

Figure 6.1: Subtyping for union and intersection types.

Traditional Subtyping. A simple subtyping relation accounting for union and intersec-
tion types is given in Figure 6.1. Rule s-top defines that every type is a subtype of ⊤, and
rule s-bot states that every type is a supertype of⊥. Rule s-int is for integers, and states that
Int is a subtype of itself. Rule s-arrow is the traditional subtyping rule for function types.
Rules s-anda, s-andb, and s-andc are subtyping rules for intersection types. Rules s-ora,
s-orb, and s-orc are subtyping rules for union types. The rules that we employ here are
quite common for systems with union and intersection types. For instance they are the same
rules used in various DOT-calculi [Amin et al. 2012] (whichmodel the essence of Scala). For
simplicity we do not account for distributivity rules, which also appear in some type systems
and calculi [Barendregt et al. 1983; Bessai et al. 2015; Zappa Nardelli et al. 2018].

6.1.2 Subtyping Specifications using Duotyping

In the subtyping relation presented in Figure 6.1, it is quite obvious that many rules look
alike. Some rules are essentially a “mirror image” of other rules. The rules for top and bot-
tom types are an example of this. Another example are the rules s-andb and s-orb. Al-
though informally humans can easily observe the similarity between many of the rules, this
similarity/duality is not expressed directly in the formalism. For example, there is nothing
preventing us from designing rules that are not duals. Duotyping aims at capturing duality
in the rules themselves, and expressing duality as part of the formalism, rather than just leav-
ing duality informally observable by humans. This can prevent, for instance, designing rules
for dual concepts that do not really dualize. Therefore Duotyping can enforce consistency of
dual rule designs.

To illustrate howDuotyping rules are designed and relate to the traditional subtyping rules,
lets refactor the traditional rules in a few basic steps. Firstly, lets assume that we have a
second relation A :> B that captures the supertyping between a type A and B. Supertyping
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is nothing but the subtyping relation with its arguments flipped. So, the rules of supertyping
could be simply obtained by taking all the rules in Figure 6.1 and deriving corresponding
rules where all the arguments are flipped around. We skip that boring definition here. With
both supertyping and subtyping, the top and bottom rules can be presented as follows:

s-top

A <: ⊤

sup-bot

A :> ⊥

Similarly the rules rule s-andb and rule s-orb, can be presented as:

s-andb
A <: C

A ∧ B <: C

sup-orb
A :> C

A ∨ B :> C

This simple refactoring shows that the only difference between dual rules is the relation itself,
and the (dual) language constructs. Apart from that everything else is the same.

Duotyping. With Duotyping we can provide a single unified rule, which captures the
two distinct subtyping rules, instead. The Duotyping relation is parameterized by a mode ♢:

Mode ♢ ::= <: | :>

which can be subtyping (<:) or supertyping (:>). Thus the Duotyping relation is of the form:

A♢B

The mode ♢ is a (third) parameter of the relation (besides A and B). With this mode in
place, we can readily capture the two refactored rules for supertyping of bottom types and
subtyping of top types as two Duotyping rules. However this still requires us to write two
distinct rules. To unify those rules into a single one, we introduce a function ⌉♢⌈ that chooses
the right bound depending on the mode being used:

⌉<:⌈= ⊤
⌉ :>⌈= ⊥

If the mode is subtyping the upper bound of the relation is the top type, otherwise it is the
bottom type. With ⌉♢⌈we can thenwrite a single unified rule that captures the upper bounds
of subtyping and supertyping, and which generalizes both rule s-top and rule sup-bot:

gds-topbot

A♢ ⌉♢⌈
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A♢B (Declarative Duotyping)

gds-topbot

A♢ ⌉♢⌈

gds-int

Int♢ Int

gds-arrow
A1 ♢A2 B1 ♢B2

A1 → B1 ♢A2 → B2

gds-lleft
A♢C

(A ♢? B)♢C

gds-rright
B♢C

(A ♢? B)♢C

gds-both
A♢B A♢C
A♢ (B ♢? C)

gds-dual
B♢A
A♢B

Figure 6.2: The Duotyping relation for a calculus with union and intersection types.

The Duality rule. The Duotyping rule above captures the 2 rules that were refactored
above. However there are 4 rules in total for top and bottom types (two for subtyping and
two for supertyping). The two missing rules are:

s-bot

⊥ <: A

sup-top

⊤ :> A

To capture these missing rules, the Duotyping relation includes a special duality rule:

gds-dual
B♢A
A♢B

which simply inverts the mode and flips the arguments of the relation. The definition of ♢
is, unsurprisingly:

<: = :>

:> =<:

With the duality rule it is clear that the two missing rules are now derivable from the Duo-
typing rule for bounds and the duality rule. In essence this is the overall idea of the design
of Duotyping rules.

Complete set of rules. Figure 6.2 shows the complete version of declarative Duotyp-
ing rules for a system with union and intersection types. Rule gds-topbot defines the rule
bounds (which generalizes the rules for top and bottom types). Rule gds-int is a simple rule
for integers. Int is subtype and supertype of Int. Rule gds-arrow is an interesting case. In
the first premise A ♢ B we invert the mode instead of flipping the arguments of the relation,
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as done in rule s-arrow. One side-effect of this change is that it keeps the rule fully covari-
ant, which contrasts with subtyping relations where for arrow types we need contravariance
for subtyping of the inputs. This apparently innocent change has important consequences
and plays a fundamental role to simplify transitivity proofs as we shall see in Section 6.1.5.

Rules gds-lleft, gds-rright, and gds-both each generalize two rules in the traditional
formulation of subtyping. Rule gds-lleft generalizes rules s-andb and s-orb. Rule gds-
rright generalizes rules s-andc and s-orc. Rule gds-both generalizes rules s-anda and
s-ora. In the three rules an operation A ♢? B is used:

A <:? B = A ∧ B
A :>? B = A ∨ B

This operation is used to choose between intersection or union types depending on themode.
If the Duotyping mode is subtyping then we get a rule for intersection types, otherwise we
get a dual rule for union types.

Uniform and dual rules. In the context of Duotyping it is useful to distinguish between
two different kinds of rules: uniform rules and dual rules.
Uniform rules are those that are essentially the same for supertyping and subtyping. Rules gds-

int and gds-arrow are uniform rules. In those rules the arguments of the relation are ex-
actly the same no matter which mode is being used (subtyping or supertyping).
Dual rules are those that employ dual constructs, like the rules for top and bottom or the

rules for union and intersections. Rules gds-topbot, gds-lleft, gds-rright, and gds-
both are dual rules. The interesting point in these rules is that they use different (dual)
constructs depending on the mode. For example, when instantiated with subtyping and su-
pertyping, respectively, the rule gds-topbot results in:

A <: ⊤ A :> ⊥

6.1.3 Implementations using Duotyping

Fig. 6.2 showed the declarative Duotyping rules for a calculus with union and intersection
types. All the rules are syntax directed, except for the duality rule (rule gds-dual). This rule
flips the mode and arguments to generate a formulation using the dual mode: i.e. it flips
subtyping to provide the equivalent supertyping formulation and vice versa. A benefit of
using a formulation with the duality rule is that it enables a short specification of Duotyping.

107



6 The Duality of Subtyping (Duotyping)

data Op = And | Or
data Typ = TInt | TArrow Typ Typ | TOp Op Typ Typ | TBot | TTop
data Mode = Sub | Sup

duo :: Bool -> Mode -> Typ -> Typ -> Bool
duo f m TInt TInt = True
duo f m _ b | b == mode_to_sub m = True
duo f m (TArrow a b) (TArrow c d) =

duo True (flip m) a c && duo True m b d
duo f m (TOp op a b) c | choose m == op = duo True m a c || duo True m b c
duo f m a (TOp op b c) | choose m == op = duo True m a b && duo True m a c
duo True m a b = duo False (flip m) b a
duo _ _ _ _ = False

Figure 6.3: Haskell code for implementing an algorithmic formulation of Duotyping rules.

Unfortunately the duality rule is not algorithmic, because the duality rule can always be ap-
plied indefinitely. In other words naively translating the rules into an program would easily
result in a non-terminating procedure. Therefore to obtain an algorithmic formulation some
additional work is needed.

Fortunately, for declarative formulations of Duotyping, there is a simple technique that
can be used to obtain an algorithmic formulation. A key observation is that Duotyping only
needs to be flipped (with the duality rule) at most one time. Flipping the relation two ormore
times simply gets us back to the starting point. To capture this idea we can use a (boolean)
flag that keeps track of whether the procedure has already employed the duality rule or not.

Tomake such an idea concrete, Figure 6.3 showsHaskell code that implements a procedure
duo for determining Duotyping for two types. The code is based on the rules in Fig. 6.2, but
it uses a boolean flag to prevent the dual rule (the second to last case in duo) from being
applied indefinitely. The boolean is true in the initial call or recursive calls to structurally
smaller arguments. If the algorithm fails for the first five cases (which are basically a direct
translation of the rules gds-topbot, gds-int, gds-arrow, gds-lleft, and gds-rright),
then the algorithm simply flips the boolean flag, mode and arguments to run over a dual
formulation. This is the second to last line of the algorithm.

For example, if the algorithm is called with the mode set to subtyping and it is not able to
find anymatching case with the first 5 rules, then it flips the boolean flag to False, subtyping
to supertyping and the arguments to check the equivalent supertyping formulation. If again
it fails to find a matching rule, False will be returned and the algorithm will terminate.
This illustrates that it is enough to flip the boolean flag once to exploit Duotyping. In all our
Coq formulations of Duotyping we have developed an alternative algorithmic formulation
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of Duotyping which uses an extra boolean flag and is shown to be sound and complete to the
declarative formulations with the duality rule. In short there is an easy, general and provably
sound and complete way to implement algorithms based on the idea of Duotyping, while at
the same time retaining the benefits of reuse of the logic for rules for dual constructs.

6.1.4 Discovering new features

Duotyping can provide interesting extra features essentially for free. For example, the hall-
mark feature of the well-known F<: calculus (a polymorphic calculus with subtyping) [Can-
ning et al. 1989] is bounded quantification, which is a feature used in most modern OOP
languages (such as Scala or Java). In F<:, bounded quantification allows type variables to be
defined with upper bounds. For example, the following Scala program illustrates the use of
such upper bounds:

class Person {
def name: String = "person"

}

class Student extends Person {
override def name: String = "student"
def id: String = "id"

}

class StudentsCollection[S <: Student](obj: S) {
def student: S = obj

}

The Scala program shown above uses the upper bounds for the class StudentsCollectionwrit-
ten as S <: Student. This upper bound restricts StudentsCollection to be instantiated with
Student and its subtypes. Since the upper bound is Student, any class that is supertype of
Student like Person cannot be instantiated in StudentsCollection.
However lower bounds are also useful, and indeed the Scala language allows them (though
Java does not). One example of a program with lower bounds in Scala is:

class GraduateStudent extends Student {
def degree: String = "graduate degree"

}

class ResearchStudent extends GraduateStudent {
override def degree: String = "research degree"

}

class CollectionExcludingResearchStudents[S >: GraduateStudent](obj: S) {

109



6 The Duality of Subtyping (Duotyping)

def student: S = obj
}

In contrast to the upper bounds, the Scala program shown above uses the lower bounds for
the class CollectionExcludingResearchStudents written as S >: GraduateStudent. This lower
bound restricts CollectionExcludingResearchStudents to be instantiated with GraduateStu-
dent and its supertypes. Since the lower bound isGraduateStudent. Any class that is a subtype
of GraduateStudent (such as ResearchStudent) cannot be instantiated in CollectionExcludin-
gResearchStudents. But any supertype ofGraduateStudent like Student and Person (including
GraduateStudent) can be instantiated in CollectionExcludingResearchStudents.

One can think of universal quantification with lower bounds as a dual to universal quan-
tification with upper bounds. While there is no extension of F<: that we know of that
presents universal quantification with lower bounds in the literature, applying a Duotyp-
ing design to F<: gives us, naturally, the two features at once (lower and upper bounded
quantification).

Bounded quantification in F<:. The traditional subtyping rule of System kernel F<:

with upper bounded quantification is:

s-forallkfs
Γ, α <: A ⊢ B <: C

Γ ⊢ (∀α <: A.B) <: (∀α <: A.C)

In the premise of this rule, we add the type variable α to the context with an upper bound
A. If under the extended context the bodies of the universal quantifier (B and C) are in a
subtyping relation then the universal quantifiers are also in a subtyping relation.

To add lower bounded quantification the obvious idea is to add a second rule:

s-forallkfsb
Γ, α :> A ⊢ B <: C

Γ ⊢ (∀α :> A.B) <: (∀α :> A.C)

However this alone is not quite right because the environment is also extended with a lower
bound (X >: A), which does not exist inF<: contexts. Therefore some additional care is also
needed for the variable cases of F<: extended with lower bounded quantification. When an
upper bounded constraint is found in the environment, the variable case needs to deal with
the upper bound appropriately. Since there are two rules dealing with the variable case in
F<:, one possible approach is to add two more rules for dealing with upper bounds:
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s-TVarb
α :> A ∈ Γ Γ ⊢ B <: A

Γ ⊢ B <: α

s-ReflTvar
α :> A ∈ Γ

Γ ⊢ α <: α

However such a design feels a little unsatisfactory. We need a total of 6 rules to fully deal
with lower and upper bounded quantification (instead of 3 rules in F<:). At the same time
the rules are nearly identical, differing only on the kind of bounds that is used. Furthermore
the metatheory of F<: also needs to be significantly changed. In particular narrowing has to
be adapted to account for the lower bounds and transitivity has to be extended with several
new cases. Since both narrowing and transitivity proofs forF<: are non-trivial, this extension
is also non-trivial and adds further complexity to already complex proofs.

A variant of Kernel F<: with Duotyping. We now reconsider the design of Kernel
F<: from scratch employing the Duotyping methodology. In the subtyping rule for univer-
sal quantification, it is important to note that the subtyping relation between two universal
quantifiers in the conclusion is the same as the relation between types B and C in premise.
Similarly, the (subtyping/supertyping) bounds of type variable α in the conclusion are the
same as the bounds of type variable α in premise. In a design with Duotyping, we would like
to generalize the two uses of subtyping. Therefore, we can design a single unified rule with
the help of two modes:

gs-forallkfs
Γ, α♢1 A ⊢ B♢2 C

Γ ⊢ (∀α♢1A.B)♢2 (∀α♢1A.C)

Section 6.3.1 explains the Duotyping rules of our Duotyping kernel F<: variant with union
and intersection types F∧∨

k♢ in detail. Rule gs-forallkfs is the interesting case, capturing
both upper and lower bounded quantification in an elegant way. This rule states that if in
a well-formed context, type variable α has a ♢1 relation with type A and if type B has ♢2

relation with type C, then the universal quantification with body B has a ♢2 relation with the
universal quantification with body C. Correspondingly there are also two Duotyping rules
for variables:

gs-TVara
α♢A ∈ Γ Γ ⊢ A♢B

Γ ⊢ α♢B

gs-ReflTvar
α♢1A ∈ Γ

Γ ⊢ α♢α

In short, the design of a variant of F<: with Duotyping leads to a system that naturally ac-
counts for both upper and lower bounded quantification. Moreover, the metatheory, and
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A♢B (Algorithmic Duotyping)

gs-topbtma

A♢ ⌉♢⌈

gs-topbtmb

⌉♢⌈♢A

gs-int

Int♢ Int

gs-arrow
A1 ♢A2 B1 ♢B2

A1 → B1 ♢A2 → B2

Figure 6.4: The Duotyping relation for simply typed lambda calculus calculus.

in particular the proofs of narrowing and transitivity are not more complex than the corre-
sponding originalF<: proofs. In fact the proof of transitivity is significantly simpler, because
Duotyping enables novel proof techniques as we discuss next.

6.1.5 New proof techniques

Transitivity proofs are usually a challenge for systems with subtyping. This is partly because
subtyping relations often need to deal with some contravariance. For instance, the rule s-
arrow (in Figure 6.1) is contravariant on the input types. Such contravariance causes prob-
lems in certain proofs, including transitivity. To illustrate the issue more concretely, let’s
distill the essence of the problem by considering a simple lambda calculus with subtyping
called λ<:, where the types are:

Types A,B ::= ⊤ | Int | A → B

and the subtyping rules for those types are just the relevant subset of the rules in Figure 6.1.
The transitivity proof for this simple calculus is:

Lemma 6.1 (λ<:Transitivity). If A <: B and B <: C then A <: C.

Proof. By induction on type B.

• Case ⊤ and case Int are trivial to prove by destructing the hypothesis in context.

• Case B1 → B2 requires inversion of the two hypotheses to discover that A can only be
a function type, while C is either a function type or ⊤.

In the arrow case, we need to invert both hypotheses to discover more information about
A and C. For this very simply language this double inversion is not too problematic, but
as the language of types grows and the subtyping relation becomes more complicated, such
inversions become significantly harder to deal with.
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6.1 Overview

At this point one may wonder if the transitivity proof could be done using a different
inductive argument to start with, and thus avoid the double inversions. After all there are
various other possible choices. Perhaps the most obvious choice is to try induction on the
subtyping relation itself (A <: B), rather than on type B. However this does not work
because of the contravariance for arrow types, which renders one of induction hypothesis
in the arrow case useless (and thus do not allow the case to be proved). Other alternative
choices for an inductive argument (such as type A or C) do not work for similar reasons.

Developingmetatheorywith Duotyping. In order to developmetatheory with Duo-
typing it is convenient to use an equivalent formulation of Duotyping that eliminates the du-
ality rule (which is non-algorithmic and makes inversions more difficult). For λ♢, which is
a Duotyping version of λ<:, this would lead to the set of rules in Figure 6.4. This alternative
algorithmic version eliminates the duality rule. Rules gs-topbtma, gs-int, and gs-arrow
are similar to the rules we discussed in Section 6.1.2. Rule gs-topbtmb is the dual rule of
rule gs-topbtma. With Rule gs-topbtmb, the duality rule is unnecessary.

Transitivity with Duotyping. Now we turn our attention to the proof of transitivity:

Lemma 6.2 (λ♢Transitivity). If A♢B and B♢C then A♢C.

Proof. By induction on A♢B.

• All cases are trivial to prove by destructing ♢ and inversion of the second hypothesis
(B♢C).

Transitivity of systems with Duotyping can often be proved by induction on the subtyp-
ing relation itself. This has the nice advantage that all the cases essentially become trivial to
prove (for λ♢) and only a single inversion is needed for arrow types. A key reason why such
approach works in the formulation with Duotyping is that we can keep case for arrow types
covariant. Instead we only flip the mode. Another important observation is that when we
prove a transitivity lemma with Duotyping we are, in fact, proving two lemmas simultane-
ously: one lemma for transitivity of subtyping, and another one for transitivity of supertyp-
ing. When we use the induction hypothesis we have access to both lemmas (by choosing the
appropriate mode).

The proof of the transitivity lemma by induction on the Duotyping relation can scale up
to more complex subtyping/Duotyping relations. This includes subtyping relations with
advanced features such as intersection types, union types, parametric polymorphism and
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Types A,B ::= ⊤ | ⊥ | Int | A → B | A ∧ B | A ∨ B
Terms e ::= x | i | λx : A.e | e1 e2
Values v ::= i | λx : A.e
Context Γ ::= · | Γ, x : A
Mode ♢ ::= <: | :>

A♢B (Algorithmic Duotyping)

gs-topbtma

A♢ ⌉♢⌈

gs-topbtmb

⌉♢⌈♢A

gs-int

Int♢ Int

gs-arrow
A1 ♢A2 B1 ♢B2

A1 → B1 ♢A2 → B2

gs-lefta
A♢C

(A ♢? B)♢C

gs-leftb
A♢B

A♢ (B ♢? C)

gs-righta
B♢C

(A ♢? B)♢C

gs-rightb
A♢C

A♢ (B ♢? C)

gs-botha
A♢B A♢C
A♢ (B ♢? C)

gs-bothb
A♢C B♢C
(A ♢? B)♢C

Figure 6.5: Syntax and Duotyping relation for union and intersection types.

bounded quantification. All of these can follow the same strategy (induction on the Duotyp-
ing relation) to simplify the transitivity proof, as we shall see in Section 6.4.

6.2 The λ∧∨
♢ calculus

In Section 6.1 we gave an overview and discussed advantages of using the Duotyping relation.
In this sectionwe introduce a lambda calculus with union and intersection types that is based
on Duotyping. We aim at showing that developing calculi and metatheory using Duotyping
is simple, requiring only a few small adaptations compared with more traditional formula-
tions based on subtyping. Our main aim is to show type soundness (subject-reduction and
preservation) for λ∧∨

♢ .

6.2.1 Syntax and Duotyping

Syntax. Fig. 6.5 shows the syntax of the calculus. The types for λ∧∨
♢ were already intro-

duced in Section 6.1. Terms include all the constructs for the lambda calculus (variables
x, functions λx : A.e and applications e1 e2) and integers (i). Values are a subset of terms,
consisting of abstractions and integers only. The mode ♢ is used to choose the mode of the
relation: it can be either subtyping (<:) or supertyping (:>). Typing contexts Γ are standard
and used to track the types of the variables in a program. Finally, a well-formedness relation
Γ ⊢ ok ensures that typing contexts are well-formed.
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Duotyping for λ∧∨
♢ . The Duotyping rules for λ∧∨

♢ were already partly presented in Fig-
ure 6.2. In addition to the rules in the λ♢, we also need extra rules for union and intersection
types. These extra rules are presented in Figure 6.5. Rules gs-lefta, gs-righta, and gs-
botha are also similar to the rules gds-lleft, gds-rright, and gds-both presented in
Figure 6.2. Since we eliminate the duality rule in the algorithmic version, we add dual sub-
typing rules. Rules gs-leftb, gs-rightb, and gs-bothb are the dual versions of rules gs-
lefta, gs-righta, and gs-botha respectively. This formulation is shown to be sound and
complete with respect to the formulation with the duality rule in Figure 6.2. As explained in
Section 6.1 this variant of the rules makes some proofs easier, thus we employ it here. The
Duotyping relation is reflexive and transitive:

Theorem 6.3 (Reflexivity). A♢A.

Proof. By induction on type A. Reflexivity is trivial to prove by applying subtyping rules.

Theorem 6.4 (Transitivity). If A♢B and B♢C then A♢C.

Proof. By induction on subtyping relation.

• Cases rule gs-topbtma, rule gs-int, rule gs-lefta, rule gs-righta and rule gs-
botha are trivial to prove.

• Case rule gs-topbtmb requires an additional Lemma 6.5.

• Case rule gs-arrow requires induction on hypothesis and subtyping rules.

• Cases rule gs-leftb and rule gs-rightb requires an additional Lemma 6.6 to be ap-
plied on hypothesis in context.

• Case rule gs-bothb requires induction on the hypothesis. This case also requires
rule gs-leftb, rule gs-rightb, and rule gs-botha subtyping rules.

We used the following auxiliary lemmas to prove transitivity.

Lemma 6.5 (Bound Selection). If ⌉♢⌈♢B then A♢B.

This lemma captures the upper and lower bounds with respect to relation between two
types. If the mode is subtyping, then it states that any type that is supertype of⊤ is supertype
of all the other types. If the mode is supertyping, then it states that any type that is subtype
of ⊥ is subtype of all the other types. In essence the lemma generalizes the following two
lemmas (defined directly over subtyping and supertyping):
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Γ ⊢ e : A (Typing)

typ-var
x : A ∈ Γ

Γ ⊢ x : A

typ-int

Γ ⊢ i : Int

typ-abs
Γ, x : A ⊢ e : B

Γ ⊢ λx.e : A → B

typ-app
Γ ⊢ e1 : A → B Γ ⊢ e2 : A

Γ ⊢ e1 e2 : B

typ-sub
Γ ⊢ e : A A <: B

Γ ⊢ e : B

e1 −→ e2 (Reduction)

step-appl
e1 −→ e′1

e1 e2 −→ e′1 e2

step-appr
e −→ e′

v e −→ v e′
step-dbeta

(λx : A.e) v −→ e[x⇝ v]

Figure 6.6: Typing and reduction for λ∧∨
♢ .

• If ⊤<: B then A<: B

• If ⊥ :> B then A :> B

Lemma 6.6 (Inversion for rule GDS-Both). If C ♢ (A ♢? B) then (C ♢ A) and (C ♢ B).

This lemma captures the relation between types with respect to the duality of union and
intersection types. It is the general form of two lemmas:

Lemma 6.7 (Inversion for Union types). If (A ∨ B)<: C then (A<: C) and (B<: C).

Lemma 6.8 (Inversion for Intersection types). If C<: (A ∧ B) then (C<: A) and (C<: B).

Finally there is also a duality lemma, which complements reflexivity and transitivity:

Lemma 6.9 (Duality). A♢B = B♢A.

This lemma captures the essence of duality, and enables us to switch the mode of the rela-
tion by flipping the arguments as well. Furthermore, the duality lemma plays a crucial role
when proving soundness and completeness with respect to the declarative version of Duo-
typing, which has duality as an axiom instead. All of these lemmas are used in later proofs
for type soundness.

6.2.2 Semantics and type soundness

Typing. The first part of Fig. 6.6 presents the typing rules of λ∧∨
♢ . The rules are standard.

Note that rule g-sub is the subsumption rule: if an expression e has type B and B is a subtype
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of A then e has type A. Noteworthy, B <: A is the Duotyping relation being used with the
subtyping mode.

Reduction. At the bottom of Fig. 6.6 we show the reduction rules of λ∧∨
♢ . Again, the

reduction rules are standard. Rule step-dbeta is the usual beta-reduction rule, which sub-
stitutes a value v for x in the lambda body e. Rule step-appl and rule step-appr are the
standard call-by-value rules for applications.

Type soundness. Theproof for type soundness relies on the usual preservation andprogress
lemmas:

Lemma 6.10 (Type Preservation). If Γ ⊢ e : A and e −→ e′ then: Γ ⊢ e′ : A.

Proof. By induction on the typing relation and with the help of Lemma 6.9.

Lemma 6.11 (Progress). If Γ ⊢ e : A then:

1. either e is a value.

2. or e can take a step to e′.

Proof. By induction on the typing relation.

6.2.3 Summary and Comparison

Besidesλ∧∨
♢ , which employs theDuotyping relation, we have also formalized a lambda calcu-

lus with union and intersection types using the traditional subtyping relation (λ∧∨
<: ). Most of

the metatheory is similar with a great deal of theorems being almost the same. The main dif-
ferences are in the metatheory for subtyping which has to be generalized. For example both
reflexivity and transitivity have to be generalized to operate in theDuotyping relation instead.
The formalization with Duotyping only has two additional lemmas (the duality lemma and
the bound selection lemma), which have no counterparts with subtyping. The number of
lines of code for the formalization of λ∧∨

<: is 596 whereas for λ∧∨
♢ is 630. The total number of

lemmas required for λ∧∨
<: are 23 and 25 for λ∧∨

♢ . Following two lemmas in λ∧∨
<: are captured

as one lemma in λ∧∨
♢ (Lemma 6.6):
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Inversion for Union Types. This lemma is stated as Lemma 6.12: it is the inversion of
the subtyping rule for the union types in the traditional subtyping relation. The lemma states
that if the union of two types A and B is the subtype of a type C, then both types A and B are
subtypes of type C.

Lemma 6.12 (Inversion for Union types). If (A ∨ B)<: C then (A<: C) and (B<: C).

Inversion for Intersection Types. This lemma, which corresponds to Lemma 6.13, is
the inversion of the subtyping rule for the intersection types with the traditional subtyping
relation. It states that if a type C is the subtype of the intersection of two types A and B, then
the type C is a subtype of both types A and B.

Lemma 6.13 (Inversion for Intersection types). If C<: (A ∧ B) then (C<: A) and (C<: B).

6.3 The F∧∨
k♢ calculus

In Section 6.2 we introduced a simple calculus with union and intersection types using Duo-
typing. This section extends that calculus with bounded quantification based on kernel F<:.
This new variant also employsDuotyping and is calledF∧∨

k♢ . Themain aimof this section is to
show that sometimes we can get interesting and novel dual features come for free. In addition
to upper bounded quantification of F<:, System F∧∨

k♢ provides lower bounded quantification
as well. Additionally, we also show the type soundness of F∧∨

k♢ .

6.3.1 Syntax and Duotyping

Syntax. Fig. 6.7 shows the syntax of the calculus F∧∨
k♢ . Types ⊤, ⊥, Int, A → B, A ∧ B,

A ∨ B are already introduced in Section 6.1. Type variable α and a universal quantifier on
type variables ∀(α♢A).B are the two additional types in F∧∨

k♢ . Terms x, i, λx : A.e, e1 e2 are
already discussed in Section 6.2.1. Type abstraction Λ(α♢A).e and type application e A are
two additional terms in F∧∨

k♢ . Values are a subset of terms, consisting of term abstraction,
type abstraction and integers.

Duotyping for F∧∨
k♢ . Duotyping rules for a calculus with union and intersection types

are presented in Fig. 6.4. F∧∨
k♢ has two significant differences in its Duotyping rules in com-

parison to Fig. 6.4, which are presented in Figure 6.7. The first one is the addition of a typing
context in the Duotyping rules. This is important to ensure that type variables are bound.
Thus, Duotyping for F∧∨

k♢ is now of the form Γ ⊢ A♢B. The second difference is that there
are four more rules, three of them (rules gs-ReflTvara, gs-TVara, and gs-forallkfs)
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Types A,B ::= ⊤ | ⊥ | Int | A → B | A ∧ B | A ∨ B | α | ∀(α♢A).B
Terms e ::= x | i | λx : A.e | e1 e2 | Λ(α♢A).e | e A
Values v ::= i | λx : A.e | Λ(α♢A).e
Context Γ ::= · | Γ, x : A | Γ, α♢A
Mode ♢ ::= <: | :>

Γ ⊢ A♢B (F∧∨
k♢ Duotyping)

gs-topbtmap

Γ ⊢ A♢ ⌉♢⌈

gs-topbtmbp

Γ ⊢⌉♢⌈♢A

gs-intp

Γ ⊢ Int♢ Int

gs-arrowp
Γ ⊢ A1 ♢A2 Γ ⊢ B1 ♢B2

Γ ⊢ A1 → B1 ♢A2 → B2

gs-leftap
Γ ⊢ A♢C

Γ ⊢ (A ♢? B)♢C

gs-leftb
A♢B

A♢ (B ♢? C)

gs-rightap
Γ ⊢ B♢C

Γ ⊢ (A ♢? B)♢C

gs-rightbp
Γ ⊢ A♢C

Γ ⊢ A♢ (B ♢? C)

gs-bothap
Γ ⊢ A♢B Γ ⊢ A♢C

Γ ⊢ A♢ (B ♢? C)

gs-bothbp
Γ ⊢ A♢C Γ ⊢ B♢C

Γ ⊢ (A ♢? B)♢C

gs-ReflTvara
Γ ⊢ ok α♢1A ∈ Γ

Γ ⊢ α♢2 α

gs-TVara
α♢A ∈ Γ Γ ⊢ A♢B

Γ ⊢ α♢B

gs-TVarb
α♢A ∈ Γ Γ ⊢ B♢A

Γ ⊢ B♢α

gs-forallkfs
Γ, α♢1 A ⊢ B♢2 C

Γ ⊢ (∀α♢1A.B)♢2 (∀α♢1A.C)

Figure 6.7: Syntax and additional rules for Duotyping in F∧∨
k♢ .

were already explained in Section 6.1.4. Rule gs-TVarb is the dual of rule gs-TVara. We
introduce this rule to eliminate the duality rule.

The Duotyping relation for F∧∨
k♢ is reflexive and transitive as well:

Theorem 6.14 (Reflexivity). Γ ⊢ A♢A.

Proof. By induction on type A.

Theorem 6.15 (Transitivity). If Γ ⊢ A♢B and Γ ⊢ B♢C then Γ ⊢ A♢C.

Proof. By induction on Γ ⊢ A♢B.

• Cases rule gs-topbtma, rule gs-topbtmb, rule gs-int, rule gs-ReflTvar, rule gs-
TVara, rule gs-lefta, rule gs-righta, rule gs-botha are trivial to prove.

• Case rule gs-arrow is proved using the induction hypotheses.

• Case rule gs-TVarb can be proved using Lemma 6.18.
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• Case rule gs-forallkfs is proved using the induction hypotheses.

• Case rule gs-leftb can be proved using an additional Lemma 6.17.

• Case rule gs-rightb also uses Lemma 6.17.

• Case rule gs-bothb is proved using the induction hypotheses.

The auxiliary lemmas for transitivity are described next and are essentially the same as
in Section 6.2.1.

Lemma 6.16 (Bound Selection). If Γ ⊢⌉♢⌈♢B then Γ ⊢ A♢B.

Lemma 6.17 (Inversion for rule GDS-Both). If Γ ⊢ C ♢ (A ♢? B) then Γ ⊢ (C ♢ A) and (C
♢ B).

There is also a duality lemma:

Lemma 6.18 (Duality). Γ ⊢ A♢B = Γ ⊢ B♢A.

Finally, We also proved weakening and the narrowing lemmas for Duotyping calculus.
Here we briefly compare the narrowing lemma for F∧∨

k<:and F∧∨
k♢ :

Lemma 6.19 (F∧∨
k<:Narrowing Lemma). If Γ ⊢ A <: B and Γ, α <: B,Γ1 ⊢ C <: D then

Γ, α <: A,Γ1 ⊢ C <: D

Lemma 6.20 (F∧∨
k♢ Narrowing Lemma). If Γ ⊢ A♢1 B and Γ,X♢1B,Γ1 ⊢ C♢2D then

Γ,X♢1A,Γ1 ⊢ C♢2D

Lemma 6.19 exploits only the subtyping relation while Lemma 6.20 exploits our Duotyping
relation. Lemma 6.20 illustrates how lower and upper bounds are captured under a unified
mode relation in narrowing. Like the transitivity statement using a Duotyping formulation,
one can think of the Duotyping narrowing lemma as actually two distinct lemmas: one for
narrowing of upper bounds and another for narrowing of lower bounds. Also, it is important
to note that Lemma 6.20 is using two modes ♢1 and ♢2. ♢1 is the relation between types A,
B and the type variable X. Whereas, ♢2 is the relation between type C and type D. Those
two relations do not need to be the same.
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Γ ⊢ e : A (Typing)

g-var
Γ ⊢ ok x : A ∈ Γ

Γ ⊢ x : A

g-int
Γ ⊢ ok

Γ ⊢ i : Int

g-abs
Γ, x : A1 ⊢ e2 : A2

Γ ⊢ λx : A1.e2 : A1 → A2

g-app
Γ ⊢ e1 : A1 → A2 Γ ⊢ e2 : A1

Γ ⊢ e1 e2 : A2

g-subs
Γ ⊢ e : B Γ ⊢ B <: A

Γ ⊢ e : A

g-tabs
Γ, α♢A ⊢ e : B

Γ ⊢ Λ(α♢A).e : ∀(α♢A).B

g-tapp
Γ ⊢ e : ∀(α♢A).B Γ ⊢ C♢A

Γ ⊢ e C : B[α ⇝ C]

e1 −→ e2 (Reduction)

gred-AppAbs

(λx : A1.e1) v2 −→ e1[x⇝ v2]

gred-Fun
e1 −→ e′1

e1 e −→ e′1 e

gred-Arg
e1 −→ e′1

v e1 −→ v e′1

gred-TAppTAbs

(Λ(α♢A).e1)B −→ e1[α ⇝ B]

gred-TFun
e1 −→ e′1

e1 A −→ e′1 A

Figure 6.8: Typing and reduction of the duotyped kernel F<:.

6.3.2 Semantics and type soundness

Typing. The first part of Fig. 6.8 presents the typing rules of F∧∨
k♢ . The first five rules are

standard and are already explained in Section 6.1.1. Rules g-tabs and g-tapp are the two
additional rules in F∧∨

k♢ . Rule g-tabs is similar to the standard rule for type abstractions
in F<: except that it generalizes the subtyping bound to a ♢ bound, which could either be
subtyping or supertyping. Rule g-app again differs from the rule for type applications in F<:

by using a ♢ bound instead of just a subtyping bound. These two rules rules are noteworthy
because they also illustrate an advantage of using Duotyping in the typing relation. Without
Duotyping wewould needmultiple typing rules to capture different variations of the bounds.

Reduction. The last part of Fig. 6.8 presents the reduction rules of our calculus. Again, re-
duction rules are standard except for the rule gred-TAppTAbs. In rule gred-TAppTAbs the
duality relation captures both upper and the lower bounds. Rule gred-TFun is the standard
reduction rule for the type applications.
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Type Soundness. We proved the type soundness for our calculus. All the proofs are for-
malized in Coq theorem prover.

Lemma 6.21 (Type Preservation). If Γ ⊢ e : A and e −→ e′ then: Γ ⊢ e′ : A.

Proof. By induction on the typing relation.

• Case rules g-var, g-int, g-abs, g-tabs, and g-subs are trivial to solve.

• Case rule g-app uses Theorem 6.14 and Lemma 6.18.

• Case rule g-tapp uses Theorem 6.14.

Lemma 6.22 (Progress). If Γ ⊢ e : A then:

1. either e is value.

2. or e can take step to e′.

Proof. By induction on the typing relation.

• Case rules g-var, g-int, g-abs, g-tabs, and g-subs are trivial to solve.

• Case rule g-app requires canonical forms.

• Case rule g-tapp requires canonical forms.

6.3.3 Summary and Comparison

Besides F∧∨
k♢ , which employs the Duotyping relation, we have also formalized a calculus

F∧∨
k<:: an extension of kernel F<: (only with upper bounded quantification) with union and

intersection types using the traditional subtyping relation. The essential differences are sim-
ilar to what we already discussed in Section 6.2.3. The formalization with Duotyping only
has two additional lemmas (the duality lemma and the bound selection lemma), besides a
few minor auxiliary lemmas. The number of lines for proof for the formalization of F∧∨

k<:is
1648 whereas for F∧∨

k♢ is 1770. The total lemmas required for F∧∨
k<:are 74 and 81 for F∧∨

k♢ .
We emphasize that one significant difference between F∧∨

k<:and F∧∨
k♢ is the additional lower

bounded quantification provided by F∧∨
k♢ . This is an extra feature which comes essentially

for free with Duotyping.
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6.4 A Case Study on Duotyping

In this sectionwe present an empirical case study, whichwe conducted to validate some of the
benefits of Duotyping. Overall, the results of our case study indicate that: Duotyping does
allow for compact specifications; the complexity of developing formalization with Duotyp-
ing is comparable to similar developments using traditional subtyping relations; transitivity
proofs are often significantly simpler; and Duotyping is a generally applicable technique.

6.4.1 Case Study

We formalized a number of different calculi using Duotyping. All the proofs andmetatheory
are mechanically checked by the Coq theorem prover. We also formalized a few traditional
subtyping systems for comparison. Table 6.1 shows a brief overview of various systems that
we formalized. λ<:, λ∧∨

<: , Fk<:, F∧∨
k<:and FF<:are the traditional subtyping systems. The

Coq formalizations for the traditional subtyping systems are based on existing Coq for-
malizations from the locally nameless representation with cofinite quantification tutorial
and repository (https://www.chargueraud.org/softs/ln/) by Charguéraud [Char-
guéraud 2011]. The formalizations of λ♢, λ∧∨

♢ , Fk♢, F∧∨
k♢ and FF♢are their respective Duo-

typing formulations, and modify the original ones with traditional subtyping. Subscript <:

represents a calculus with traditional subtyping whereas ♢ represents a calculus with Duo-
typing. Superscript ∧∨ is the notation for a system with intersection and union types. Sub-
script k corresponds to the kernel version of a variant of F<:, while subscript F corresponds
to the corresponding full version. We also formalized a simple polymorphic system without
bounded quantification using Duotyping. We have two Duotyping variants for this poly-
morphic type system without bounded quantification. One without union and intersection
types (F♢) and another with union and intersection types (F∧∨

♢ ).
In Table 6.1, the last column (Transitivity) summarizes the proof technique used in each

system to prove transitivity. Recall the transitivity lemma (using theDuotyping formulation):

Theorem 6.23 (Transitivity). If A♢B and B♢C then A♢C.

Induction on the middle type means induction on type B (or well-formed type B for poly-
morphic systems), whereas induction on the Duotyping relation means induction on A♢B.

Research Questions. Section 1.2 discussed benefits of using Duotyping. This section
attempts to quantify some of these benefits. More concretely, we answer the following ques-
tions in this section:

• Does Duotyping provide shorter specifications?
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6 The Duality of Subtyping (Duotyping)

Name Description SLOC Transitivity
λ<: STLC with subtyping 537 By induction on the middle type.
λ♢ STLC with Duotyping 583 By induction on the Duotyping

relation.
λ∧∨
<: STLC with subtyping, union

types and intersection types
595 By induction on the middle type.

λ∧∨
♢ STLC with Duotyping, union

types and intersection types
623 By induction on the Duotyping

relation.
F♢ Simple polymorphic systemwith

Duotyping andwithout bounded
quantification

1466 By induction on the Duotyping
relation.

F∧∨
♢ Simple polymorphic systemwith

Duotyping, union types and
intersection types and without
bounded quantification

1546 By induction on the Duotyping
relation.

Fk<: System F<: kernel 1542 By induction on the (well-
formed) middle type.

Fk♢ System F<: kernel with Duotyp-
ing

1579 By induction on the Duotyping
relation.

F∧∨
k<: System F<: kernel with subtyp-

ing, union types and intersection
types

1648 By induction on the (well-
formed) middle type.

F∧∨
k♢ System F<: kernel with Duotyp-

ing, union types and intersection
types

1770 By induction on the Duotyping
relation.

FF<: System full F<: 1518 By induction on the (well-
formed) middle type.

FF♢ System full F<: with Duotyping 1786 By induction on the (well-
formed) middle type.

Table 6.1: Description of all systems.

• Does Duotyping increase the complexity of the formalization and metatheory of the
language?

• Does Duotyping make transitivity proofs simpler?

• Is Duotyping a generally applicable technique?

We follow an empirical approach to answer these questions and address each question in
a separate (sub)section. Obviously a precise measure for complexity/simplicity is hard to
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obtain. We use SLOC for the formalization and proofs as an approximation. All the formal-
izations are written in the same Coq style to ensure that the comparisons are fair.

6.4.2 Does Duotyping provide shorter specifications?

This section answers our first question. In short our case study seems to support this con-
clusion. The declarative Duotyping rules of all the systems that we formalized are shown in
Table 6.2. Please note that the formulation also contains the duality rule. λ♢has the basic set
of Duotyping rules. These rules are common in all of the systems. λ∧∨

♢ has the subtyping rules
for intersection types and union types in addition to the rules fromλ♢. F♢contains twomore
rules (rules gds-ReflTvarp and gds-forallfsp) in addition to the rules from λ♢. F∧∨

♢ has
all the rules from λ♢, λ∧∨

♢ and F♢. Fk♢has three additional subtyping rules gds-ReflTvar,
gds-TVar, and gds-forallkfs in addition to the rules from λ♢. F∧∨

k♢ has all the rules from
λ♢, λ∧∨

♢ , and Fk♢. FF♢has an additional subtyping rule gds-forallffs.

Comparisonwith systems using traditional subtyping. Table 6.3 shows the number
of rules and features for different calculi formulated with subtyping and Duotyping. In our
formulation, λ<:has 3 types ⊤, Int, and A → B. This requires 3 subtyping rules to capture
the subtyping relation of these 3 types. If we wanted to support the ⊥ type in λ<:we would
need to add 1 more subtyping rule. In the table we express the extra rules required for extra
features as (+n), where n is the number of extra rules. Duotyping supports ⊥ for free by
exploiting the dual nature of ⊤ with the help of duality rule. Systems with more rules follow
the same approach for traditional systems i.e more types require more subtyping rules. If
we wanted to support the ⊥ type in λ∧∨

<: we also need 1 additional rule. To further extend
our discussion to the polymorphic systems with bounded quantification, we would need 4
additional rules in Fk<:(1 for ⊥ type and 3 for lower bounded quantification). Similarly we
would need 4 additional rules to support lower bounds and lower bounded quantification in
F∧∨
k<:.

In summary, in the systems that we compared Duotyping has a similar number of rules to
systems with subtyping, but it comes with extra features. If we wanted to add those features
to systems with traditional subtyping, then that would generally result in more rules for the
traditional versions compared to Duotyping. This would also have an impact in the SLOC of
the metatheory, increasing the metatheory for those systems considerably.
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Name Duotyping Rules
λ♢

A♢B (λ♢Duotyping)

gds-topbot

A♢ ⌉♢⌈

gds-int

Int♢ Int

gds-arrow
A1 ♢A2 B1 ♢B2

A1 → B1 ♢A2 → B2

gds-dual
B♢A
A♢B

λ∧∨
♢

A♢B (λ∧∨
♢ Duotyping plus all rules from λ♢)

gds-lleft
A♢C

(A ♢? B)♢C

gds-rright
B♢C

(A ♢? B)♢C

gds-both
A♢B A♢C
A♢ (B ♢? C)

F♢

A♢B (F♢Duotyping plus all rules from λ♢)

gds-ReflTvarp

α♢α

gds-forallfsp
A♢B

(∀α.A)♢ (∀α.B)
F∧∨
♢

A♢B (F∧∨
♢ Duotyping plus all rules from λ♢, λ∧∨

♢ and F♢)

Fk♢

Γ ⊢ A♢B (Fk♢Duotyping plus all rules from λ♢)

gds-ReflTvar
Γ ⊢ ok α♢1A ∈ Γ

Γ ⊢ α♢2 α

gds-TVar
α♢A ∈ Γ Γ ⊢ A♢B

Γ ⊢ α♢B

gds-forallkfs
Γ, α♢1 A ⊢ B♢2 C

Γ ⊢ (∀α♢1A.B)♢2 (∀α♢1A.C)
F∧∨
k♢

Γ ⊢ A♢B (F∧∨
k♢ Duotyping plus all rules from λ♢, λ∧∨

♢ and Fk♢)

FF♢

Γ ⊢ A♢B (FF♢Duotyping plus all rules from Fk♢excluding
rule gs-forallkfs and union/intersection rules)

gds-forallffs
Γ ⊢ A |♢1 |♢2 B

Γ, α♢1 (A ♢̃2 B) ⊢ A1 ♢2 B1

Γ ⊢ (∀α♢1A.A1)♢2 (∀α♢1B.B1)

Table 6.2: Declarative Duotyping rules of all systems.
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System Subtyping
rules count

System Duotyping
rules count

Duotyping extra features

λ<: 3 (+1) λ♢ 4 lower bounds in λ♢
λ∧∨
<: 9 (+1) λ∧∨

♢ 7 lower bounds in λ∧∨
♢

Fk<: 5 (+4) Fk♢ 7 lower bounds and lower
bounded quantification in
Fk♢

F∧∨
k<: 11 (+4) F∧∨

k♢ 10 lower bounds and lower
bounded quantification in
F∧∨
k♢

Table 6.3: Comparing the features and number of rules with subtyping and Duotyping.

Subtyping
System

SLOC Duotyping
System

SLOC

λ<: 537 λ♢ 583
λ∧∨
<: 595 λ∧∨

♢ 623
Fk<: 1542 Fk♢ 1579
F∧∨
k<: 1648 F∧∨

k♢ 1770

Table 6.4: SLOC of traditional subtyping and Duotyping systems.

6.4.3 Does Duotyping increase the complexity of the formalization
and metatheory of the language?

Atfirst, onemay think thatDuotyping increases the complexity of formalization andmetathe-
ory of the language, since it provides interesting extra features and generalizations normally
come at a cost. Interestingly, Duotyping does not add significant extra complexity in the
formalization and metatheory of the language. Table 6.4 shows the SLOC for formalizations
using traditional subtyping and Duotyping systems. The lines of code for λ∧∨

<: are 595 and
the lines of code for λ∧∨

♢ are 623. Similarly, the lines of code for F∧∨
k<:are 1648 and 1770 for

F∧∨
k♢ . Although SLOC for Duotyping systems are slightly more than traditional subtyping

systems, the Duotyping systems come with extra features. Nevertheless the mechanization
effort is roughly the same for version with and without Duotyping. Also, as illustrated in
Sections 6.2 and 6.3, the vast majority of the lemmas/metatheory for calculi with Duotyping
are similar to traditional systems with subtyping.
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Subtyping
System

Transitivity
SLOC

Duotyping
System

Transitivity
SLOC

λ<: 7 λ♢ 4
λ∧∨
<: 13 λ∧∨

♢ 11
Fk<: 26 Fk♢ 13
F∧∨
k<: 38 F∧∨

k♢ 18

Table 6.5: SLOC for transitivity proofs.

6.4.4 Does Duotyping make transitivity proofs simpler?

Transitivity is often the most difficult property to prove in the metatheory of a language with
subtyping. Table 6.1 highlights a brief comparison between the techniques for the transitivity
proof of various systems. Transitivity of systems with Duotyping is generally proved by in-
duction on the Duotyping relation. One exception isFF♢where induction on the Duotyping
does not work. As discussed in Section 6.1.5 Duotyping allows us to simplify the transitivity
proof by using a different inductive argument.

Table 6.5 shows the SLOC for transitivity proofs of various systems. TheSLOC forλ<:transitivity
proof are 7 and the SLOC forλ♢transitivity proof are 4. Similarly, the SLOC forF∧∨

k<:transitivity
proof are 38 and 18 for the transitivity proof of F∧∨

k♢ . This evaluation shows that Duotyping
always allows us to reduce the size of the transitivity proof. Again, it is important to note
that Duotyping also provides extra features of lower bound and lower bounded quantifica-
tion. Despite these additional features in Duotyping systems, their transitivity proofs are
shorter than the traditional systems with subtyping.

However we could not employ this proof technique in our Duotyping version of full F<:

(FF♢). The problem is related to narrowing, which inFF♢is closely coupled with transitivity.
Despite that we could still apply the technique to most systems with Duotyping, and even
for FF♢we can still prove transitivity using the same technique as in the traditional F<: (i.e.
using the middle type as the inductive argument).

6.4.5 Is Duotyping a generally applicable technique?

Our case studies indicate that Duotyping is a generally applicable technique. In all the sys-
tems that we have tried to use Duotyping, we have managed to successfully apply it. Fur-
thermore we believe that Duotyping can be essentially applied to any system with a tradi-
tional subtyping relation. The most complex system where we have employed Duotyping
is FF♢. In FF♢universal quantification allows Duotyping between the bounds, generalizing
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the universal quantification presented in Section 6.3. Rule gds-forallffs in FF♢employs
two operations |♢1|♢2 and A ♢̃ B:

|♢1|♢2

|<: |♢2 = ♢2
| :> |♢2 = ♢2

A ♢̃ B
A <̃: B = B
A :̃> B = A

|♢1|♢2 takes two modes ♢1 and ♢2 as input, and flips ♢2 if ♢1 is subtyping, otherwise it
returns ♢2. This operation chooses the mode to check the relationship between the bounds
of the two universal quantifiers being compared for Duotyping. The second operation A ♢̃ B
selects the bounds to use in the environment when checking the Duotyping of the bodies
of the universal quantifiers. It takes a mode ♢ and two types A B as inputs, and returns the
second type if the mode is subtyping, otherwise it returns the first type.
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7.1 Union Types

Union types were first introduced by MacQueen et al. [1984]. They proposed a typing rule
that eliminates unions implicitly. The rule breaks type preservation under the conventional
reduction strategy of the lambda calculus. Barbanera et al. [1995] solved the problem by
reducing all copies of the same redex in parallel. Dunfield and Pfenning [2003] and Dunfield
[2014] took another approach to support mutable references. They restricted the elimination
typing rule to only allow a single occurrence of a subterm with a union type when typing
an expression. Pierce [1991] proposed a novel single-branch case construct for unions. As
pointed by Dunfield and Pfenning, compared to the single occurrence approach, the only
effect of Pierce’s approach is to make elimination explicit.

Union types and elimination constructs based on types are widely used in the context of
XML processing languages [Benzaken et al. 2003; Hosoya and Pierce 2003], and have in-
spired proposals for object oriented languages [Igarashi and Nagira 2006]. Generally speak-
ing, the elimination constructs in those languages offer a first-match semantics, where cases
can overlap and reordering the cases may change the semantics of the program. This is in
contrast to our approach. Union types have also been studied in the context of XDuce pro-
gramming language [Hosoya and Pierce 2003]. XDuce employs regular expression types.
Pattern matching can be on expressions and types in XDuce. Expressions are considered as
special cases of types. CDuce [Benzaken et al. 2003] is an extension of XDuce. Work on the
more foundational aspects of CDuce, and in particular on semantic subtyping [Frisch et al.
2002] and set-theoretic types, also employs a form of first-match semantics elimination con-
struct, though in a different form. In particular, work by Castagna and Frisch [2005] and
Castagna and Lanvin [2017] propose a conditional construct that can test whether a value
matches a type. If it matches then the first branch is executed and the type for the value is
refined. Otherwise, the second branch is executed and the type of the value is refined to be
the negation of the type (expressing that the value does not have such type). Union types
are also studied in the context of semantic subtyping and object-oriented calculi [Ancona
and Corradi 2014, 2016; Dardha et al. 2013] which focus on designing subtyping algorithms
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to employ semantic subtyping in OOP. In contrast, we study a deterministic and type-safe
switch construct for union elimination.

Muehlboeck and Tate [2018] give a general framework for subtyping with intersection
and union types. They illustrate the significance of their framework using the Ceylon pro-
gramming language. The main objective of their work is to define a generic framework for
deriving subtyping algorithms for intersection and union types in the presence of various
distributive subtyping rules. For instance, their framework could be useful to derive an al-
gorithmic formulation for the subtyping relation presented in Figure 3.5. They also briefly
cover disjointness in their work. As part of their framework, they can also check disjoint-
ness given some disjointness axioms. For instance, for λu, such axioms could be similar to
rule ad-btmr or rule ad-intl in Figure 3.2. However, they do not have a formal specifica-
tion of disjointness. Instead they assume that some sound specification exists and that the
axioms respect such specification. If some unsound axioms are given to their framework
(say Int ∗a Int) this would lead to a problematic algorithm for checking disjointness. In our
work we provide specifications for disjointness together with sound and complete algorith-
mic formulations. In addition, unlike us, they do not study the semantics of disjoint switch
expressions.

Occurrence Typing. Occurrence typing or flow typing [Tobin-Hochstadt and Felleisen
2008] specializes or refines the type of variable in a type test. An example of occurrence
typing is:

Integer occurrence (Integer | String val) {
if (val is Integer) { return val+1; }
else { return toInt(val)+2; }

}

In such code, val initially has type Int ∨ String. The conditional checks if the val is of type Int. If
the condition succeeds, it is safe to assume that val is of type Int, and the type of val is refined
in the branch to be Int. Otherwise, it is safe to assume that val is of type String, in the other
branch (and the type is refined accordingly). The motivation to study occurrence typing was
to introduce typing in dynamically typed languages. Occurrence typing was further stud-
ied by Tobin-Hochstadt and Felleisen [2010], which resulted into the development of Typed
Racket. Variants of occurrence typing are nowadays employed inmainstream languages such
as TypeScript, Ceylon or Flow. Castagna et al. [2019] extended occurrence typing to refine
the type of generic expressions, not just variables. They also studied the combination with
gradual typing. Recently, Castagna et al. [2022] show that the classical union and intersection
types along with a type-based switch construct encompasses occurrence typing. Occurrence
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typing in a conditional construct, such as the above, provides an alternative means to elimi-
nate union types using a first-match semantics. That is the order of the type tests determines
the priority.

Nullable Types. Nullable types are types which may have the null value. Recently, Nieto
et al. [2020] proposed an approach with explicit nulls in Scala using union types. The Cey-
lon language has implemented a similar approach for a few years now. However our’s and
Ceylon’s approaches are based on disjoint switches to test for nullability, while Nieto et al.
[2020]’s approach is based on a simplified form of occurrence typing.

Various approaches have been proposed to deal with nullability such as T? inKotlin [Kotlin
2021], Swift [Apple 2021] and Flow [Chaudhuri et al. 2017]. The Checker Framework [Papi
et al. 2008] is another line of related work to detect null pointer deferences in Java programs.
Banerjee et al. [2019] proposes an approach to explicitly associate nullable and non-nullable
properties with expressions in Java. However, differently from our work, in those approaches
nullable types are not encoded with union types. Blanvillain et al. [2022] study a notion of
match types for type level programming. They also employ a notion of disjointness in match
types and can encode nullable types. However, they provide match types at the type level
and do not use them for union elimination. Furthermore, they do not study intersection
and union types formally. In contrast, we provide a term level switch construct for union
elimination.

7.2 Disjoint Intersection Types

Disjoint intersection types were first studied byOliveira et al. [2016] in the λi calculus to give
a coherent calculus for intersection types with a merge operator. The notion of disjointness
used inλu, discussed in Section 3.2, is inspired by the notion of disjointness ofλi. In essence,
disjointness in λu is the dual notion: while in λi two types are disjoint if they only have top-
like supertypes, in λu two types are disjoint if they only have bottom-like subtypes. Disjoint
polymorphism [Alpuim et al. 2017] has been studied for calculi with disjoint intersection
types.

None of calculi with disjoint intersection types [Alpuim et al. 2017; Bi et al. 2018b, 2019;
Oliveira et al. 2016] in the literature includes union types. One interesting discovery of our
work is that the presence of both intersections and unions in a calculus can affect disjoint-
ness. In particular, as we have seen in Section 3.3, adding intersection types required us to
change disjointness. The notion of disjointness that was derived from λi stops working in
the presence of intersection types. Interestingly, a similar issue happens when union types
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are added to a calculus with disjoint intersection types. If disjointness of two types A and B is
defined to be that such types can only have top-like types, then adding union types immedi-
ately breaks such definition. For example, the types Int and Bool are disjoint but, with union
types, Int ∨ Bool is a common supertype that is not top-like. We conjecture that, to add union
types to disjoint intersection types, we can use the following definition of disjointness:

Definition 10. A ∗ B ::= ∄ C◦, A <: C◦ and B <: C◦.

which is, in essence, the dual notion of the definition presented in Section 3.3. Under this
definition Int and Bool would be disjoint since we cannot find a common ordinary supertype
(and Int ∨ Bool is a supertype, but it is not ordinary). Furthermore, there should be a dual
notion to LOS, capturing the greatest ordinary supertypes. Moreover, if a calculus includes
both disjoint switches and amerge operator, then the twonotions of disjointnessmust coexist
in the calculus. This will be an interesting path of exploration for future work.

7.3 Overloading and Dynamic Dispatch

Overloading. Union and intersection types also provide a form of function overloading
or ad-hoc polymorphism using the switch and type-based case analysis. A programmer may
define the argument type to be a union type. By using type-based case analysis, it is possible
to execute different code for each specific type of input. Intersection types have also been
studied for function overloading. For example, a function with type Int → Int ∧ Bool → Bool
can take input values either of type Int or Bool. In such case, it returns either Int or Bool de-
pending upon the input type. Function overloading [Cardelli and Wegner 1985; Castagna
et al. 1995; Wadler and Blott 1989] has been studied in detail in the literature. Wadler and
Blott [1989] studied type classes as an alternative way to provide overloading based on para-
metric polymorphism. Recently, Rioux et al. [2023] studied function overloading with in-
tersection types, merge operator, and the union types in a calculus called F▷◁. Their calculus
is type-safe and deterministic. However, the merge operator in their calculus is restricted to
functions. Moreover, the F▷◁ calculus is proposed after Rehman et al. [2022].

Dynamic dispatch. A straightforward definition of dynamic dispatch [Bourdoncle and
Merz 1997; Castagna et al. 1995, 2014b; Clifton et al. 2006] is the runtime function over-
loading. In contrast to the static overloading, a specific function implementation is selected
based on the the dynamic or runtime type of the one (usually left) or more argument(s) in
dynamic dispatch. This division categorizes the dynamic dispatch into single and multiple
dispatch respectively. Single dispatch comes naturally with most of the OOP languages such
as C++ [Stroustrup 1986] and Smalltalk [Goldberg and Robson 1983]. Multiple dispatch
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[Bourdoncle and Merz 1997; Castagna et al. 1995, 2014b], on the other hand, requires spe-
cial care. Normally, types overlap in multiple dispatch and the language implementation
selects the best matching function implementation based on the argument type such as in
Julia [Zappa Nardelli et al. 2018]. Recently, Park et al. [2019] study symmetric dynamic dis-
patch withmultiple inheritance, parametric polymorphism, and variance. However, this line
of work differs from ours in a way that we do not allow overlapping types in λu in the alter-
native branches of a switch expression. Thus λu provides a less expressive but deterministic
variant of dynamic dispatch.

7.4 Duality in Logic and Programming Language Theory

Apart from informally observing duality of type system features, as far as we known, formally
exploiting duality in subtyping relations has not been investigated in the past. However there
is plenty of work on uses of duality in programming language theory. Furthermore there is
related work on type systems that exploit various generalizations for added expressive power
or economy in metatheory and implementation. We discuss these next.

In type theory [Andrews 1986] and/or category theory [Bird and de Moor 1996; Lane
1998] duality occurs in various forms. For instance, the duality between sum and product
types is well-known in both type and category theory. Properties about such types often ex-
plicitly acknowledge duality. Many properties about sum types are presented as dual prop-
erties of corresponding properties on product types and vice-versa. Our Lemma 6.6 is an
example of a property that applies to both union and/or intersection types. In this property
duality is not only acknowledged, but directly exploited in the lemma itself to provide a gen-
eralized property that can be specialized to one construct and its dual. Various other dualities
between constructs are known and exploited in various ways in type and/or category theory.
For example, existential and universal quantification can be captured by an encoding by one
through the other. The type ∃α. A can be encoded as ∀β.(∀α. A → β) → β, which requires
a kind of CPS translation [Danvy and Filinski 1992] of the corresponding terms. Similar
encodings exist for sums and products.

In the field of proof-theoretic semantics [Gentzen 1934] and in natural deduction the con-
cept of harmony is used to describe introduction and elimination rules that are in some sense
dual. For instance, the usual rules for introduction and elimination of conjunction are in per-
fect harmony. The inversion principles by Prawitz [1979] are a general procedure to associate
to any arbitrary collection of introduction rules a specific collection of elimination rules. The
elimination rules are in harmony with the given collection of introduction rules. Prawitz in-
version principles attempt to capture harmony in a more precise way, directly expressing it
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formally. Therefore inversion principles have similar considerations to Duotyping in terms
of expressing some form of duality directly in a formalism. However inversion principles
focus on introduction and/or elimination rules, while Duotyping is focused on subtyping.
Nevertheless in future work we are interested in exploiting the use of duality in the typing
relationmore. We believe that the notion of harmony and inversion principles could be quite
helpful in such work.
Double-line rules [Došen 1989] are deduction rules that can be read both from top to bot-

tom (as usual) and also from bottom to top. In other words they express two standard (dual)
deduction rules in a single double-line rule. Like Duotyping, double-line rules aim at ex-
pressing a form of duality in a single rule. Unlike Duotyping, double-line rules are concerned
with (dual) rules where the premises and conclusions of one rule become the conclusions and
premises of the other rule, respectively.

Bernardi et al. [2014] explain duality relations in the context in session types. Binary ses-
sion types have two endpoints connected through one communication channel. In session
types, connected endpoints should have a dual relation in their session types. The duality
relation in session types is related to types and may have various interpretations. In contrast
Duotyping is about subtyping (or supertyping).

Theduality between data and codata is well-known in programming language theory [Bird
and de Moor 1996]. Data types and codata types are duals in the sense that data types are
defined in terms of constructors while codata types are defined in terms of destructors. More
recently, such duality has been exploited in language design [Binder et al. 2019; Ostermann
and Jabs 2018] to provide an automatic way to switch between programs defined on datatypes
and equivalent programs defined on codata types. The use of duality in this line of work is
quite different from ours.

7.5 Generalizations in Type Systems and Type Theory

Pure type systems (PTSs) [Adams 2006; Jutting 1993; McKinna and Pollack 1993; Severi and
Poll 1994; van Benthem Jutting et al. 1993; Zwanenburg 1999] capture a generalization of
various type systems (F, Fω, λP). Typing rules ofmultiple type systems are expressed in pure
type systems via parameterization. PTSs are parameterized by three sets: a set of sorts; a set
of axioms; and a set of rules. Concrete type systems (such as System F ), are recovered with
concrete instantiations of those sets. Pure type systems with subtyping [Zwanenburg 1999]
are a variant of pure type systems that captures a family of type systems with subtyping.
This variant captures only the upper bounds. It does not provide subtyping generalization
with both upper and the lower bounded quantification like our Duotyping generalizations
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of F<:. Pure subtype systems [Hutchins 2010] is a family of calculi based on subtyping only
(and without a typing relation). This system eliminates the need of typing and presents an
alternative to typing using subtyping only. Pure subtype systems support upper bounded
quantification, but no lower bounded quantification.

Modal Type Theory. Modal type theory [Nanevski et al. 2008] is an extension of type the-
ory which provides type rules using modalities. Modal type theory can represent a proposi-
tion as types whichmay be proved based upon the deduction rules in a given context. Modal
type theory also employs modes, for instance possibility and necessity [Nanevski et al. 2008;
Simpson 1994]. There are many type systems that use modes to generalize typing relations.
One can view Duotyping as a simple instance of a relation with a mode. In Duotyping the
mode is either subtyping or supertyping.

Bi-directionaltypechecking. Bi-directional type checking [Dunfield andKrishnaswami
2019; Pierce and Turner 2000] also employs a mode, but in the typing relation instead. Bi-
directional type checking is a common technique, used in implementations of programming
languages, that can eliminate redundant type annotations. Bi-directional type-checking is
also employed is several type systems, especially those where full type inference is undecid-
able [Dunfield and Krishnaswami 2013; Pierce and Turner 2000]. In such cases only partial
inference methods are feasible in practice, which means that some type annotations are nec-
essary. Bi-directional type checking is useful in such cases, allowing the type information to
be easily propagated without requiring further (redundant) annotations. The modes in bi-
directional type-checking are checking or synthesis. Checking checks a given term against a
given type, whereas the synthesis infers the type based upon the available information in the
context.

Unified Subtyping. Unified subtyping [Yang and Oliveira 2017] is a technique that can
be used in dependently typed systems supporting unified syntax to model typing and sub-
typing in a single relation. The single unified subtyping relation generalizes both typing and
subtyping. Like Duotyping, unified subtyping can also help reducing language metatheory
and duplication. However unified subtyping is orthogonal to Duotyping and does not exploit
duality of features. We believe that both techniques can complement each other.

Bounded quantification and generalizations. System F<: [Cardelli et al. 1994] is
extensively studied due to its feature of bounded quantification. F-bounded quantification
[Canning et al. 1989] is a generalization of bounded quantification to handle recursive types.

139



7 Related Work

Although we are not aware of an extension of F<: with lower bounded quantification, such
notion has appeared before in some calculi. For instance, Igarashi and Viroli [2002] have
pointed out correspondence between use-site variance and existential types and, in order to
capture contravariance, they introduced lower-bounded existential types.

One generalization of F<: is studied by Amin and Rompf [2017], which formalizes type
bounds in Scala. Type bounds is an interesting feature in Scala as elaborated by the following
code (code extended from Section 6.1.4):

class TypeBoundsCollection[S >: GraduateStudent <: Student](obj: S) {
def student: S = obj

}

While in our variants ofF<: we support either lower boundedquantification or upper bounded
quantification (but not both at once), Scala’s type bounds allow both upper and lower bounds
at once. This is clearly more expressive than what we have, but it comes with its own prob-
lems. Formalismswith Scala-like type bounds often need to include a transitivity axiom (and
thus are non-algorithmic) and they have to deal with the bad bounds problem. In contrast
our simpler extension of type bounds is comparable in complexity to F<:’s upper bounded
quantification, and there is a set of algorithmic subtyping rules without a built-in transitivity
axiom.

Duality in Subtyping of Intersection and Union Types. We exploit the duality of
union and intersection types to illustrate Duotyping. Our Duotyping calculi manages to
capture the six common rules for unions and intersections using three rules only (plus the
duality rule), which provides a simple illustrative example of the use of duality. None of
the calculi with intersection and union types discussed so far study the duality of subtyping
formally as we do.
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8 Conclusion and Future Work

8.1 Conclusion

The integration of the intersection and union types is known to be non-trivial in theory. This
thesis examines the integration of intersection and union types in various settings. Chap-
ter 3 (λu) discusses the deterministic elimination of union types with a type-based switch
construct. The disjointness plays the essential role in making such a construct deterministic.
The disjointness ensures that no two types in alternative branches overlap i.e. do not share a
common subtype. Therefore, the type of the scrutinee matches with one branch at the most.
Later sections in Chapter 3 further enrich λu with advance features including intersection
types, nominal types, subtyping distributivity and disjoint polymorphism. Chapter 4 dis-
cusses an expressive version of the disjointness algorithm with disjoint polymorphism. All
of the calculi discussed in Chapter 3 and Chapter 4 preserve the standard properties of type-
safety and determinism.

Chapter 5 studies a calculus (λum) with an elimination construct for the union types and
an introductory construct for the intersection types, the so called merge operator. λum is
type-safe but lacks determinism. We also prove the completeness of λum with respect to
Dunfield [2014]. Chapter 6 discusses Duotyping, a novel technique studied to unify the
subtyping rules for the dual features such as intersection types and union types. Duotyp-
ing comes with certain benefits of reduced subtyping rules, easier proofs and metatheory,
and extra features such as lower bounded quantification. We study Duotyping with various
calculi to show that it is a practically applicable technique.

8.2 Future Work

8.2.1 Determinism for λum

Future work includes making the calculus discussed in Chapter 5 (λum) deterministic. We
discuss a few proposals to make λum deterministic. Approaches include restricting sub-
sumption rule to prohibit certain ambiguous upcasts, first-match semantics, and parallel ap-
plication.
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Proposal 1: restricting ambiguous upcasts

The meticulous observation concludes that the origin of non-determinism is primarily due
to multiple upcast paths. For example, 1‚‚true can follow two paths to upcast to Int ∨ Bool.
One is via Int and the other is via Bool. Our first proposal to deal with non-determinism is
to reject the programs when there are multiple upcast paths involved. In this approach the
following program will be rejected:

Bool isInt (x : Int | Bool) = switch (x)
(x:Int) → true
(y:Bool) → false

isInt(1,,true) //rejected

We propose restricting subsumption rule with an extra condition so that it allows only un-
ambiguous upcasts along with disjointness in merges and switches. Such a calculus will have
three measures for determinism. One is the disjointness in switches, another is the disjoint-
ness in merges, and finally an extra restriction in subsumption rule to reject ambiguous up-
casts. The revised subsumption rule is shown next:

Γ ⊢ e : A A <: B A <u B

Γ ⊢ e : B
typ-sub-res

Where, A <u B indicates type A is unambiguous to type B. Meaning that there is at most
one path to upcast fromA to B. Ideally, this relation allows upcasting 1 : Int to 1 : Int∨Bool.
But it does not allow upcasting 1‚‚true : Int ∧ Bool to 1‚‚true : Int ∨ Bool. This is because
1 : Int upcasts to 1 : Int ∨ Bool via only one path i.e.:

Γ ⊢ 1 : Int Int <: Int ∨ Bool
Γ ⊢ 1 : Int ∨ Bool

typ-sub

Whereas, 1‚‚true has two paths to upcast to Int ∨ Bool, one via Int and the other via Bool.

1) First path: Upcast of 1‚‚true to Int ∨ Bool via Int:
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typ-sub

typ-merga
1‚‚true : Int ∧ Bool

Int <: Int
Int ∧ Bool <: Int

s-andb

Int ∧ Bool <: Int ∨ Bool
s-orb

Γ ⊢ 1‚‚true : Int ∨ Bool

2) Second path: Upcast of 1‚‚true to Int ∨ Bool via Bool:

typ-sub

typ-merga
1‚‚true : Int ∧ Bool

Bool <: Bool
Int ∧ Bool <: Bool

s-andc

Int ∧ Bool <: Int ∨ Bool
s-orc

Γ ⊢ 1‚‚true : Int ∨ Bool

Therefore the upcast of 1‚‚true to Int∨Bool is rejected with the restricted subsumption rule.
The essence of restricted subsumption rule is to reject the programs that may be a cause of
non-determinism in switch expression.

Challenges with unambiguous relation. Restricting multiple upcasts with unam-
biguous relation may assist to make the calculus deterministic but unambiguous relation
itself is non-trivial in metatheory. Specifically, it becomes challenging with multiple type
annotations with functions. For example, λx.e : Int → Int ∧ Bool : Int → Int : Int →
Int ∨ Bool is deterministic as long as we carry the middle type i.e Int → Int. As soon as
we drop the middle type, application of such lambdas may become non-deterministic. The
contravariance of function input type adds further complexities. Possible remedies in such
situations is to carry a list of type annotations with functions.

Proposal 2: first-match semantics

A natural approach to select a particular branch of a switch expression is to follow the first-
match semantics, meaning that first branch thatmatches the type of scrutineewill be selected.
In this remedy we propose to keep disjointness in merges but eliminate disjointness from
switches. Merges will be deterministic as in disjoint intersection types Oliveira et al. [2016].
Whereas, the switches will follow the first-match semantics.
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For example, with this approach, first branch will be selected in the following code. This is
because 1‚‚true can be considered as a value of type Int and the type of scrutinee i.e Int∧Bool
matches (is a subtype of) Int.

Bool isInt (x : Int | Bool) = switch (x)
(x:Int) → true
(y:Bool) → false

isInt (1,,true)

However, first-match semantics selects first branch in following code as well because of the
same reason but with type Bool in first branch.

Bool isInt (x : Int | Bool) = switch (x)
(x:Bool) → false
(y:Int) → true

isInt (1,,true)

The semantics of the program may change by reordering the branches in this approach. The
first code snippet returns true, whereas the second code snippet returns false.

Proposal 3: parallel application

Another proposal is to adopt the parallel application. In this approach, the code in all of
the branches will be executed to which the type of scrutinee matches. Final result will be a
merge of the values from all of the (match) branches. For example, the result of the following
program will be (false‚‚true).

Bool isInt (x : Int | Bool) = switch (x)
(x:Bool) → false
(y:Int) → true

isInt (1,,true)

Challenge with parallel application. However, on of the challenges in naive imple-
mentation of this approach is that itmay generate ill-typed programs as in the above example.
The return value (false‚‚true) is an ill-typed program in disjoint intersection types. This is
because (false‚‚true) is of type Bool ∧ Bool and Bool is not disjoint to Bool. If we allow
type-checking such programs, the overall calculus will still be non-deterministic due to the
ambiguous merge operator. We further propose two approaches to deal with such an issue.
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Disjoint return type of branches. One approach to solve this problem is to employ
disjointness in the return type of alternative branches. For example, the following problem-
atic program will be rejected in this case:

Bool isInt (x : Int | Bool) = switch (x)
(x:Bool) → false
(y:Int) → true

isInt (1,,true)

This is because both of the branches return values of type Bool and Bool is not disjoint to
Bool. Whereas, the following program will be accepted:

Int | Bool notSucc (x : Int | Bool) = switch (x)
(x:Bool) → not x
(y:Int) → succ x

notSucc (1,,True)

Note that the first branch returns Bool and the second branch returns Int. Since Int is disjoint
to Bool, therefore, it is safe to accept such programs.

Record type for explicit disjointness. The second approach is to use record types with
distinct labels as a return type of alternative branches to enforce disjointness. The return type
of a switch in this casewill always be sound. Therefore, the calculuswill not generate ill-typed
programs at runtime.

{l1:Bool, l2:Bool} isInt (x : Int | Bool) = switch (x)
(x:Int) → {l1:true}
(y:Bool) → {l2:false}

isInt (1,,true)

8.2.2 Multiple Interface Inheritance

Multiple interface inheritance is a prominent feature available in many modern program-
ming languages including Java and Scala. This feature is essential for the extensibility and
scalability of software development. The calculi discussed in this thesis do not support mul-
tiple interface inheritance. Another line of future work is to allow multiple interface inheri-
tance in λu.

Specifically, λu with nominal types can further be enriched to support multiple inheri-
tance. The lack of multiple interface inheritance is primarily due to the fact that only the ⊤
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type or a nominal type can be declared as a supertype of another nominal type in∆. For ex-
ample, in a nominal type environment with ∆ = Person <: ⊤,Robot <: ⊤, the following
new declaration is allowed:

∆ = Person <: ⊤,Robot <: ⊤, Student <: Person

We add a new nominal type named Student and extend it with Person. Notice that only the
⊤ type or a nominal type is declared as a parent type in ∆. An attempt to declare multi-
ple parents of a nominal type is rejected. For example, the following extension of ∆ is not
allowed:

∆ = Person <: ⊤,Robot <: ⊤, Hybrid <: Person , Hybrid <: Robot

This restricts multiple inheritance due to the fact that only one type can be declared as
a parent type of another nominal type. It is essential for the multiple interface inheritance
that a nominal type may define multiple parent types. Multiple inheritance can be achieved
by allowing intersection types to be a supertype of nominal types in ∆. Specifically, allow-
ing intersections as parent types in ∆ will allow the following declaration, which naturally
provides multiple interface inheritance:

∆ = Person <: ⊤,Robot <: ⊤, Hybrid <: Person ∧ Robot

8.2.3 Explicit Disjointness of Nominal Types

TheCeylon language employs an of construct to explicitly declare the disjointness of nominal
types. We will elaborate this using the following Ceylon code:

abstract class Student() of PG | UG {}
class PG() extends Student() {}
class UG() extends Student() {}

The first line of the code creates a Student class and declares two subtypes of Student, PG and
UG using the of construct. This declarationsmarks PG and UG disjoint. It is safe to use PG and UG

in alternative branches of a switch expressions. On the other hand, it is prohibited to create
a class that extends both PG and UG to retain determinism. The class PG and the class UG must
later be defined in the code. The formalization of such a construct is also an interesting line
of future work. In essence, the nominal type environment will be revised to handle the of

construct. Each entry in the revised ∆ contain three components. The name of the newly
defined nominal type, its parent type(s), and its subtype(s).

∆ = Student <: ⊤ ∗ [PG,UG] ,PG <: Student ∗ [ ] ,UG <: Student ∗ [ ]
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8.2.4 Gradual Typing

Gradual typing is another line of interest in practical programming languageswith significant
recent development. Union types naturally provide gradual typing in a restricted fashion
in such a way that actual type is among the certain candidates from a union of types. In
gradual typing, on the other hand, no information of the unknown type is statically available.
Inclusion of gradual typing with λu is another line of future work with practical interest. The
naive addition of gradual typing with disjoint switches may allow the following program
(where * denotes unknown type):

Bool isInteger (x : Int | *) {
switch (x):

Int → true
* → false

}

The type-based switch construct in this code snippet is exhaustive, but how do we make
sure that the two branches will not overlap? This question gives birth to a particular research
question of redefining the disjointness in the presence of union types, type-based switches,
and the unknown type (*). The unknown type makes the disjointness non-trivial because of
the unavailability of the static type information.
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A Alternative Disjointness

We discuss another variant of the disjointness algorithm that depends on so called Common
Ordinary Subtypes (COST) in this chapter. Recall that the disjointness algorithm discussed
in Section 3.3 is set-based (LOS). The COST defined in this chapter is not set-based. We also
prove the equivalence of standard disjointness specifications and a variant based on COST
in this chapter.

Syntaxand subtyping. Syntax and the subtyping stays the same as inλu with intersection
types and are shown in Figure A.1. Types, expressions, values, context and subtyping have
already been explained. Subtyping relation preserves the standard properties of reflexivity
and transitivity.

Lemma A.1 (Subtyping Reflexivity). A <: A

Lemma A.2 (Subtyping Transitivity). If A <: B and B <: C then A <: C

A.1 Common Ordinary Subtypes (COST)

COST play an integral role in the design of the disjointness algorithm presented in this chap-
ter. This section explains the COST in detail by discussing the COST specifications as well
as the corresponding algorithm that computes COST.

COST Specifications. The specifications for the COST are shown in Definition 11. It
trivially states that two types A and B share a COST if there exist an ordinary type C such
that C is subtype of A and B. The ordinary types are shown in the middle of Figure A.1. Int,
A → B, and Null constitute ordinary types.

Definition 11 (COST Specifications). A ⊓s B ::= ∃ C, Ord C and C <: A and C <: B
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A Alternative Disjointness

A,B, C ::= ⊤ | ⊥ | Int | A → B | A ∨ B | A ∧ B | Null
e ::= x | i | λx.e | e1 e2 | switch e {(x : A) → e1, (y : B) → e2} | null
v ::= i | λx.e | null
Γ ::= · | Γ, x : A

A <: B (Subtyping)

s-top

A <: ⊤

s-int

Int <: Int

s-bot

⊥ <: A

s-null

Null <: Null

s-arrow
B1 <: A1 A2 <: B2

A1 → A2 <: B1 → B2

s-ora
A <: C B <: C

A ∨ B <: C

s-orb
A <: B

A <: B ∨ C

s-orc
A <: C

A <: B ∨ C

s-anda
A <: B A <: C

A <: B ∧ C

s-andb
A <: C

A ∧ B <: C

s-andc
B <: C

A ∧ B <: C

Ord A (Ordinary Types)

ord-int

Ord Int

ord-arrow

Ord A → B

ord-null

Ord Null

A⊚ (Union Ordinary Types)

uo-top

⊤⊚

uo-int

Int⊚
uo-arrow

(A → B)⊚
uo-unit

Null⊚

uo-and
A⊚ B⊚

(A ∧ B)⊚

B ◁ A ▷ C (Union Splittable Types)

usp-or

A ◁ A ∨ B ▷ B

usp-orandl
A1 ◁ A ▷ A2

A1 ∧ B ◁ A ∧ B ▷ A2 ∧ B

usp-orandr
B1 ◁ B ▷ B2

A ∧ B1 ◁ A ∧ B ▷ A ∧ B2

Figure A.1: Syntax, subtyping, ordinary, union ordinary and union splittable types for λu with inter-
section types.

Unionordinaryandunion splittable types. Unionordinary andunion splittable types
are shown at the bottom in Figure A.1. These types have already been discussed in Chapter 4.
Union ordinary types include ⊤, Int, A → B, Null and an intersection of union ordinary
types. Any type that is not union ordinary is union splittable.
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A ⊓ B (Common Ordinary Subtypes)

cost-top

⊤ ⊓⊤

cost-ordl
Ord A
A ⊓ ⊤

cost-ordr
Ord A
⊤ ⊓ A

cost-int

Int ⊓ Int

cost-null

Null ⊓ Null

cost-arrow

A1 → B1 ⊓ A2 → B2

cost-orla
A1 ◁ A ▷ A2 A1 ⊓ B

A ⊓ B

cost-orlb
A1 ◁ A ▷ A2 A2 ⊓ B

A ⊓ B

cost-orra
B1 ◁ B ▷ B2 A ⊓ B1

A ⊓ B

cost-orrb
B1 ◁ B ▷ B2 A ⊓ B2

A ⊓ B

cost-andl
B⊚ A1 ⊓ B A2 ⊓ B A1 ⊓ A2

(A1 ∧ A2) ⊓ B

cost-andr
A⊚ A ⊓ B1 A ⊓ B2 B1 ⊓ B2

A ⊓ (B1 ∧ B2)

Figure A.2: Common ordinary subtypes based on union splittable types for λu.

COSTAlgorithm. The algorithm that computesCOST is shown in FigureA.2. In essence,
theCOSTalgorithmcomputeswhether two given types potentially share an ordinary subtype
or not. Rule cost-top states that ⊤ shares an ordinary subtype with ⊤. This is trivially
true, such as Int is a subtype of ⊤. Rules cost-ordl and cost-ordr state that ⊤ shares an
ordinary subtype with all the ordinary types. Rules cost-int, cost-null, and cost-arrow
are the natural rules for Int, Null, and A → B respectively.

Rules cost-orla, cost-orlb, cost-orra, and cost-orrb deal with the union splittable
types. These rules collectively state that if a type B shares an ordinary subtype with a part
(A1 or A2) of union splittable type (A1 ◁ A ▷ A2), then B shares an ordinary subtype with
A. This due to the fact that parts (A1 and A2) of a union splittable type are subtypes of the
original type (A). Rules cost-andl and cost-andr deal with the intersection types. An
intersection type A1 ∧ A2 shares a ordinary subtype with B if A1 shares an ordinary subtype
with B, A2 shares an ordinary subtype with B, and A1 shares an ordinary subtype with A2. A
side condition of union ordinary B (B⊚) must also hold. Note that the side condition of B⊚

is essential. The COST algorithm will not be sound without this condition.

Soundness and completeness of COST algorithm. We prove that the COST algo-
rithm is sound and complete with respect to the COST specifications.

Lemma A.3 (COST Soundness). A ⊓ B→ A ⊓s B.

Lemma A.4 (COST Completeness). A ⊓s B→ A ⊓ B.
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A.2 Disjointness

The disjointness for λu is the converse of COST. Two types are disjoint if they do not share
any ordinary subtype. Whereas, the COST algorithm states the otherwise. Therefore, the
disjointness is simply the negation of COST and is shown in Definition 12.

Definition 12 (Disjointness Algorithm). A ∗a B ::= ¬ (A ⊓ B)

Disjointness equivalence. We prove that the novel disjointness based onCOST is sound
and complete with respect to standard disjointness specifications. The disjointness specifi-
cations are shown again in Definition 13 for readability.

Definition 13 (∧-Disjointness). A ∗ B ::= ∄ C, Ord C and C <: A and C <: B.

Lemma A.5 (Disjointness equivalence). A ∗ B↔¬ (A ⊓s B)

A.3 Typing, Operational Semantics, and Type-safety

The typing and the operational semantics do not essentially require revision for this chapter
and are shown in Figure A.3. Both of these relations are standard and have already been
explained.

Type-safety and determinism. The standard properties of the type-safety consisting of
type preservation and the progress hold in this system. Theorem A.6 states type preserva-
tion and the Theorem A.7 states progress. We also show that the reduction is deterministic
(Theorem A.8).

Theorem A.6 (Type Preservation). If Γ ⊢ e : A and e −→ e′ then Γ ⊢ e′ : A.

Theorem A.7 (Progress). If Γ ⊢ e : A then either e is a value; or e can take a step to e′.

Theorem A.8 (Determinism). If Γ ⊢ e : A and e −→ e1 and e −→ e2 then e1 = e2.
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Γ ⊢ e : A (Typing)

typ-int

Γ ⊢ i : Int

typ-null

Γ ⊢ null : Null

typ-var
x : A ∈ Γ

Γ ⊢ x : A

typ-app
Γ ⊢ e1 : A → B Γ ⊢ e2 : A

Γ ⊢ e1 e2 : B

typ-sub
Γ ⊢ e : A A <: B

Γ ⊢ e : B

typ-abs
Γ, x : A ⊢ e : B

Γ ⊢ λx.e : A → B

typ-and
Γ ⊢ e : A Γ ⊢ e : B

Γ ⊢ e : A ∧ B

typ-switch
Γ ⊢ e : A ∨ B

Γ, x : A ⊢ e1 : C Γ, y : B ⊢ e2 : C A ∗ B
Γ ⊢ switch e {(x : A) → e1, (y : B) → e2} : C

e −→ e′ (Operational semantics)

step-appl
e1 −→ e′1

e1 e2 −→ e′1 e2

step-appr
e −→ e′

v e −→ v e′
step-beta

(λx.e) v −→ e[x⇝ v]

step-switch
e −→ e′

switch e {(x : A) → e1, (y : B) → e2} −→ switch e′ {(x : A) → e1, (y : B) → e2}

step-switchl
⌊v⌋ <: A

switch v {(x : A) → e1, (y : B) → e2} −→ e1[x⇝ v]

step-switchr
⌊v⌋ <: B

switch v {(x : A) → e1, (y : B) → e2} −→ e2[y⇝ v]

Figure A.3: Typing for λu.
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